# 10 Character Device Driver

In the Linux 0.12 kernel, character devices mainly include control terminal devices and serial terminal devices. The code in this chapter is used to operate the input and output of these devices. For the basic working principle of the terminal driver, we can refer to the book "The Design of the UNIX Operating System" by Mr. Maurice J. Bach or other related books. This chapter contains a total of seven source code files, as shown in Listing 10-1, two of which are programmed in assembly language. These files are located in the kernel/chr\_drv/ directory.

List 10-1 linux/kernel/chr\_drv

**Filename** **Size** **Last modified date(GMT)** **Desc.** Makefile 3618 bytes 1992-01-12 19:49:17 console.c 23327 bytes 1992-01-12 20:28:33 keyboard.S 13020 bytes 1992-01-12 15:30:51 pty.c 1186 bytes 1992-01-10 23:56:45 rs\_io.s 2733 bytes 1992-01-08 06:27:08 serial.c 1412 bytes 1992-01-08 06:17:01 tty\_io.c 12282 bytes 1992-01-11 16:18:46
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|  |  |
| --- | --- |
| tty\_ioctl.c | 6325 bytes 1992-01-11 04:02:37 |

## 10.1 Main Functions

The programs in this chapter can be divided into three parts. The first part is about the RS-232 serial line driver, including the programs rs\_io.s and serial.c; The second part is about the console driver, which includes the keyboard interrupt driver keyboard.S and the console display driver console.c; The third part is the interface part between the terminal driver and the upper layer program, including the terminal input and output program tty\_io.c and the terminal control program tty\_ioctl.c. Below we first outline the basic principles of terminal control driver implementation, and then explain these basic functions in three parts. After that, each source file will be explained and annotated in detail.

### 10.1.1 Basic Principles of Terminal Drivers

The terminal driver is used to control the terminal device, transfer data between the terminal device and the process, and perform certain processing on the transmitted data. The raw data typed by the user on the keyboard is transferred to a receiving process after being processed by the terminal program. The data sent by the process to the terminal is displayed on the terminal screen after being processed by the terminal program, or transmitted to the remote terminal through the serial communication line. The terminal operating mode can be divided into two types according to the manner in which the terminal program treats input or output data. One is the canonical mode, in which the data passing through the terminal program will be transformed and then sent out. For example, the TAB character is expanded to 8 space characters, and the typed backspace is used to control the deletion of the previously typed characters. The processing functions used are generally referred to as line disciplines or line discipline modules. The other is a non-canonical mode or raw mode. In this mode, the line discipline program transfers data only between the terminal and the process without performing a canonical mode conversion on the data.

In the terminal driver, the code can be divided into a direct driver of the character device and an interface program directly connected to the upper layer according to their relationship with the device and the position in the execution flow. We can use Figure 10-1 to illustrate this control relationship.

Pro

cess Read/Write

Terminal Upper Layer

Interface

L

ine Discipline

D

evice Driver

Character Device

Figure 10-1 Terminal driver control flow

### 10.1.2 Types of Terminal Devices Supported by Linux

A terminal is a character type device that has many types. We usually use tty to refer to various types of terminal devices. tty is the abbreviation of Teletype, which is the earliest terminal device produced by Teletype, which looks like a teletypewriter. In the Linux 0.1x system device file directory /dev/, it usually contains the following terminal device files:

crw-rw-rw- 1 root tty 5, 0 Jul 30 1992 tty // Control terminal crw--w--w- 1 root tty 4, 0 Jul 30 1992 tty0 // virtual terminal alias.

crw--w--w- 1 root tty 4, 1 Jul 30 1992 console // Console crw--w--w- 1 root other 4, 1 Jul 30 1992 tty1 // virtual terminal 1 crw--w--w- 1 root tty 4, 2 Jul 30 1992 tty2 crw--w--w- 1 root tty 4, 3 Jul 30 1992 tty3 crw--w--w- 1 root tty 4, 4 Jul 30 1992 tty4 crw--w--w- 1 root tty 4, 5 Jul 30 1992 tty5 crw--w--w- 1 root tty 4, 6 Jul 30 1992 tty6 crw--w--w- 1 root tty 4, 7 Jul 30 1992 tty7 crw--w--w- 1 root tty 4, 8 Jul 30 1992 tty8 crw-rw-rw- 1 root tty 4, 64 Jul 30 1992 ttys1 // Serial port terminal 1 crw-rw-rw- 1 root tty 4, 65 Jul 30 1992 ttys2 crw--w--w- 1 root tty 4, 128 Jul 30 1992 ptyp0 // primary pseudo terminal.

crw--w--w- 1 root tty 4, 129 Jul 30 1992 ptyp1 crw--w--w- 1 root tty 4, 130 Jul 30 1992 ptyp2 crw--w--w- 1 root tty 4, 131 Jul 30 1992 ptyp3 crw--w--w- 1 root tty 4, 192 Jul 30 1992 ttyp0 // slave pty crw--w--w- 1 root tty 4, 193 Jul 30 1992 ttyp1 crw--w--w- 1 root tty 4, 194 Jul 30 1992 ttyp2 crw--w--w- 1 root tty 4, 195 Jul 30 1992 ttyp3

These terminal device files can be divided into the following types:

1. Serial port terminal (/dev/ttySn)
   1. serial port terminal is a terminal device that is connected using a computer serial port. The computer treats each serial port as a character device. For some time these serial port devices are often referred to as terminal devices because its primary use at that time was to connect to a terminal. The device file names corresponding to these serial ports are /dev/ttyS0, /dev/ttyS1, etc., and the device numbers are (4, 64), (4, 65), etc., respectively corresponding to COM1 and COM2 under the DOS system. To send data to a port, you can redirect the standard output to these special file names on the command line. For example, typing "echo test > /dev/ttyS1" at the command prompt will send the word "test" to the device connected to the ttyS1 port.

1. Pseudo terminal (/dev/ptyp, /dev/ttyp)
   1. pseudo terminal (or Pseudo - TTY, abbreviated as PTY) is a device that functions like a general terminal, but the device is not related to any terminal hardware. The pseudo terminal device is used to provide a terminal-like interface for other programs, and is mainly used to provide a terminal interface for the network server and the login shell program when logging in to the host through the network, or to provide a terminal style interface for the terminal program running in the X Window window. Of course, we can also use the pseudo terminal to establish a data read and write channel between any two programs that use the terminal interface. In order to provide terminal style interfaces for two applications or processes, the pseudo terminals are paired, and one is called a master terminal or a pseudo terminal master, and the other is called a slave terminal or a pseudo terminal slave. For paired pseudo-terminal logical devices like ptyp1 and ttyp1, ptyp1 is the master or control terminal, and ttyp1 is the slave. Data written to any of the pseudo terminals is received directly by the paired pseudo terminal through the kernel. For example, for the master device /dev/ptyp3 and the slave device /dev/ttyp3, if a program treats ttyp3 as a serial port device, its read/write operations on that port are reflected in the corresponding logical terminal device ptyp3, and ptyp3 is another logical device used by programs for read and write operations. In this way, two programs can communicate with each other through this logical device, and one of the programs using the slave device ttyp3 considers that it is communicating with a serial port. This is much like a pipeline operation between pairs of logical devices.

For a pseudo-terminal slave device, any program designed to use a serial port device can use the logic device, but for a program using the master device, it is specifically designed to use the pseudo-terminal master device. For example, if someone connects to your computer using a telnet program on the Internet, the telnet program may start to connect to the pseudo terminal master device ptyp2, and a getty program should run on the corresponding ttyp2 port. When telnet retrieves a character from the far end, the character is passed to the getty program via ptyp2 and ttyp2, and the getty program sends the "login:" string information to the network via the ttyp2, ptyp2, and telnet programs. In this way, the login program and the telnet program can communicate through the "pseudo terminal". By using the appropriate software, we can connect two or more pseudo terminal devices to the same physical port.

Previous Linux systems only had a maximum of 16 pairs of ttyp (ttyp0-ttypf) device file names, but nowadays Linux systems usually use the "prm-pty master" naming scheme, such as /dev/ptm3. Its corresponding end is automatically created as /dev/pts/3, so that a pty pseudo terminal can be dynamically provided when needed. The directory /dev/pts on current Linux systems is a file system of type devpts.

Although the "file" /dev/pts/3 appears to be one of the device file systems, it is actually a different file system.

1. Control terminal (/dev/tty)

The character device file /dev/tty is an alias for the Controlling Terminal. Its major device number is 5 and the minor device number is 0. If the current process has a control terminal, /dev/tty is the device file of the current process control terminal. We can use the command "ps -ax" to see which control terminal the process is connected to. For the login shell, /dev/tty is the terminal we use, and its device number is (5,0). We can use the command "tty" to see which actual terminal device it corresponds to. In fact /dev/tty is somewhat similar to a link to an actual terminal device.

If an terminal user executes a program but does not want the control terminal (such as a background server program), the process can try to open the /dev/tty file first. If the opening is successful, the process has a control terminal. At this point we can use the ioctl() call with the TIOCNOTTY (Terminal IO Control NO TTY) parameter to abandon the control terminal.

1. Console (/dev/ttyn, /dev/console)

In a Linux system, computer monitor is often referred to as console terminal or console. It emulates a VT200 or Linux type terminal (TERM=Linux) and has some character device files associated with it: tty0, tty1, tty2, and so on. When we log in on the console, we are using tty1. In addition, using Alt+[F1—F6], we can switch to tty2, tty3, etc. Tty1 – tty6 is called a virtual terminal, and tty0 is an alias for the currently used virtual terminal. Information generated by the Linux system is sent to tty0, so no matter which virtual terminal is currently being used, system information is sent to our screen.

You can log in to different virtual terminals, so you can have several different sessions at the same time. However, only the system or superuser root can write to /dev/tty0, and sometimes /dev/console will also connect to the terminal device. However, in Linux 0.12 systems, /dev/console is usually connected to the first virtual terminal tty1.

1. Other types of terminals

Today's Linux systems also have many other types of terminal device special files for many different character devices. For example, the /dev/ttyIn terminal device for ISDN devices. I won't go into details here.

### 10.1.3 Terminal data structures

Each terminal device has a tty\_struct data structure, which is mainly used to store information such as the current parameter settings of the terminal device, the foreground process group ID and the character IO buffer queue. This structure is defined in the include/linux/tty.h file and its structure is as follows:

struct tty\_struct { struct termios termios; // Terminal io properties and control chars. int pgrp; // The process group to which it belongs.

int stopped; void (\*write)(struct tty\_struct \* tty); // pointer to tty write function. struct tty\_queue read\_q; // tty read queue. struct tty\_queue write\_q; // tty write queue.

struct tty\_queue secondary; // tty auxiliary queue (or canonical queue).

}; extern struct tty\_struct tty\_table[]; // tty structure array.

The Linux kernel uses the array tty\_table[] to store information about each terminal device in the system.

Each array item is a data structure tty\_struct that corresponds to a terminal device in the system. The Linux 0.12 kernel supports a total of three terminal devices, one for the console device and the other two for the serial terminal devices that use the two serial ports on the system.

The termios structure is used to store the io attribute of the corresponding terminal device. A detailed description of the structure is described below. pgrp is the process group ID, which indicates the process group in the foreground in a session, that is, the process group that currently owns the terminal device. pgrp is mainly used for job control operations of processes. stopped is a flag indicating whether the corresponding terminal device has been discontinued. The function pointer \*write() is the output processing function of the terminal device. The function pointer \*write() is the output processing function of the terminal device. For the console terminal, it is responsible for driving the display hardware, displaying characters and other information on the screen, and for the serial terminal connected through the system serial port, it is responsible for outputting Characters are sent to the serial port.

The data processed by the terminal is stored in the character buffer queues (or character lists) of the three tty\_queue structures. The structure is shown below:

struct tty\_queue { unsigned long data; // Current data statistics.

// Serial port address for serial terminals. unsigned long head; // The header of the data in the buffer.

unsigned long tail; // The data tail pointer.

struct task\_struct \* proc\_list; // Processes waiting for this buffer queue. char buf[1024]; // The buffer of the queue.

};

The buffer length of each tty character queue is 1K bytes. The read buffer queue read\_q is used to temporarily store the original character sequence input from the keyboard or the serial terminal; the write buffer queue write\_q is used to store data written to the console display or the serial terminal; The auxiliary queue secondary is used to store the data taken from the read\_q and processed (filtered) by the canonical mode program (based on the ICANON flag), and the data also referred to as cooked mode data. This is the canonical input data after the canonical program converts the special characters in the original data, such as the backspace character, and it is read and used by the program in the character line unit. The upper terminal read function tty\_read() is used to read the characters in the secondary queue.

When reading in the data typed by the user, the interrupt handler is only responsible for putting the original character data into the input buffer queue, and the C function (copy\_to\_cooked()) called during the interrupt processing handles the character conversion. For example, when a process writes data to a terminal, the terminal driver calls the canonical mode function copy\_to\_cooked(), writes all the data in the user buffer to the buffer queue, and sends the data to the terminal for display. When a key is pressed on the terminal, the triggered keyboard interrupt handler puts the character corresponding to the key scan code into the read queue read\_q, and calls the canonical mode handler to process the characters in read\_q and put them into the auxiliary queue secondary. At the same time, if the echo flag (L\_ECHO) of the terminal device is set, the character is also placed in the write queue write\_q, and the terminal write function is called to display the character on the screen. Usually, the echo flag is set except for typing a password or other special requirements. We can change these flag values by modifying the information in the termios structure of the terminal.

The above tty\_struct structure also includes a termios structure defined in the include/termios.h header file, the contents of which are as follows:

struct termios { unsigned long c\_iflag; /\* input mode flags \*/ unsigned long c\_oflag; /\* output mode flags \*/ unsigned long c\_cflag; /\* control mode flags \*/ unsigned long c\_lflag; /\* local mode flags \*/ unsigned char c\_line; /\* line discipline \*/ // or speed unsigned char c\_cc[NCCS]; /\* control characters \*/

};

Where c\_iflag is the input mode flag set. The Linux 0.12 kernel implements all 11 input flags defined by POSIX.1, as described in the termios.h header file. The terminal device driver uses these flags to control how the characters entered by the terminal are transformed (filtered). For example, do you need to convert the entered newline character (NL) into a carriage return (CR), whether you need to convert the input uppercase characters to lowercase characters (because some terminal devices can only input uppercase characters before). In the Linux 0.12 kernel, the associated handler is copy\_to\_cooked() in the tty\_io.c file. See also lines 86 - 99 of the include/termios.h file.

c\_oflag is the set of output mode flags. The terminal device driver uses these flags to control how characters are output to the terminal, primarily in the tty\_write() function of tty\_io.c. See lines 102-132 of the termios.h file.

c\_cflag is a control mode flag set, which is mainly used to define serial terminal transmission characteristics, including baud rate, number of character bits, and number of stop bits. See lines 135 -- 166 in the termios.h file.

c\_lflag is a local mode flag set, mainly used to control the driver's interaction with the user. For example, if you need to echo (Echo) characters, whether you need to display the deleted characters directly on the screen, and whether you need to make the control characters typed on the terminal generate signals. These operations are mainly used in the copy\_to\_cooked() function and tty\_read().For example, if the ICANON flag is set, it indicates that the terminal is in the canonical mode input state, otherwise the terminal is in the non-canonical mode. If the ISIG flag is set, it means that the system needs to generate a corresponding signal when receiving the control characters INTR, QUIT, and SUSP issued by the terminal. See lines 169 -- 183 in the termios.h file. The above four types of flag sets are all unsigned long, and each bit can represent a flag, so each flag set can have up to 32 input flags. All of these flags and their meanings can be found in the termios.h header file.

The c\_cc[NCCS] array contains all the special characters that can be modified by the terminal. Where NCCS (=17) is the length value of the array. For example, you can modifying the break character (^C) to be generated by other keys. The default value of the terminal's c\_cc[] array is defined in the include/linux/tty.h file. The array item symbol names are defined when the program references the items in the array. These names begin with the letter V, such as VINTR, VMIN. See lines 67-83 of the termios.h file.

Therefore, using the system call ioctl or using the correlation function (tcsetattr()), we can change the terminal's setting parameters by modifying the information in the termios structure. The canonical mode function operates on these setup parameters. For example, the control terminal should echo the typed characters, set the baud rate of the serial terminal transmission, clear the read buffer queue, and write the buffer queue.

When the user modifies the terminal parameters and resets the canonical mode flag, the terminal can be set to work in the raw mode. At this point, the canonical mode handler will transfer the data entered by the user to the user intact, and the carriage return is treated as a normal character. Therefore, when the user uses the system-call read, some decision-making scheme should be made to determine when the system-call read is completed and returned. This will be determined by the VTIME and VMIN control characters in the terminal termios structure. These two are the timeout timing values for the read operation. VMIN indicates the minimum number of characters to read in order to satisfy the read operation; VTIME is a read operation wait timing value. We can use the command stty to view the settings of the flags in the current terminal device termios structure. Typing the stty command at the Linux 0.1x system command line prompt displays the following information:

[/root]# stty

---------Characters----------

INTR: '^C' QUIT: '^\' ERASE: '^H' KILL: '^U' EOF: '^D'

TIME: 0 MIN: 1 SWTC: '^@' START: '^Q' STOP: '^S'

SUSP: '^Z' EOL: '^@' EOL2: '^@' LNEXT: '^V'

DISCARD: '^O' REPRINT: '^R' RWERASE: '^W'

----------Control Flags---------

-CSTOPB CREAD -PARENB -PARODD HUPCL -CLOCAL -CRTSCTS

Baud rate: 9600 Bits: CS8

----------Input Flags----------

-IGNBRK -BRKINT -IGNPAR -PARMRK -INPCK -ISTRIP -INLCR -IGNCR

ICRNL -IUCLC IXON -IXANY IXOFF -IMAXBEL

---------Output Flags---------

OPOST -OLCUC ONLCR -OCRNL -ONOCR -ONLRET -OFILL -OFDEL

Delay modes: CR0 NL0 TAB0 BS0 FF0 VT0

-----------Local Flags---------

ISIG ICANON -XCASE ECHO -ECHOE -ECHOK -ECHONL -NOFLSH -TOSTOP ECHOCTL ECHOPRT ECHOKE -FLUSHO -PENDIN -IEXTEN rows 0 cols 0

Among them, the minus sign indicates that there is no setting. Also for current Linux systems, you need to type 'stty -a' to display all of this information, and the display format is different.

The above main data structures used by the terminal program and the relationship between them can be seen in Figure 10-2.
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Figure 10-2 Data structures in the terminal program

### 10.1.4 Canonical mode and non-canonical mode

As can be seen from the foregoing, according to the way in which the terminal program processes the input or output data, we can divide the terminal working mode into a canonical mode and a non-canonical mode or a raw mode. For the canonical mode, the data passing through the terminal device will be modified and transformed according to relevant rules or standards, and then sent out. The transformation function used is often referred to as a line discipline or a line procedure module. For the non-canonical mode, the line discipline program only transfers data between the terminal and the process, and does not perform the transformation processing of the data. Below we detail the processing rules used in these two modes, as well as the implementation in the kernel code.

#### 10.1.4.1 Canonical mode

When the ICANON flag in c\_lflag is set, the terminal input data is processed in accordance with the canonical mode. The input characters are now assembled into lines, and the process reads as a line of characters. When a line of characters is entered, the terminal driver will return immediately. The delimiters for the line are NL, EOL, EOL2, and EOF. In addition to the last EOF (end of file) will be deleted by the handler, the remaining four characters will be returned to the caller as the last character of a line.

In canonical mode, the following characters entered by the terminal will be processed: ERASE, KILL, EOF, EOL, REPRINT, WERASE, and EOL2.

ERASE is a backspace. In canonical mode, when the copy\_to\_cooked() function encounters this character, the last character entered in the buffer queue is deleted. If the last character in the queue is the character of the previous line (for example, NL), no processing is done. This character is then ignored and not placed in the buffer queue.

KILL is a line delete character. It deletes the last line of characters in the queue. This character is then ignored.

EOF is the end of file. This character and the end-of-line characters EOL and EOL2 will be treated as carriage returns in the copy\_to\_cooked() function. The character encountered in the read operation function will return immediately. EOF characters are not placed in the queue but ignored.

REPRINT and WERASE are characters recognized in extended canonical mode. REPRINT will cause all unread inputs to be output. WERASE is used to remove words (skip whitespace characters). In Linux 0.12, the program ignores the recognition and processing of these two characters.

#### 10.1.4.2 Non-Canonical mode

If the ICANON flag in the c\_iflag set is in reset state, the terminal program operates in the non-canonical mode. At this time, the terminal program does not process the above characters, but treats them as ordinary characters, and the input data does not have the concept of a line. When the terminal program returns to the read process is determined by the values of MIN and TIME (VMIN, VTIME). These two variables are variables in the c\_cc[] array. By modifying them you can change how the process reads characters in non-canonical mode.

MIN indicates the minimum number of characters to read for a read operation; TIME specifies the timeout value for which characters are waiting to be read (the unit of measure is 1/10th of a second). According to their values, they can be described in four cases.

1. MIN>0，TIME>0

At this time TIME is a character interval timeout timing value, which will take effect after receiving the first character. If a MIN character is received before the timeout, the read operation returns immediately. If a timeout occurs before the MIN characters are received, the read operation returns the number of characters that have been received. At least one character can be returned at this time. Therefore, if the secondary is empty before receiving a character, the read process will be blocked (sleep).

1. MIN>0，TIME=0

At this time, the read operation returns only when MIN characters are received. Otherwise, wait indefinitely (blocking).

1. MIN=0，TIME>0

At this time TIME is a read operation timeout timing value. When a character is received or has timed out, the read operation returns immediately. If it is timed back, the read operation returns 0 characters.

1. MIN=0，TIME=0

With this setting, if there is data in the queue that can be read, the read operation reads the number of characters required. Otherwise, it returns 0 characters immediately.

In the above four cases, MIN only indicates the minimum number of characters read. If the process requires more characters than MIN, then the current requirements of the process may be met as long as there are characters in the queue. For the read operation of the terminal device, see the tty\_read() function in the program tty\_io.c.

### 10.1.5 Console Terminal and Serial Terminal Devices

Two types of terminals can be used in the Linux 0.12 system, one is the console terminal on the host, and the other is the serial hardware terminal device. The console terminal is operated and managed by the keyboard interrupt handler program keyboard.s and the display control program console.c in the kernel. It receives the display characters or control messages passed by the upper tty\_io.c program and controls the display of characters on the host screen. At the same time, the console (host) transfers the code generated by the keyboard to the tty\_io.c program via keyboard.s. The serial terminal device is connected to the serial port of the computer through a line, and directly exchanges information with tty\_io.c through the serial program rs\_io.s in the kernel. The two programs, keyboard.s and console.c, are actually much like emulation programs that use a monitor and keyboard to emulate a hardware terminal device in a Linux system host. Just because it is on the host, we call this simulated terminal environment a console terminal, or directly called a console. The functions implemented by these two programs are equivalent to the role of the terminal processing program in the ROM of a serial terminal device (except for the communication part), and also like a terminal emulation software on a normal PC. So, although the two programs are in the kernel, we can still look at them independently. The main difference between this "simulated terminal" and the ordinary hardware terminal device is that there is no need to communicate the driver through the serial line. Therefore, the keyboard.s and console.c programs must be able to simulate all the hardware processing functions of an actual terminal device (such as DEC's VT100 terminal), that is, all processing functions except the communication part in the terminal device firmware. See Figure 10-3 for the differences in processing structure and similarities between the console terminal and the serial terminal device. Therefore, if we have a certain understanding of the working principle of general hardware terminal equipment or terminal emulation program, then reading these two programs will not encounter any difficulties.
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Figure 10-3 Console terminal and serial terminal device diagram

#### 10.1.5.1 Console Driver

In the Linux 0.12 kernel, the terminal console driver involves the keyboard.S and console.c programs. keyboard.S is used to process the characters typed by the user, put them into the read buffer queue read\_q, and call the copy\_to\_cooked() function to read the characters in read\_q, and then convert them into the auxiliary buffer queue secondary. The console.c program implements the output display processing of the code received by the console terminal.

For example, when the user types a character on the keyboard, it causes a keyboard interrupt response (interrupt request signal IRQ1, corresponding to interrupt number INT 33) to execute the handler. At this point, the keyboard interrupt handler reads the corresponding keyboard scan code from the keyboard controller, and then translates the corresponding character according to the used keyboard scan code mapping table into the tty read queue read\_q. Then call the C function do\_tty\_interrupt() of the interrupt handler, which directly calls the canonical mode function copy\_to\_cooked() to filter the character and put it into the tty auxiliary queue 'secondary', and put the character into the tty write queue write\_q. Then call the write console function con\_write() for console output (display) processing. At this time, if the echo attribute of the terminal is set, the character will be displayed on the screen. The do\_tty\_interrupt() and copy\_to\_cooked() functions are implemented in tty\_io.c. The entire operation process is shown in Figure 10-4.
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Figure 10-4 Console keyboard interrupt service

For the process to perform tty write operations, the terminal driver handles the characters one by one. When the write buffer queue write\_q is not full, it takes a character from the user buffer and processes it and puts it in write\_q. When the user data is all placed in the write\_q queue or the write\_q is full at this time, the write function specified in the terminal structure tty\_struct is called, and the data in the write\_q buffer queue is output to the console screen. For console terminals, the write function is con\_write(), which is implemented in the console.c program.

Therefore, in general, the keyboard interrupt handler keyboard.S of the console terminal is mainly used to put the characters typed by the user into the read\_q buffer queue. Its on-screen display handler, console.c, is used to retrieve characters from the write\_q queue and display them on the screen. The relationship between all three character buffer queues and the above functions or files can be clearly shown in Figure 10-5.
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Figure 10-5 Relationships between console character queues and functions

#### 10.1.5.2 Serial Terminal Driver

The programs that handle serial terminal operations are serial.c and rs\_io.s. The serial.c program is responsible for initializing the serial port and enabling the serial interrupt transmit character operation by unmasking the transmit hold register empty interrupt. The rs\_io.s program is a serial interrupt handler. It is mainly processed according to the four reasons for causing serial interrupts.

The serial interrupts caused by the system are: (1) due to changes in the modem state; (2) due to changes in line status; (3) due to received characters; (4) due to the requirement to send characters (The flag of transmitter holding register empty is set). The processing of the first two cases that cause an interrupt is reset by reading the corresponding status register. For the case of receiving a character, the program first needs to put the character into the read buffer queue read\_q, and then call the copy\_to\_cooked() function to convert it into a canonical mode character in character line units and place it in the auxiliary queue 'secondary'. For the case where a character needs to be sent, the program first takes out a character from the location pointed by a tail pointer of the write buffer queue write\_q and sends it out, and then checks whether the write buffer queue is empty, and if there are still have characters, it performs transmission operation cyclically.

For terminals that are accessed through the system serial port, in addition to processing similar to the console, input/output handling operations for serial communication are required. The reading of data is put into the read queue read\_q by the serial interrupt handler, and then the same operation as the console terminal is performed.

For example, for a terminal connected to serial port 1, the typed characters will first be transmitted to the host over the serial line, causing host serial port 1 to issue an interrupt request. At this point, the serial port interrupt handler puts the character into the tty read queue read\_q of serial terminal 1, and then calls the C function do\_tty\_interrupt() of the interrupt handler. The function will directly call the row rule function copy\_to\_cooked() to filter the characters and put them into the tty auxiliary queue secondary. At the same time, the character is placed in the tty write queue write\_q, and the function rs\_write() of the serial terminal 1 is called. The function, in turn, sends the character back to the serial terminal, and if the echo attribute of the terminal is set, the character is displayed on the screen of the serial terminal.

When the process needs to write data to a serial terminal, the operation process is similar to that of the write terminal, except that the write function in the tty\_struct data structure of the terminal is the serial terminal write function rs\_write().This function unmasks the "Transmit Holding Register Empty Enable Interrupt", causing a serial interrupt to occur when the transmit holding register is empty. The serial interrupt process takes a character from the write\_q write buffer queue and puts it into the transmit holding register for character transmission according to the cause of the interrupt. The operation process also sends a character for one interrupt, and finally, when the write\_q is empty, the transmit hold register empty enable interrupt bit is masked again, thereby preventing such an interrupt from being generated again.

The serial terminal write function rs\_write() is implemented in the serial.c program, and the serial interrupt program is implemented in rs\_io.s. See Figure 10-6 for the relationship between the three buffer queues of serial terminals and functions.
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Figure 10-6 The relationship between character queues and functions of serial terminal devices

As can be seen from Figure 10-6, the main difference between the serial terminal and the console is that the serial terminal replaces the console operation display and keyboard program console.c and keyboard.S with the program rs\_io.s, and the rest processing method is exactly the same.

### 10.1.6 Terminal Driver Interface

Typically, users interact with devices through the file system. Each device has a file name and, accordingly, an index node (i node) in the file system. But the file type in the i-node is the device type to distinguish it from other regular files. So users can access the device directly using file system calls. The terminal driver also provides a call interface function to the file system for this purpose. The interface between the terminal driver and other programs in the system is implemented using the generic functions in the tty\_io.c file, which implements the read terminal function tty\_read() and the write terminal function tty\_write(), and the input line rule function copy\_to\_cooked().In addition, in the tty\_ioctl.c program, an input/output control function (or system-call) tty\_ioctl() that modifies terminal parameters is implemented. The setting parameters of the terminal are placed in the termios structure in the terminal data structure. There are many parameters and complex, please refer to the description in the include/termios.h file.

For different terminal devices, there can be different canonical mode programs to match. However, there is only one canonical mode function in Linux 0.12, so the row rule field 'c\_line' in the termios structure does not work and is set to 0.

## 10.2 keyboard.S

### 10.2.1 Function descriptions

The keyboard.S program mainly includes a keyboard interrupt handler, and the related C function called is

do\_tty\_interrupt().The program first sets the state flag variable 'mode' to be used later in the program according to the state of the special keys on the keyboard (for example, Alt, Shift, Ctrl, and Caps). Then, according to the key scan code that causes the keyboard interrupt, the corresponding scan code processing subroutine that has been arranged into the jump table is used to put the character associated with the scan code into the read character queue (read\_q). Next, call the C function do\_tty\_interrupt() (tty\_io.c, line 397), which contains only one call to the canonical function copy\_to\_cooked().The main purpose of this canonical mode function is to put the characters in the read\_q read buffer queue into the normal mode queue (secondary queue) after proper processing, and if the corresponding terminal device sets the echo flag, then the program will also be place the character directly into the write queue (write\_q), and the write tty function will be called to display the characters on the terminal screen.

For the scan code of the AT keyboard, when the key is pressed, the scan code of the key is sent, but when the key is released, two bytes will be sent, the first one is 0xf0, and the second is the same scan code as when the key pressed. For backward compatibility, the PC designer converted the scan code from the AT keyboard to the scan code of the old PC/XT standard keyboard, so the program only needs to process the PC/XT scan code. For a description of the keyboard scan code, see the description in section 10.3 of the program listing. Here is also a reminder that in keyboard-related terms, 'make' means that the key is pressed; 'break' means that the key is released.

In addition, the file name of this program is different from other gas assembly language programs, and its suffix is in uppercase '.S'. Using such a suffix allows the assembler to use the GNU C compiler's preprocessor CPP, which means that many C language directives can be used in your assembly language program. For example, "#include", "#if", etc., refer to the specific usage of the relevant code in the program.

### 10.2.2 Code Annotation

Program 10-1 linux/kernel/chr\_drv/keyboard.S

1. /\*
2. \* linux/kernel/keyboard.S
3. \*
4. \* (C) 1991 Linus Torvalds
5. \*/

6

1. /\*
2. \* Thanks to Alfred Leung for US keyboard patches
3. \* Wolfgang Thiel for German keyboard patches 10 \* Marc Corsini for the French keyboard

11 \*/

12

1. /\* KBD\_FINNISH for Finnish keyboards
2. \* KBD\_US for US-type
3. \* KBD\_GR for German keyboards
4. \* KBD\_FR for Frech keyboard
5. \*/

// Define the type of keyboard used for later selection of character mapping code table. 18 #define KBD\_FINNISH // Linus is a Finnish man 

19

20 .text

// Declared as a global variable, used to set the keyboard interrupt descriptor at init. 21 .globl \_keyboard\_interrupt // same as keyboard\_interrupt().

22

1. /\*
2. \* these are for the keyboard read functions
3. \*/

// Size is the keyboard buffer queue length in bytes.

1. size = 1024 /\* must be a power of two ! And MUST be the same 27 as in tty\_io.c !!!! \*/

// The following is the offset of each field in the keyboard buffer queue data structure tty\_queue // (include/linux/tty.h, line 22).

1. head = 4 // Offset of the head field in the tty\_queue structure.
2. tail = 8 // Offset of the tail field.
3. proc\_list = 12 // the wait process field offset (wait for this buffer).
4. buf = 16 // offset of the buffer field in the tty\_queue structure.

32

// The three flag bytes (mode, leds, e0) are used in this program. The meaning of each bit in // each byte flag is as follows:

// (1) 'mode' is the press status flag of the special keys. Used to indicate the state of the // case conversion keys (caps), alternate keys (alt), control keys (ctrl), and shift keys.

// bit 7 - caps key pressed; bit 3 - right ctrl key pressed;

// bit 6 - caps key status; bit 2 - left ctrl key pressed;

// bit 5 - right alt key pressed; bit 1 - right shift key pressed; // bit 4 - left alt key pressed; bit 0 - left shift key pressed.

// (2) 'leds' is a status flag for indicating the keyboard indicator, that is, the status of // the LED tube indicating the num-lock, caps-lock, and scroll-lock.

// bit 7-3 all zeros, not used.; bit 1 num-lock (Initial setting 1); // bit 2 caps-lock; bit 0 scroll-lock.

// (3) 'e0' This flag is set when the scan code is 0xe0 or 0xe1. It indicates that it is followed

// by a one or two character scan code. Usually, if the scan code 0xe0 is received, it means // that there is still one character following it; if the scan code 0xe1 is received, it means // that it is followed by 2 characters. See the description after the program list.

// bit 1 = 1 Received the 0xe1; bit 0 = 1 Received the 0xe0.

1. mode: .byte 0 /\* caps, alt, ctrl and shift mode \*/
2. leds: .byte 2 /\* num-lock, caps, scroll-lock mode (nom-lock on) \*/
3. e0: .byte 0

36

1. /\*
2. \* con\_int is the real interrupt routine that reads the
3. \* keyboard scan-code and converts it into the appropriate
4. \* ascii character(s).
5. \*/ // Note: The original comment above is obsolete.

//// Keyboard interrupt handler entry point.

// When the keyboard controller receives a key pressed operation of the user, it sends a interrupt

// request signal IRQ1 to the interrupt controller. This keyboard interrupt handler is executed

// when the CPU responds to the request. The interrupt handler reads the key scan code from // the keyboard controller port (0x60) and calls the corresponding scan code subroutine for // processing.

// First, read the scan code of the current button from port 0x60, and then determine whether

// the scan code is 0xe0 or 0xe1. If so, it immediately responds to the keyboard controller

// and sends an End of Interrupt (EOI) signal to the interrupt controller to allow the keyboard

// controller to continue generating interrupt signals, allowing us to receive subsequent

// characters. If the two special scan codes are not received, we invoke the corresponding key

// processing subroutine in the key jump table key\_table according to the scan code value, and

// put the character corresponding to the scan code into the read character buffer queue read\_q.

// Then, after responding to the keyboard controller and sending the EOI signal, the function

// do\_tty\_interrupt() is called (actually calling copy\_to\_cooked()) to process the characters // in read\_q and place them in the secondary auxiliary queue. 42 \_keyboard\_interrupt:

1. pushl %eax
2. pushl %ebx
3. pushl %ecx
4. pushl %edx
5. push %ds
6. push %es
7. movl $0x10,%eax // Set ds and es to kernel data segment.
8. mov %ax,%ds
9. mov %ax,%es
10. movl \_blankinterval,%eax
11. movl %eax,\_blankcount // preset black screen time count (blankinterval).
12. xorl %eax,%eax /\* %eax is scan code \*/ 55 inb $0x60,%al // Read scan code to al.

56 cmpb $0xe0,%al // jump to set\_e0 if scan code is 0xe0 57 je set\_e0

1. cmpb $0xe1,%al // jump to set\_e1 if scan code is 0xe1
2. je set\_e1
3. call key\_table(,%eax,4) // key handler: key\_table + eax\*4 (see line 513).
4. movb $0,e0 // Reset e0 flag after return.

// The following code (lines 62-72) performs a hardware reset operation on the PC standard

// keyboard circuit using the 8255A. Port 0x61 is the address of the 8255A output port B. Bit

// 7 (PB7) of this port is used to disable and enable handling of keyboard data. This program // is used to respond to the received scan code by first disabling the keyboard and then // immediately re-enabling the keyboard to work.

1. e0\_e1: inb $0x61,%al // Get port B state, PB7 is used to enable/disable keyboard.
2. jmp 1f // delay for awhile.
3. 1: jmp 1f
4. 1: orb $0x80,%al // set bit7 of al.
5. jmp 1f
6. 1: jmp 1f
7. 1: outb %al,$0x61 // set port B bit7 to disable keyboard.
8. jmp 1f
9. 1: jmp 1f
10. 1: andb $0x7F,%al // reset bit7 of al.
11. outb %al,$0x61 // reset port B bit7 to enable keyboard.
12. movb $0x20,%al // send EOI signal to 8259A chip.
13. outb %al,$0x20
14. pushl $0 // The console tty = 0, and pushed as a parameter.
15. call \_do\_tty\_interrupt // converted to canonical mode
16. addl $4,%esp // Discard the parameters of the stack.
17. pop %es
18. pop %ds
19. popl %edx
20. popl %ecx
21. popl %ebx
22. popl %eax
23. iret
24. set\_e0: movb $1,e0 // When 0xe0 is received, bit0 of e0 flag is set.
25. jmp e0\_e1
26. set\_e1: movb $2,e0 // When 0xe1 is received, bit1 of e0 flag is set.
27. jmp e0\_e1

89

1. /\*
2. \* This routine fills the buffer with max 8 bytes, taken from
3. \* %ebx:%eax. (%ebx is high). The bytes are written in the 93 \* order %al,%ah,%eal,%eah,%bl,%bh ... until %eax is zero.

94 \*/

// First, take the console's read buffer queue read\_q address from the buffer queue address

// table table\_list (tty\_io.c, line 81), then copy the characters in the al register to the

// read queue header pointer and move the head pointer forward by 1 byte. If the head pointer

// moves out of the end of the read buffer, let it wrap around to the beginning of the buffer,

// and then see if the buffer queue is full at this time, that is, compare the queue head pointer

// with the tail pointer (equal means full). If it is full, discard the remaining characters

// that may be in ebx:eax. If the buffer is not full, transfer the data in ebx:eax to the right

// by 8 bits (ie move the ah value to al, bl -> ah, bh -> bl), and then repeat the above process // for al. Until all characters have been processed, the current head pointer value is saved, // and then check if there is a process waiting for the read queue, and if so, wake up. 95 put\_queue:

1. pushl %ecx
2. pushl %edx // Get read buffer queue pointer.
3. movl \_table\_list,%edx # read-queue for console
4. movl head(%edx),%ecx // Take the queue head pointer -> ecx.
5. 1: movb %al,buf(%edx,%ecx) // put char in al into the head pointer position.
6. incl %ecx // moved forward by 1 byte.
7. andl $size-1,%ecx // Adjust the head pointer.
8. cmpl tail(%edx),%ecx # buffer full - discard everything
9. je 3f
10. shrdl $8,%ebx,%eax // Move ebx right 8 bits into eax, ebx is unchanged.
11. je 2f // Are there still characters? if no then jump.
12. shrl $8,%ebx // Move ebx value to the right by 8 bits
13. jmp 1b
14. 2: movl %ecx,head(%edx) // If all chars in queue, the head pointer is saved.
15. movl proc\_list(%edx),%ecx // Waiting process pointer for this queue?
16. testl %ecx,%ecx // Check if there are processes waiting for this queue.
17. je 3f // No, then jump (to line 114).
18. movl $0,(%ecx) // Yes, the process is awake.
19. 3: popl %edx
20. popl %ecx
21. ret 117

// From here on, it is the subroutine of each key corresponding to the pointer in the jump table // key\_table, and called from the statement in line 60 above. The jump table key\_table starts // at line 513.

// The following code sets the corresponding bit in the mode flag according to the scan code

// of ctrl or alt. If the 0xe0 scan code is received before the scan code (the e0 flag is set), // it means that the ctrl or alt key on the right side of the keyboard is pressed, and the bit // in the mode flag is set correspondingly to ctrl or alt.

1. ctrl: movb $0x04,%al // 0x04 (bit2), the left ctrl key in mode.
2. jmp 1f
3. alt: movb $0x10,%al // 0x10 (bit4), the left alt key in mode.
4. 1: cmpb $0,e0 // e0 set? (key pressed is right ctrl/alt key)?
5. je 2f // no, jump (to line 124).
6. addb %al,%al // yes, change to right-click flag (bit3 or bit5).
7. 2: orb %al,mode // Set the corresponding bit in the mode flag.
8. ret

// This code handles the scan code when the ctrl or alt key is released, and resets the

// corresponding bit in the mode flag. In the operation, it is necessary to judge whether it // is the ctrl or alt key on the right side of the keyboard according to whether the e0 flag // is set. 126 unctrl: movb $0x04,%al // bit2 is for the left ctrl key in mode.

1. jmp 1f
2. unalt: movb $0x10,%al // 0x10 is the bit 4 for the left alt key in mode.
3. 1: cmpb $0,e0 // e0 set? (Is the right ctrl/alt key released?)?
4. je 2f // no, jump (to line 132)
5. addb %al,%al // yes, then change to reset flag bit (bit3 or bit5).
6. 2: notb %al // Reset corresponding bit in mode flag.
7. andb %al,mode
8. ret 135

// This code handles the scan codes when the left or right shift keys are pressed or released // to set and reset the corresponding bits in mode.

1. lshift:
2. orb $0x01,mode // left shift key is pressed, set mode bit0.
3. ret
4. unlshift:
5. andb $0xfe,mode // left shift key is released, reset mode bit 0.
6. ret
7. rshift:
8. orb $0x02,mode // right shift key is pressed, set mode bit1.
9. ret
10. unrshift:
11. andb $0xfd,mode // right shift key is released, reset mode bit1.
12. ret 148

// This code handles caps scan code. It is known by mode bit7 that the caps key is currently in the pressed state. If yes, return, otherwise flip the bit 6 (caps key pressed) of mode flag and the caps-lock bit (bit 2) of the leds flag, and set the caps key pressed flag bit (bit 7). 149 caps: testb $0x80,mode // bit7 set ? (caps pressed?)

1. jne 1f // yes, jump to line 169.
2. xorb $4,leds // flip caps-lock(bit2) in leds flag.
3. xorb $0x40,mode // flip caps state (bit6) in mode flag.
4. orb $0x80,mode // set bit7 (caps pressed) in mode flag.

// This code turns the LED indicator on or off according to the leds flag.

1. set\_leds:
2. call kb\_wait // Wait for controller input buffer to be empty.
3. movb $0xed,%al /\* set leds command \*/
4. outb %al,$0x60 // Send kbd command 0xed to port 0x60.
5. call kb\_wait
6. movb leds,%al // get leds flag as parameter.
7. outb %al,$0x60
8. ret
9. uncaps: andb $0x7f,mode // caps released, then reset bit7 in mode flag.
10. ret
11. scroll:
12. testb $0x03,mode // ctrl key pressed too?
13. je 1f // no, jump (to line 169).
14. call \_show\_mem // yes, display memory info (mm/memory.c, line 457) 168 jmp 2f
15. 1: call \_show\_state // no, show process state info (kernel/sched.c, 45)
16. 2: xorb $1,leds // flip bit0 of leds if scroll key pressed.
17. jmp set\_leds // turn on or off LED indicator based on leds flag. 172 num: xorb $2,leds // flip bit1 of leds flag if num key pressed.

173 jmp set\_leds // turn on or off LED indicator based on leds flag.

174

1. /\*
2. \* curosr-key/numeric keypad cursor keys are handled here.
3. \* checking for numeric keypad etc.
4. \*/

// The following code first determines if the scan code is issued by the right numeric keypad

// buttons on the keyboard. If not, exit the this subrotine. If the last key Del(0x53) on the

// numeric keypad is pressed, then it is determined whether or not the "Ctrl-Alt-Del" key // combination is pressed. If the combination key is pressed, jump to the system reboot code.

// Please refer to the XT keyboard scan code table given in section 10.2.3 after this program

// list, or browse the first set of keyboard scan code table in the appendix. As can be seen // from the table, the scan code range of the keys on the numeric keypad are [0x47 - 0x53], // and when they are used as direction keys, they will have the preamble code e0.

1. cursor:
2. subb $0x47,%al // If scan code not in range [0x47 - 0x53], it ret (198).
3. jb 1f // That is, scan code is not generated from numeric keypad.
4. cmpb $12,%al // (0x53 - 0x47 = 12)
5. ja 1f
6. jne cur2 /\* check for ctrl-alt-del \*/

// If it is equal to 12, it indicates that the 'del' key has been pressed, so it continues to // check whether 'ctrl' and 'alt' are also pressed simultaneously.

1. testb $0x0c,mode // ctrl key pressed? jump if not.
2. je cur2
3. testb $0x30,mode // alt key pressed?
4. jne reboot // yes, then jump to reboot system (line 594).

// Next, the code determines whether the numeric keypad keys are used as direction (page up/dn ,

// insert, delete, etc.) keys. If the pressed button is indeed on the keypad, and if the leading

// scan code e0 is received at this time, it means that the button on the keypad is used as

// the direction key. Then jump to handle the cursor movement or insert/delete button. If e0

// is not set, first check if the num-lock LED is on. If it is not lit, also perform cursor

// movement processing. However, if the num-lock light is on (indicating that the keypad is // used as a numeric key) and the shift key is also pressed, then we will treat the keypad key // at this time as a cursor movement operation.

1. cur2: cmpb $0x01,e0 /\* e0 forces cursor movement \*/ // e0 flag set ? 190 je cur // jump to cur if e0 is set.
2. testb $0x02,leds /\* not num-lock forces cursor \*/ // test leds flag.
3. je cur // if num's LED is on, do cursor movement operation.
4. testb $0x03,mode /\* shift forces cursor \*/
5. jne cur // if shift is pressed, also do cursor movement operation.

// Finally, the numeric keypad keys are used as numeric keys. Then, the small number table

// num\_table is queried according to the scan code, and the numeric characters corresponding

// to the keys are taken out and placed in the buffer queue. Since the number of characters // placed in the character queue at a time requires <=8, it is necessary to clear ebx before // jumping to put\_queue to execute. See the comment on line 95.

1. xorl %ebx,%ebx
2. movb num\_table(%eax),%al // obtain the digital char with eax as index.
3. jmp put\_queue // parameter: 1-8 chars in ebx:eax.
4. 1: ret

199

// This code handles cursor movement or insert/delete buttons. Here, the representative

// character of the corresponding key in the cursor character table is first obtained. If the // character is <='9' (5, 6, 2 or 3), this means that it is one of a Page Up, Page Dn, Insert, // or Delete key, and the character '~' is need to be added to the function character sequence.

// However, this kernel does not recognize and process them. The code then moves the contents

// of ax into the eax high word, putting 'esc[' into ax, and with the characters in the high

// word of eax to form a moving sequence. Finally, the character sequence is placed in the

// character queue.

1. cur: movb cur\_table(%eax),%al // get cursor char to al.
2. cmpb $'9,%al // if <='9' (5,6,2 or 3) it's page up/dn or Ins/Del key
3. ja ok\_cur // it needs to add char '~'.
4. movb $'~,%ah
5. ok\_cur: shll $16,%eax // move content of ax to high word of eax.
6. movw $0x5b1b,%ax // put 'esc [' in ax
7. xorl %ebx,%ebx
8. jmp put\_queue

208

1. #if defined(KBD\_FR)
2. num\_table:
3. .ascii "789 456 1230." // ASCII code associated to keys on numeric keypad.
4. #else 213 num\_table:

214 .ascii "789 456 1230," 215 #endif

1. cur\_table:
2. .ascii "HA5 DGC YB623" // associated to the arrow, Ins, Del keys on keypad.

218

1. /\*
2. \* this routine handles function keys 221 \*/

// The subroutine converts the function key scan code into an escape character sequence and // stores it in the read queue. The range of function keys to be checked by the code is F1--F12.

// The scan codes of the function keys F1--F10 are 0x3B-0x44, and the scan codes of F11 and

// F12 are 0x57, 0x58. First, F1--F12 is first converted into the corresponding sequence number

// 0--11, and then the function key table func\_table is queried to obtain the corresponding // escape character sequence and placed in the character queue. If the Alt key is pressed while // a function key is pressed, only the switching operation of the control terminal is performed.

1. func:
2. subb $0x3B,%al // F1 scan code is 0x3B 224 jb end\_func // ret if not a function key 225 cmpb $9,%al // F1--F10 ?
3. jbe ok\_func // jump if yes
4. subb $18,%al // key F11, F12 ?
5. cmpb $10,%al // key F11 ?
6. jb end\_func // ret if order no less than F11's.
7. cmpb $11,%al // key F12 ?
8. ja end\_func // ret if order no great than F12's.
9. ok\_func:
10. testb $0x10,mode // left alt pressed ?
11. jne alt\_func // jump to change console if yes.
12. cmpl $4,%ecx /\* check that there is enough room \*/ 236 jl end\_func // ret if not enough space (4 bytes).
13. movl func\_table(,%eax,4),%eax // get escape character sequence of the key.
14. xorl %ebx,%ebx 239 jmp put\_queue

// The following code handles the alt + Fn key combination to change the virtual control // terminal. At this time, eax is the function key index or order number (F1 -- 0), corresponding // to the virtual control terminal number.

1. alt\_func:
2. pushl %eax // push the index number as virtual console number.
3. call \_change\_console // chr\_dev/tty\_io.c, line 87.
4. popl %eax // discard the parameter. 244 end\_func:

245 ret

246

1. /\*
2. \* function keys send F1:'esc [ [ A' F2:'esc [ [ B' etc.
3. \*/
4. func\_table:
5. .long 0x415b5b1b,0x425b5b1b,0x435b5b1b,0x445b5b1b
6. .long 0x455b5b1b,0x465b5b1b,0x475b5b1b,0x485b5b1b 253 .long 0x495b5b1b,0x4a5b5b1b,0x4b5b5b1b,0x4c5b5b1b

254

// Scan code - ASCII character mapping table.

// The scan code of the corresponding key is mapped to ASCII characters according to the keyboard // type defined previously (FINNISH, US, GERMEN, FRANCH). 255 #if defined(KBD\_FINNISH)

1. key\_map:
2. .byte 0,27 // for scan code 0x00, 0x01;
3. .ascii "1234567890+'" // for scan code 0x02,...0x0c,0x0d. Bellow is similar.
4. .byte 127,9
5. .ascii "qwertyuiop}" 261 .byte 0,13,0

262 .ascii "asdfghjkl|{" 263 .byte 0,0

1. .ascii "'zxcvbnm,.-"
2. .byte 0,'\*,0,32 /\* 36-39 \*/
3. .fill 16,1,0 /\* 3A-49 \*/
4. .byte '-,0,0,0,'+ /\* 4A-4E \*/
5. .byte 0,0,0,0,0,0,0 /\* 4F-55 \*/
6. .byte '<
7. .fill 10,1,0

271

1. shift\_map: // mapping table when shift is pressed at the same time.
2. .byte 0,27
3. .ascii "!\"#$%&/()=?`"
4. .byte 127,9
5. .ascii "QWERTYUIOP]^"
6. .byte 13,0
7. .ascii "ASDFGHJKL\\["
8. .byte 0,0
9. .ascii "\*ZXCVBNM;:\_"
10. .byte 0,'\*,0,32 /\* 36-39 \*/
11. .fill 16,1,0 /\* 3A-49 \*/
12. .byte '-,0,0,0,'+ /\* 4A-4E \*/
13. .byte 0,0,0,0,0,0,0 /\* 4F-55 \*/
14. .byte '>
15. .fill 10,1,0

287

1. alt\_map: // mapping table when alt key is pressed at the same time.
2. .byte 0,0
3. .ascii "\0@\0$\0\0{[]}\\\0" 291 .byte 0,0

292 .byte 0,0,0,0,0,0,0,0,0,0,0 293 .byte '~,13,0

294 .byte 0,0,0,0,0,0,0,0,0,0,0 295 .byte 0,0

1. .byte 0,0,0,0,0,0,0,0,0,0,0
2. .byte 0,0,0,0 /\* 36-39 \*/
3. .fill 16,1,0 /\* 3A-49 \*/
4. .byte 0,0,0,0,0 /\* 4A-4E \*/
5. .byte 0,0,0,0,0,0,0 /\* 4F-55 \*/
6. .byte '|
7. .fill 10,1,0

303

304 #elif defined(KBD\_US) // mapping table for us keyboard.

305

1. key\_map:
2. .byte 0,27
3. .ascii "1234567890-=" 309 .byte 127,9
4. .ascii "qwertyuiop[]"
5. .byte 13,0
6. .ascii "asdfghjkl;'"
7. .byte '`,0
8. .ascii "\\zxcvbnm,./"
9. .byte 0,'\*,0,32 /\* 36-39 \*/
10. .fill 16,1,0 /\* 3A-49 \*/
11. .byte '-,0,0,0,'+ /\* 4A-4E \*/
12. .byte 0,0,0,0,0,0,0 /\* 4F-55 \*/
13. .byte '<
14. .fill 10,1,0
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1. shift\_map:
2. .byte 0,27
3. .ascii "!@#$%^&\*()\_+"
4. .byte 127,9
5. .ascii "QWERTYUIOP{}"
6. .byte 13,0
7. .ascii "ASDFGHJKL:\""
8. .byte '~,0
9. .ascii "|ZXCVBNM<>?"
10. .byte 0,'\*,0,32 /\* 36-39 \*/
11. .fill 16,1,0 /\* 3A-49 \*/
12. .byte '-,0,0,0,'+ /\* 4A-4E \*/
13. .byte 0,0,0,0,0,0,0 /\* 4F-55 \*/
14. .byte '>
15. .fill 10,1,0 338
16. alt\_map:
17. .byte 0,0
18. .ascii "\0@\0$\0\0{[]}\\\0" 342 .byte 0,0

343 .byte 0,0,0,0,0,0,0,0,0,0,0 344 .byte '~,13,0

345 .byte 0,0,0,0,0,0,0,0,0,0,0 346 .byte 0,0

1. .byte 0,0,0,0,0,0,0,0,0,0,0
2. .byte 0,0,0,0 /\* 36-39 \*/
3. .fill 16,1,0 /\* 3A-49 \*/
4. .byte 0,0,0,0,0 /\* 4A-4E \*/
5. .byte 0,0,0,0,0,0,0 /\* 4F-55 \*/
6. .byte '|
7. .fill 10,1,0

354

355 #elif defined(KBD\_GR) // mapping table for german keyboard. 356

1. key\_map:
2. .byte 0,27
3. .ascii "1234567890\\'"
4. .byte 127,9
5. .ascii "qwertzuiop@+" 362 .byte 13,0
6. .ascii "asdfghjkl[]^"
7. .byte 0,'#
8. .ascii "yxcvbnm,.-"
9. .byte 0,'\*,0,32 /\* 36-39 \*/
10. .fill 16,1,0 /\* 3A-49 \*/
11. .byte '-,0,0,0,'+ /\* 4A-4E \*/
12. .byte 0,0,0,0,0,0,0 /\* 4F-55 \*/
13. .byte '<
14. .fill 10,1,0

372
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1. shift\_map:
2. .byte 0,27
3. .ascii "!\"#$%&/()=?`"
4. .byte 127,9
5. .ascii "QWERTZUIOP\\\*"
6. .byte 13,0
7. .ascii "ASDFGHJKL{}~"
8. .byte 0,''
9. .ascii "YXCVBNM;:\_"

.byte 0,'\*,0,32 /\* 36-39 \*/

383

384

385

386

387

388

389

.fill 16,1,0 /\* 3A-49 \*/

.byte '-,0,0,0,'+ /\* 4A-4E \*/

.byte 0,0,0,0,0,0,0 /\* 4F-55 \*/

.byte '>

.fill 10,1,0

1. alt\_map:
2. .byte 0,0
3. .ascii "\0@\0$\0\0{[]}\\\0"
4. .byte 0,0
5. .byte '@,0,0,0,0,0,0,0,0,0,0
6. .byte '~,13,0
7. .byte 0,0,0,0,0,0,0,0,0,0,0 397 .byte 0,0
8. .byte 0,0,0,0,0,0,0,0,0,0,0
9. .byte 0,0,0,0 /\* 36-39 \*/
10. .fill 16,1,0 /\* 3A-49 \*/
11. .byte 0,0,0,0,0 /\* 4A-4E \*/
12. .byte 0,0,0,0,0,0,0 /\* 4F-55 \*/
13. .byte '|
14. .fill 10,1,0

405

406

407 #elif defined(KBD\_FR) // mapping table for France keyboard. 408

1. key\_map:
2. .byte 0,27
3. .ascii "&{\"'(-}\_/@)="
4. .byte 127,9
5. .ascii "azertyuiop^$"
6. .byte 13,0
7. .ascii "qsdfghjklm|"
8. .byte '`,0,42 /\* coin sup gauche, don't know, [\*|mu] \*/
9. .ascii "wxcvbn,;:!"
10. .byte 0,'\*,0,32 /\* 36-39 \*/
11. .fill 16,1,0 /\* 3A-49 \*/
12. .byte '-,0,0,0,'+ /\* 4A-4E \*/
13. .byte 0,0,0,0,0,0,0 /\* 4F-55 \*/
14. .byte '<
15. .fill 10,1,0

424

1. shift\_map:
2. .byte 0,27
3. .ascii "1234567890]+" 428 .byte 127,9
4. .ascii "AZERTYUIOP<>"
5. .byte 13,0
6. .ascii "QSDFGHJKLM%"
7. .byte '~,0,'#
8. .ascii "WXCVBN?./\\"
9. .byte 0,'\*,0,32 /\* 36-39 \*/
10. .fill 16,1,0 /\* 3A-49 \*/

.byte '-,0,0,0,'+ /\* 4A-4E \*/

436

437

438

439

440

.byte 0,0,0,0,0,0,0 /\* 4F-55 \*/

.byte '>

.fill 10,1,0

1. alt\_map:
2. .byte 0,0
3. .ascii "\0~#{[|`\\^@]}"
4. .byte 0,0
5. .byte '@,0,0,0,0,0,0,0,0,0,0
6. .byte '~,13,0
7. .byte 0,0,0,0,0,0,0,0,0,0,0 448 .byte 0,0
8. .byte 0,0,0,0,0,0,0,0,0,0,0
9. .byte 0,0,0,0 /\* 36-39 \*/
10. .fill 16,1,0 /\* 3A-49 \*/
11. .byte 0,0,0,0,0 /\* 4A-4E \*/
12. .byte 0,0,0,0,0,0,0 /\* 4F-55 \*/
13. .byte '|
14. .fill 10,1,0

456

1. #else
2. #error "KBD-type not defined"
3. #endif
4. /\*
5. \* do\_self handles "normal" keys, ie keys that don't change meaning
6. \* and which have just one character returns.
7. \*/

// The code first selects a corresponding character mapping table (alt\_map, shift\_map or key\_map)

// according to the mode flag, and then searches the mapping table according to the scan code

// of the button to obtain the corresponding character (ASCII code). Then, according to whether

// the current character is pressed with the ctrl or alt button at the same time and the character // ASCII code value, a certain conversion is performed. Finally, the converted result characters // are stored in the read buffer queue.

// The following code first selects one of the alt\_map, shift\_map, or key\_map mapping tables // based on the mode flag.

1. do\_self:
2. lea alt\_map,%ebx // alt\_map table address -> ebx (use alt\_map table).
3. testb $0x20,mode /\* alt-gr \*/ // right alt key pressed ?
4. jne 1f // jump to label 1 if yes.
5. lea shift\_map,%ebx // otherwise, use shift\_map table.
6. testb $0x03,mode // any shift key pressed ?
7. jne 1f // jump to label 1 if yes.
8. lea key\_map,%ebx // otherwise, use key\_map table.

// Now you have chosen the mapping table to use. Next, the corresponding character in the mapping // table is obtained according to the scan code value. If there is no corresponding character // in the mapping table, it returns (turns to none, line 495).

1. 1: movb (%ebx,%eax),%al // get the corresponding char from mapping table.
2. orb %al,%al // is it a non-zero ASCII code char ?
3. je none // jump to none and return if the code is zero.

// If the ctrl key is pressed or the caps key is locked and the character is in the range 'a'--'}'

// [0x61--0x7D], it is converted to the corresponding character in range of [0x41--0x5D]

// by decrementing 0x20. Otherwise jump to label 2 to continue execution.

1. testb $0x4c,mode /\* ctrl or caps \*/ // ctrl pressed or caps lock ?
2. je 2f // jump to label 2 if not.
3. cmpb $'a,%al // check to see if the char is in range of 'a'-- '}'
4. jb 2f // jum to label 2 if not.
5. cmpb $'},%al
6. ja 2f
7. subb $32,%al // The char ASCII code value is decremented by 0x20.

// If the ctrl key has been pressed and the character is within the range '@'--'\_' [0x40--0x5F],

// it is subtracted from 0x40 and converted to a value range [0x00--0x1F]. The characters in

// this range are control characters. This means that characters in the range ctrl + ['@'--'\_']

// can produce corresponding control characters in the range [0x00-0x1F]. For example, pressing // ctrl + 'M' will generate the corresponding carriage return control character.

1. 2: testb $0x0c,mode /\* ctrl \*/ // ctrl key pressed ?
2. je 3f // jump forward to label 3 if not.
3. cmpb $64,%al // check to see if char is in range [0x40--0x5F].
4. jb 3f // jump to label 3 if not.
5. cmpb $64+32,%al
6. jae 3f
7. subb $64,%al // convert to control char [0x00--0x1f].

// If the left alt key is pressed simultaneously, bit 7 of the character is set. That is, // characters in the extended character set whose value is greater than 0x7f can be generated // at this time.

1. 3: testb $0x10,mode /\* left alt \*/ // left alt pressed ?
2. je 4f // jump to label 4 if not 491 orb $0x80,%al // set bit 7 of the char.

// Finally, we put the character in al into the read buffer queue.

1. 4: andl $0xff,%eax // only one character
2. xorl %ebx,%ebx
3. call put\_queue
4. none: ret

496

1. /\*
2. \* minus has a routine of it's own, as a 'E0h' before
3. \* the scan code for minus means that the numeric keypad
4. \* slash was pushed.
5. \*/

// Note that for Finnish and German keyboards, scan code 0x35 corresponds to the '-' key. // See lines 264 and 365.

1. minus: cmpb $1,e0 // e0 flag is set to 0x01 ? (e0 received ?) 503 jne do\_self // jump to normal processing of char if no.
2. movl $'/,%eax // otherwise replace '-' with '/'
3. xorl %ebx,%ebx
4. jmp put\_queue

507

1. /\*
2. \* This table decides which routine to call when a scan-code has been 510 \* gotten. Most routines just call do\_self, or none, depending if
3. \* they are make or break.
4. \*/ // Note that 'make' means a key is pressed, and 'break' means released.
5. key\_table:
6. .long none,do\_self,do\_self,do\_self /\* 00-03 s0 esc 1 2 \*/
7. .long do\_self,do\_self,do\_self,do\_self /\* 04-07 3 4 5 6 \*/
8. .long do\_self,do\_self,do\_self,do\_self /\* 08-0B 7 8 9 0 \*/
9. .long do\_self,do\_self,do\_self,do\_self /\* 0C-0F + ' bs tab \*/
10. .long do\_self,do\_self,do\_self,do\_self /\* 10-13 q w e r \*/
11. .long do\_self,do\_self,do\_self,do\_self /\* 14-17 t y u i \*/
12. .long do\_self,do\_self,do\_self,do\_self /\* 18-1B o p } ^ \*/
13. .long do\_self,ctrl,do\_self,do\_self /\* 1C-1F enter ctrl a s \*/
14. .long do\_self,do\_self,do\_self,do\_self /\* 20-23 d f g h \*/
15. .long do\_self,do\_self,do\_self,do\_self /\* 24-27 j k l | \*/
16. .long do\_self,do\_self,lshift,do\_self /\* 28-2B { para lshift , \*/
17. .long do\_self,do\_self,do\_self,do\_self /\* 2C-2F z x c v \*/
18. .long do\_self,do\_self,do\_self,do\_self /\* 30-33 b n m , \*/
19. .long do\_self,minus,rshift,do\_self /\* 34-37 . - rshift \* \*/
20. .long alt,do\_self,caps,func /\* 38-3B alt sp caps f1 \*/
21. .long func,func,func,func /\* 3C-3F f2 f3 f4 f5 \*/
22. .long func,func,func,func /\* 40-43 f6 f7 f8 f9 \*/
23. .long func,num,scroll,cursor /\* 44-47 f10 num scr home \*/
24. .long cursor,cursor,do\_self,cursor /\* 48-4B up pgup - left \*/
25. .long cursor,cursor,do\_self,cursor /\* 4C-4F n5 right + end \*/
26. .long cursor,cursor,cursor,cursor /\* 50-53 dn pgdn ins del \*/
27. .long none,none,do\_self,func /\* 54-57 sysreq ? < f11 \*/
28. .long func,none,none,none /\* 58-5B f12 ? ? ? \*/
29. .long none,none,none,none /\* 5C-5F ? ? ? ? \*/
30. .long none,none,none,none /\* 60-63 ? ? ? ? \*/
31. .long none,none,none,none /\* 64-67 ? ? ? ? \*/
32. .long none,none,none,none /\* 68-6B ? ? ? ? \*/
33. .long none,none,none,none /\* 6C-6F ? ? ? ? \*/
34. .long none,none,none,none /\* 70-73 ? ? ? ? \*/
35. .long none,none,none,none /\* 74-77 ? ? ? ? \*/
36. .long none,none,none,none /\* 78-7B ? ? ? ? \*/
37. .long none,none,none,none /\* 7C-7F ? ? ? ? \*/
38. .long none,none,none,none /\* 80-83 ? br br br \*/
39. .long none,none,none,none /\* 84-87 br br br br \*/
40. .long none,none,none,none /\* 88-8B br br br br \*/
41. .long none,none,none,none /\* 8C-8F br br br br \*/
42. .long none,none,none,none /\* 90-93 br br br br \*/
43. .long none,none,none,none /\* 94-97 br br br br \*/
44. .long none,none,none,none /\* 98-9B br br br br \*/
45. .long none,unctrl,none,none /\* 9C-9F br unctrl br br \*/
46. .long none,none,none,none /\* A0-A3 br br br br \*/
47. .long none,none,none,none /\* A4-A7 br br br br \*/
48. .long none,none,unlshift,none /\* A8-AB br br unlshift br \*/
49. .long none,none,none,none /\* AC-AF br br br br \*/
50. .long none,none,none,none /\* B0-B3 br br br br \*/
51. .long none,none,unrshift,none /\* B4-B7 br br unrshift br \*/
52. .long unalt,none,uncaps,none /\* B8-BB unalt br uncaps br \*/
53. .long none,none,none,none /\* BC-BF br br br br \*/
54. .long none,none,none,none /\* C0-C3 br br br br \*/
55. .long none,none,none,none /\* C4-C7 br br br br \*/
56. .long none,none,none,none /\* C8-CB br br br br \*/
57. .long none,none,none,none /\* CC-CF br br br br \*/
58. .long none,none,none,none /\* D0-D3 br br br br \*/
59. .long none,none,none,none /\* D4-D7 br br br br \*/
60. .long none,none,none,none /\* D8-DB br ? ? ? \*/
61. .long none,none,none,none /\* DC-DF ? ? ? ? \*/
62. .long none,none,none,none /\* E0-E3 e0 e1 ? ? \*/
63. .long none,none,none,none /\* E4-E7 ? ? ? ? \*/
64. .long none,none,none,none /\* E8-EB ? ? ? ? \*/
65. .long none,none,none,none /\* EC-EF ? ? ? ? \*/
66. .long none,none,none,none /\* F0-F3 ? ? ? ? \*/
67. .long none,none,none,none /\* F4-F7 ? ? ? ? \*/
68. .long none,none,none,none /\* F8-FB ? ? ? ? \*/ 577 .long none,none,none,none /\* FC-FF ? ? ? ? \*/

578

1. /\*
2. \* kb\_wait waits for the keyboard controller buffer to empty.
3. \* there is no timeout - if the buffer doesn't empty, we hang. 582 \*/ 583 kb\_wait:
4. pushl %eax
5. 1: inb $0x64,%al // read status of kbd controller.
6. testb $0x02,%al // test if input buffer is empty (0)
7. jne 1b // jump to label 1 if not empty.
8. popl %eax
9. ret
10. /\*
11. \* This routine reboots the machine by asking the keyboard
12. \* controller to pulse the reset-line low.
13. \*/

// This subroutine writes the value 0x1234 to physical memory address 0x472. This location is

// the reboot mode flag. During the boot process, the ROM BIOS reads the reboot mode flag and

// directs the next execution based on its value. If the value is 0x1234, the BIOS will skip // the memory detection process and perform the warm-boot process. If the value is 0, a cold-boot // process is performed.

1. reboot:
2. call kb\_wait // wait controller buffer to empty.
3. movw $0x1234,0x472 /\* don't do memory check \*/
4. movb $0xfc,%al /\* pulse reset and A20 low \*/
5. outb %al,$0x64
6. die: jmp die

### 10.2.3 Information

#### 10.2.3.1 PC/AT keyboard interface programming

The keyboard interface on the motherboard of a PC is a dedicated interface that can be seen as a simplified version of the regular synchronous serial port. The interface circuit is called a keyboard controller, which receives the scan code data sent by the keyboard using a serial communication protocol. The keyboard controller used on the motherboard is the Intel 8042 chip or its compatible one. The schematic diagram is shown in Figure 10-7. The independent 8042 chip is not included on the current motherboard, but other integrated circuits on the motherboard will simulate the function of the 8042 chip for compatibility purposes. Therefore, the programming method of the keyboard controller is still applicable to the current motherboard. In addition, the chip output port P2 are used for other purposes. Bit 0 (P20 pin) is used to implement the reset operation of the CPU, and bit 1 (P21 pin) is used to control whether the A20 signal line is turned on or not. When the output port bit 1 is 1, the A20 signal line is turned on (strobe), and 0 is the A20 signal line is disabled.
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Figure 10-7 Keyboard controller 804X schematic diagram

The range of IO ports assigned to the keyboard controller is 0x60-0x6f, but in fact IBM PC/AT uses only 0x60 and 0x64 port addresses (0x61, 0x62 and 0x63 for XT compatible purposes). See Table 10-1. In addition, the meaning of the read and write operations on the port is different, so there are mainly four different operations. Programming the keyboard controller will involve the status registers, input buffers, and output buffers in the chip.

Table 10-1 Keyboard controller 804X ports

|  |  |  |  |
| --- | --- | --- | --- |
| Port | R/W | Name | Purposes |
| 0x60 | Read | Data port or  Output Buffer | Is an 8-bit read-only register. When the keyboard controller receives a scan code or command response from the keyboard, it sets the status register bit 0 = 1 on the one hand and generates an interrupt IRQ1 on the other hand. Normally it should only be read when the status port bit 0 = 1. |
| 0x60 | Write | Input Buffer | Used to send commands and/or subsequent parameters to the keyboard, or to write parameters to the keyboard controller. There are more than 10 keyboard commands, see the instructions after the table. Normally it should only be written when the status port bit 1 = 0. |
| 0x61 | Read/  Write |  | This port is the address of the 8255A output port B (P2) and is hardware reset processing for the PC standard keyboard circuit using the 8255A. This port is used to respond to the received scan code. The method is to first disable the keyboard and then immediately re-enabled the keyboard. The data being manipulated is:  Bit 7 =1 Disables the keyboard; =0 allows the keyboard;  Bit 6 =0 Forces the keyboard clock to be low, so the keyboard cannot send any |
|  |  |  | data.;  Bits 5-0 These bits are independent of the keyboard and are used for Programmable Parallel Interface (PPI). |
| 0x64 | Read | Status  Register | The port is an 8-bit read-only register whose bit field meanings are:  Bit 7=1 parity error of the transmitted data from the keyboard (should be 0, odd parity);  Bit 6=1 Receive timeout (IRQ1 is not generated by keyboard transfer);  Bit 5=1 Transmit timeout (the keyboard is not responding);  Bit 4=0 Inhibit Switch. Indicates that the keyboard interface is inhibited;  Bit 3=1 The data written to the input buffer is a command (via port 0x64);  =0 The data written to the input buffer is a parameter (via port 0x60);  Bit 2 System Flag Status: 0 = Power-on or Reset; 1 = Self-test passed;  Bit 1=1 Input buffer is full (0x60/64 port has data for 8042);  Bit 0 = 1 Output buffer is full (data port 0x60 has data for the system). |
| 0x64 | Write | Input Buffer | Write commands to the keyboard controller. It can take one parameter and the parameter is written from port 0x60. There are 12 keyboard controller commands, see the instructions after the table. |

#### 10.2.3.2 Keyboard commands

The system writes 1 byte to port 0x60, which is to send a keyboard command. The keyboard should respond within 20 ms of receiving the command, that is, return a command response. Some commands also need to follow a parameter (also written to the port). The command list is shown in Table 10-2. Note that all commands are returned with a 0xfa response code (ACK) if not indicated otherwise.

Table 10-2 Keyboard command list

|  |  |  |
| --- | --- | --- |
| Command | Has  Params | Description |
| 0xed | Yes | Set/reset mode indicator. Set to 1 to open and 0 to close. Parameter byte:  Bits 7-3 are all reserved as 0;  Bit 2 = caps-lock key;  Bit 1 = num-lock key;  Bit 0 = scroll-lock key. |
| 0xee | No | Diagnostic response. The keyboard should return 0xee. |
| 0xef |  | Reserved. |
| 0xf0 | Yes | Read/set the scan code set. The parameter byte is equal to  0x00 - select the current scan code set;  0x01 - Select scan code set 1 (for PCs, PS/2 30, etc.);  0x02 - Select scan code set 2 (for AT, PS/2, which is the default); 0x03 - Select scan code set 3. |
| 0xf1 |  | Reserved. |
| 0xf2 | No | Read the keyboard identification number (read 2 bytes). The AT keyboard returns the response code 0xfa. |
| 0xf3 | Yes | Set the rate and delay time when the scan code is sent continuously. The meaning of the parameter byte is: |
|  |  | Bit 7 is reserved as 0;  Bit 6-5 Delay value: Let C=bit 6-5, then the formula: delay value = (1 + C) \* 250ms; Bit 4-0 The rate at which the scan code is continuously transmitted; let B = Bit 4-3; A = Bit 2-0, then a formula:Rate = 1 / ((8 + A) \* 2 ^ B \* 0.00417).  The default value of the parameter is 0x2c. |
| 0xf4 | No | Enable keyboard. |
| 0xf5 | No | Disable keyboard. |
| 0xf6 | No | Set keyboard default parameters. |
| 0xf7-0xfd |  | Reserved. |
| 0xfe | No | Resend the scan code. This command is issued when the system detects that the keyboard transmits data incorrectly. |
| 0xff | No | Performing a keyboard power-on reset operation is called a Basic Assured Test (BAT). The operation process is:   1. The keyboard responds by sending the command 0xfa immediately after receiving the command; 2. The keyboard controller sets the keyboard clock and data lines high; 3. The keyboard begins to perform BAT operations; 4. If it is completed normally, the keyboard sends 0xaa; otherwise it sends 0xfd and stops scanning. |

#### 10.2.3.3 Keyboard Controller Commands

The system writes 1 byte to the input buffer (port 0x64), which sends a keyboard controller command. It can take one parameter, but the parameter is sent by writing to port 0x60, as shown in Table 10-3.

Table 10-3 Keyboard controller command list

|  |  |  |
| --- | --- | --- |
| Command | Has  Params | Description |
| 0x20 | No | The last command byte to keyboard controller is placed on port 0x60 for system read. |
| 0x21-0x3f | No | Reads the command in the internal RAM of the controller specified by the lower 5 bits of the command. |
| 0x60-0x7f | Yes | Write the keyboard controller command byte. The parameter byte is: (default is 0x5d) Bit 7 is reserved as 0;  Bit 6 IBM PC compatibility mode (parity, conversion to system scan code, single-byte PC BREAK code);  Bit 5 PC mode (no parity check for scan code; no conversion to system scan code);  Bit 4 disables keyboard operation (making the keyboard clock low);  Bit 3 disables override and does not work for keyboard lock conversion;  Bit 2 system flag; 1 indicates that the controller is working correctly;  Bit 1 is reserved as 0;  Bit 0 allows an interrupt to be generated when the output register is full. |
| 0xaa | No | Initialize the keyboard controller self test. Returns 0x55 on success; 0xfc on failure. |
| 0xab | No | Initialize the keyboard interface test. The meaning of the returned byte is:  0x00 is error free; |
|  |  | 0x01 keyboard clock line is low (always low, low stuck);  0x02 The keyboard clock line is high;  0x03 keyboard data line is low;  0x04 The keyboard data line is high. |
| 0xac | No | Diagnostic dump. The 804x 16-byte RAM, output port, and input port status are sequentially output to the system. |
| 0xad | No | Disable keyboard operation (set bit 4 of command byte = 1). |
| 0xae | No | Enable keyboard operation (reset command byte bit 4 = 0). |
| 0xc0 | No | Read the input port P1 of 804X and put it at 0x60 for reading; |
| 0xd0 | No | Read the output port P2 of 804X and put it at 0x60 for reading; |
| 0xd1 | Yes | Write 804X output port P2, the original IBM PC uses the output port bit 2 to control the A20 gate. Note that bit 0 (system reset) should always be set. |
| 0xe0 | No | The input of the test terminals T0 and T1 is sent to the output buffer for reading by the system. Bit 1 - Keyboard Data; Bit 0 - Keyboard Clock. |
| 0xed | Yes | Control the status of keyboard LEDs. Set to 1 to open and 0 to close. Parameter byte:  Bits 7-3 are all reserved as 0;  Bit 2 = Caps-lock key;  Bit 1 = Num-lock key;  Bit 0 = Scroll-lock key. |
| 0xf0-0xff | No | Send a pulse to the output port. This command sequence controls the output port P20-23 line, see the schematic diagram of the keyboard controller. If you want to output a negative pulse (6 microseconds), set this bit to 0. That is, the lower 4 bits of the command control the output of the negative pulse, respectively. For example, to reset the system, you need to issue the command 0xfe (P20 low). |

#### 10.2.3.4 Keyboard Scan Code

The PCs are all non-encoded keyboards. Each key on the keyboard has a position number, from left to right, from top to bottom, and the position code of the PC XT and AT machine keyboard are very different. The microprocessor in the keyboard sends the scan code corresponding to the button to the system. When the key is pressed, the scan code output by the keyboard is called a 'make' scan code, and when the key is released, it is called a 'break' scan code. The scan codes of the keys of the XT keyboard are shown in Table 10-4.

Table 10-4 XT keyboard scan code table

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| F1 | F2 | ` 1 2 3 4 5 6 7 8 9 0 - = \ BS | | | | | | | | | | ESC | NUML | SCRL | SYSR |
| 3B | 3C | 29 02 03 04 05 06 07 08 09 0A 0B 0C 0D 2B 0E | | | | | | | | | | 01 | 45 | 46 | \*\* |
| F3 | F4 | TAB Q W E R T Y U I O P | | | | | | | | | [ ] | Home | ↑ | PgUp | PrtSc |
| 3D | 3E | 0F 10 11 12 13 14 15 16 17 18 19 | | | | | | | | | 1A 1B | 47 | 48 | 49 | 37 |
| F5 | F6 | CNTL | A | S | D | F G | H | J | K | L ; | ' ENTER | ← | 5 | → | - |
| 3F | 40 | 1D | 1E | 1F | 20 | 21 22 | 23 | 24 | 25 | 26 27 | 28 1C | 4B | 4C | 4D | 4A |
| F7 | F8 | LSHFT Z X C V B N M , . | | | | | | | | | / RSHFT | End | ↓ | PgDn | + |
| 41 | 42 | 2A 2C 2D 2E 2F 30 31 32 33 34 | | | | | | | | | 35 36 | 4F | 50 | 51 | 4E |
| F9 | F10 | ALT Space CAPLOCK | | | | | | | | | | Ins |  | Del |  |
| 43 | 44 | 38 39 3A | | | | | | | | | | 52 |  | 53 |  |

Each button on the keyboard has a corresponding scan code contained in the lower 7 bits (bits 6-0) of the byte, and the highest bit (bit 7) indicates whether the button is pressed or released. Bit 7 = 0 indicates the scan

code just pressed the key, and bit 7 = 1 indicates the scan code after the key is released. For example, if someone just pressed the ESC key, the scan code transmitted to the system would be 1 (1 is the scan code for the ESC key), and when the key is released, a 1+0x80=129 scan code will be generated.

For the standard 83-key keyboard of PC, PC/XT, the scan code is the same as the key number (the position code of the key) and is represented by 1 byte. For example, the "A" key, the key position number is 30, the make code and the scan code are also 30 (0x1e), and the break code is the make code plus 0x80, that is, 0x9e. The situation is somewhat different for some "extended" keys. When an extended key is pressed, an interrupt will be generated and the keyboard will output an extended scan code prefix of 0xe0, while in the next interrupt an "extended" scan code will be given. For example, for the PC/XT standard keyboard, the scan code of the left control key ctrl is 29 (0x1d), and the "extended" control key ctrl on the right has an extended scan code sequence 0xe0, 0x1d. This rule is also suitable for alt, directional arrow keys.

In addition, there are two keys that are very special, the PrtScn key and the Pause/Break key. Pressing the PrtScn button will send 2 extended characters, 42 (0x2a) and 55 (0x37), to the keyboard interrupt routine, so the actual byte sequence will be 0xe0, 0x2a, 0xe0, 0x37, and when the button is repeatedly generated, the extended character 0xaa is also sent, that is, the sequence 0xe0, 0x2a, 0xe0, 0x37, 0xe0, 0xaa is generated. When the key is released, two extended codes plus 0x80 (0xe0, 0xb7, 0xe0, 0xaa) are resent. When the PrtScn key is pressed, if the shift or ctrl key is also pressed, only 0xe0, 0x37 is sent, and only 0xe0, 0xb7 are sent when released. If the alt key is pressed at the same time, the PrtScn key is like a normal key with scan code 0x54.

For the Pause/Break key, if you press any of the control keys ctrl while pressing the key, the line will be like the extended key 70 (0x46), and in other cases it will send the character sequence 0xe1, 0x1d, 0x45, 0xe1, 0x9d, 0xc5. Pressing the button all the way does not produce a duplicate scan code, and releasing the button does not produce any scan code. Therefore, we can look at and handle this way: scan code 0xe0 means that there is one more character to follow, and scan code 0xe1 means 2 characters followed.

The scan code of the AT keyboard is slightly different from that of PC/XT. When the key is pressed, the scan code of the corresponding key is sent, but when the key is released, two bytes will be sent, the first one is 0xf0, and the second one is the same key scan code. Keyboard designers now use the 8049 as the input processor for the AT keyboard, and for the downward compatibility, the scan code from the AT keyboard is converted to the scan code of the old PC/XT standard keyboard before being sent to the system.

## 10.3 console.c

### 10.3.1 Function description

console.c is one of the longest programs in the kernel, but its functionality is relatively simple. All of the subroutines are used to implement the terminal screen write function con\_write() and the control operation of the terminal screen display.

The con\_write() function is called when a write to a console device is performed. This function manages all control and escape character sequences that provide the entire screen management operation for the application. The implemented escape sequence uses the vt102 terminal specification, which means that when you connect to a non-Linux host using a telnet program, your environment variable should have TERM=vt102. However, the best option for local operations is to set TERM=console because the Linux console provides a superset of vt102 functionality.

The function con\_write() is mainly composed of a conversion statement for interpreting the finite-length state automatic escape sequence of one character at a time. In normal mode, the display characters are written directly to the display memory using the current attributes. The function will take a character or sequence of characters from the write buffer queue write\_q of the terminal tty\_struct data structure, and then display the characters on the terminal screen according to the nature of the characters (normal characters, control characters, escape sequences or control sequences), or perform some screen control operations such as cursor movement and character erasure.

The terminal screen initialization function con\_init() sets some basic parameter values about the screen according to the system information obtained when the system starts initialization, and is used for the operation of the con\_write() function.

For a description of the terminal device character buffer queue, see the include/linux/tty.h header file, which shows the data structure tty\_queue of the character buffer queue, the data structure tty\_struct of the terminal, and some control character values. There are also some macro definitions that operate on the buffer queue. See Figure 10-14 for a schematic of the buffer queue and its operation.

### 10.3.2 Code annotation

Program 10-2 linux/kernel/chr\_drv/console.c

1. /\*
2. \* linux/kernel/console.c
3. \*
4. \* (C) 1991 Linus Torvalds
5. \*/

6

1. /\*
2. \* console.c
3. \*
4. \* This module implements the console io functions 11 \* 'void con\_init(void)'
5. \* 'void con\_write(struct tty\_queue \* queue)'
6. \* Hopefully this will be a rather complete VT102 implementation.
7. \*
8. \* Beeping thanks to John T Kohl.
9. \*
10. \* Virtual Consoles, Screen Blanking, Screen Dumping, Color, Graphics 18 \* Chars, and VT100 enhancements by Peter MacDonald. 19 \*/

20

1. /\*
2. \* NOTE!!! We sometimes disable and enable interrupts for a short while 23 \* (to put a word in video IO), but this will work even for keyboard

24 \* interrupts. We know interrupts aren't enabled when getting a keyboard 25 \* interrupt, as we use trap-gates. Hopefully all is well.

26 \*/

27

1. /\*
2. \* Code to check for different video-cards mostly by Galen Hunt,
3. \* <g-hunt@ee.utah.edu>
4. \*/

32

// <linux/sched.h> The scheduler header file defines the task structure task\_struct, the

// data of the initial task 0, and some embedded assembly function macro statements

// about the descriptor parameter settings and acquisition.

// <linux/tty.h> The tty header file defines parameters and constants for tty\_io, serial

// communication.

// <linux/config.h> Kernel configuration header file. Define keyboard language and hard

// disk type (HD\_TYPE) options.

// <linux/kernel.h> Kernel header file. Contains prototype definitions of some of the

// commonly used functions of the kernel.

// <asm/io.h> Io header file. Defines the function that operates on the io port in the

// form of a macro's embedded assembler.

// <asm/system.h> System header file. An embedded assembly macro that defines or

// modifies descriptors/interrupt gates, etc. is defined.

// <asm/segment.h> Segment operation header file. An embedded assembly function is defined

// for segment register operations.

// <string.h> String header file. Defines some embedded functions about string operations.

// <errno.h> Error number header file. Contains various error numbers in the system.

1. #include <linux/sched.h>
2. #include <linux/tty.h>
3. #include <linux/config.h>
4. #include <linux/kernel.h>

37

1. #include <asm/io.h>
2. #include <asm/system.h>
3. #include <asm/segment.h>

41

1. #include <string.h>
2. #include <errno.h>

44

// This symbolic constant defines the default data for the terminal IO structure. For the

// symbolic constants, please refer to the include/termios.h file.

1. #define DEF\_TERMIOS \
2. (struct termios) { \
3. ICRNL, \
4. OPOST | ONLCR, \
5. 0, \
6. IXON | ISIG | ICANON | ECHO | ECHOCTL | ECHOKE, \
7. 0, \
8. INIT\_C\_CC \
9. }

54

55

1. /\*
2. \* These are set up by the setup-routine at boot-time:
3. \*/

// Please refer to the comments on boot/setup.s and the system parameter table read and saved // by the setup program.

59

1. #define ORIG\_X (\*(unsigned char \*)0x90000) // original cursor colum no.
2. #define ORIG\_Y (\*(unsigned char \*)0x90001) // original cursor row no.
3. #define ORIG\_VIDEO\_PAGE (\*(unsigned short \*)0x90004) // current video page.
4. #define ORIG\_VIDEO\_MODE ((\*(unsigned short \*)0x90006) & 0xff) // display mode.
5. #define ORIG\_VIDEO\_COLS (((\*(unsigned short \*)0x90006) & 0xff00) >> 8) // screen colums.
6. #define ORIG\_VIDEO\_LINES ((\*(unsigned short \*)0x9000e) & 0xff) // screen rows. 66 #define ORIG\_VIDEO\_EGA\_AX (\*(unsigned short \*)0x90008) // current function.
7. #define ORIG\_VIDEO\_EGA\_BX (\*(unsigned short \*)0x9000a) // disp mem size, color mode.
8. #define ORIG\_VIDEO\_EGA\_CX (\*(unsigned short \*)0x9000c) // video card properties.

69

// Defines the monochrome/color display mode type symbol constant.

70 #define VIDEO\_TYPE\_MDA 0x10 /\* Monochrome Text Display \*/ 71 #define VIDEO\_TYPE\_CGA 0x11 /\* CGA Display \*/ 72 #define VIDEO\_TYPE\_EGAM 0x20 /\* EGA/VGA in Monochrome Mode \*/ 73 #define VIDEO\_TYPE\_EGAC 0x21 /\* EGA/VGA in Color Mode \*/ 74

75 #define NPAR 16 // The max nr of arguments in the escape sequence.

76

77 int NR\_CONSOLES = 0; // The nr of virtual consoles that the system supports. 78

79 extern void keyboard\_interrupt(void); // Keyboard interrupt handler (in keyboard.S).

80

// The following static variables are some of the global variables used in this file.

1. static unsigned char video\_type; /\* Type of display being used \*/
2. static unsigned long video\_num\_columns; /\* Number of text columns \*/
3. static unsigned long video\_mem\_base; /\* Base of video memory \*/
4. static unsigned long video\_mem\_term; /\* End of video memory \*/ 85 static unsigned long video\_size\_row; /\* Bytes per row \*/
5. static unsigned long video\_num\_lines; /\* Number of test lines \*/
6. static unsigned char video\_page; /\* Initial video page \*/
7. static unsigned short video\_port\_reg; /\* Video register select port \*/
8. static unsigned short video\_port\_val; /\* Video register value port \*/ 90 static int can\_do\_colour = 0; // flag, can use color function.

91

// The virtual console structure is defined below. It contains all the current information for

// a virtual console. vc\_origin and vc\_scr\_end are the display memory locations corresponding

// to the start line and the last line used by the virtual console currently being processed // to perform a fast scroll operation. vc\_video\_mem\_start and vc\_video\_mem\_end are the display // memory areas used by the current virtual console.

1. static struct {
2. unsigned short vc\_video\_erase\_char; // erase char attributes & char (0x0720)
3. unsigned char vc\_attr; // char attribute.
4. unsigned char vc\_def\_attr; // default attribute.
5. int vc\_bold\_attr; // bold char attribute.
6. unsigned long vc\_ques; // question mark char.
7. unsigned long vc\_state; // state of the escape or control sequence. 99 unsigned long vc\_restate; // next state of escape or control sequence.
8. unsigned long vc\_checkin;
9. unsigned long vc\_origin; /\* Used for EGA/VGA fast scroll \*/
10. unsigned long vc\_scr\_end; /\* Used for EGA/VGA fast scroll \*/
11. unsigned long vc\_pos; // The mem location of the current cursor.
12. unsigned long vc\_x,vc\_y; // current cursor column, row value.
13. unsigned long vc\_top,vc\_bottom; // The top & bottom line nr when scrolling.
14. unsigned long vc\_npar,vc\_par[NPAR]; // escape sequence param nr and array. 107 unsigned long vc\_video\_mem\_start; /\* Start of video RAM \*/ 108 unsigned long vc\_video\_mem\_end; /\* End of video RAM (sort of) \*/ 109 unsigned int vc\_saved\_x; // The saved cursor column number. 110 unsigned int vc\_saved\_y; // The saved cursor row number.
15. unsigned int vc\_iscolor; // The color display flag.
16. char \* vc\_translate; // The character set used.
17. } vc\_cons [MAX\_CONSOLES]; 114

// For ease of reference, the following defines the symbols of the console currently being // processed, with the same meaning as above. Where currcons is the current virtual terminal // number in the function argument using the vc\_cons[] structure.

1. #define origin (vc\_cons[currcons].vc\_origin)
2. #define scr\_end (vc\_cons[currcons].vc\_scr\_end)
3. #define pos (vc\_cons[currcons].vc\_pos)
4. #define top (vc\_cons[currcons].vc\_top)
5. #define bottom (vc\_cons[currcons].vc\_bottom)
6. #define x (vc\_cons[currcons].vc\_x)
7. #define y (vc\_cons[currcons].vc\_y)
8. #define state (vc\_cons[currcons].vc\_state)
9. #define restate (vc\_cons[currcons].vc\_restate)
10. #define checkin (vc\_cons[currcons].vc\_checkin)
11. #define npar (vc\_cons[currcons].vc\_npar) 126 #define par (vc\_cons[currcons].vc\_par)
12. #define ques (vc\_cons[currcons].vc\_ques)
13. #define attr (vc\_cons[currcons].vc\_attr)
14. #define saved\_x (vc\_cons[currcons].vc\_saved\_x)
15. #define saved\_y (vc\_cons[currcons].vc\_saved\_y)
16. #define translate (vc\_cons[currcons].vc\_translate)
17. #define video\_mem\_start (vc\_cons[currcons].vc\_video\_mem\_start)
18. #define video\_mem\_end (vc\_cons[currcons].vc\_video\_mem\_end)
19. #define def\_attr (vc\_cons[currcons].vc\_def\_attr)
20. #define video\_erase\_char (vc\_cons[currcons].vc\_video\_erase\_char)
21. #define iscolor (vc\_cons[currcons].vc\_iscolor)

137

1. int blankinterval = 0; // Black screen interval.
2. int blankcount = 0; // Black screen time count.

140

141 static void sysbeep(void); // System beep function.

142

1. /\*
2. \* this is what the terminal answers to a ESC-Z or csi0c 145 \* query (= vt100 response).
3. \*/ // csi - Control Sequence Introducer.

// The host requests the terminal to answer a device attribute control sequence by sending a

// device attribute (DA) control sequence with no parameters or parameter 0 ('ESC [c' or

// 'ESC [0c') (ESC-Z acts the same). The terminal sends the following sequence to respond to // the host. This sequence (ie 'ESC [?1; 2c') indicates that the terminal is a VT100 compatible // terminal with advanced video capabilities.

1. #define RESPONSE "\033[?1;2c" 148

// Define the character set to use. The upper part is the normal 7-bit ASCII code, which is // the US character set. The lower part corresponds to the line character in the VT100 terminal // device, that is, the character set showing the chart line.

1. static char \* translations[] = {
2. /\* normal 7-bit ascii \*/
3. " !\"#$%&'()\*+,-./0123456789:;<=>?"
4. "@ABCDEFGHIJKLMNOPQRSTUVWXYZ[\\]^\_"
5. "`abcdefghijklmnopqrstuvwxyz{|}~ ",
6. /\* vt100 graphics \*/
7. " !\"#$%&'()\*+,-./0123456789:;<=>?"
8. "@ABCDEFGHIJKLMNOPQRSTUVWXYZ[\\]^ "
9. "\004\261\007\007\007\007\370\361\007\007\275\267\326\323\327\304"
10. "\304\304\304\304\307\266\320\322\272\363\362\343\\007\234\007 "
11. };

160

1. #define NORM\_TRANS (translations[0])
2. #define GRAF\_TRANS (translations[1])

163

//// Tracks the current position of the cursor.

// Parameters: currcons - the current virtual terminal; new\_x - the cursor column number; // new\_y - the cursor line number.

// This function is used to update the current cursor position variable x, y and correct the

// corresponding position pos of the cursor in the display memory. This function first checks

// the validity of the parameters. Exit if the given cursor column number exceeds the maximum

// number of columns in the display, or if the cursor line number is not lower than the maximum

// number of rows displayed. Otherwise, the current cursor variable and the new cursor position

// are updated to correspond to the position pos in the display memory. Note that all variables // in the function are actually the corresponding fields in the vc\_cons[currcons] structure, // and the following functions are the same.

1. /\* NOTE! gotoxy thinks x==video\_num\_columns is ok \*/
2. static inline void gotoxy(int currcons, int new\_x,unsigned int new\_y) 166 {
3. if (new\_x > video\_num\_columns || new\_y >= video\_num\_lines)
4. return;
5. x = new\_x;
6. y = new\_y;
7. pos = origin + y\*video\_size\_row + (x<<1); // One col needs 2 bytes, so x<<1. 172 }

173

//// Set the scroll start display memory address.

// First check whether the display card type is a color card, and judge whether the console // specified by the parameter is the front console, and exit if the two conditions are not met.

// Otherwise, the scroll start address is output to the register on the display card.

1. static inline void set\_origin(int currcons)
2. {

// First determine the type of display card. For EGA/VGA cards, we can specify the on-screen

// range (area) for scrolling, while the MDA monochrome display card can only perform full-screen

// scrolling. Therefore, only the EGA/VGA card needs to set the display memory address of the

// start line of the scrolling (the starting line is the line corresponding to origin), otherwise

// it will exit directly. In addition, we only operate on the foreground console, so only when // the current console currcons is the foreground console, we need to set the memory start

// position corresponding to the scroll start line.

1. if (video\_type != VIDEO\_TYPE\_EGAC && video\_type != VIDEO\_TYPE\_EGAM)
2. return;
3. if (currcons != fg\_console) 179 return;

// Then we output 12 to the "display register select port" video\_port\_reg, which selects the // display control data register r12 and then writes the scroll start address high byte to it.

// Shifting 9 bits to the right actually means shifting 8 bits to the right and dividing by

// 2 (1 character on the screen is represented by 2 bytes). Then select the display control

// data register r13 and write the low byte of the scroll start address. Shifting 1 bit to the

// right means dividing by 2, which also means that 1 character on the screen is represented

// by 2 bytes of memory. The output value operates relative to the default display memory start // position video\_mem\_base, for example, for EGA/VGA color mode, viedo\_mem\_base = physical

// memory address 0xb8000.

1. cli();
2. outb\_p(12, video\_port\_reg); // Select data register r12 to output high byte.
3. outb\_p(0xff&((origin-video\_mem\_base)>>9), video\_port\_val);
4. outb\_p(13, video\_port\_reg); // Select r13 to output the low byte.
5. outb\_p(0xff&((origin-video\_mem\_base)>>1), video\_port\_val);
6. sti();
7. }

187

//// The content scrolls up one line.

// Move the screen scroll window down one line and add a space character to the new line that // appears at the bottom of the screen scroll area. The scrolling area must be greater than // one line. See section 10.3.3.2 for the principle of scrolling operation.

188 static void scrup(int currcons) 189 {

// The scrolling area must have at least 2 lines. If the top line number of the scrolling area

// is greater than or equal to the bottom line number, the condition for the rolling operation // is not satisfied. In addition, for the EGA/VGA card, we can specify the on-screen range (area) // for scrolling, while the MDA monochrome display card can only perform full-screen scrolling.

// This function handles the EGA and MDA display types separately. If the display type is EGA, // it is also divided into full-screen window movement and intra-area window movement. Here // the code first deals with the case where the display card is of the EGA/VGA type.

1. if (bottom<=top)
2. return;
3. if (video\_type == VIDEO\_TYPE\_EGAC || video\_type == VIDEO\_TYPE\_EGAM)
4. {

// If the move start line top=0, the bottom line = video\_num\_lines = 25, it means that the entire

// screen window moves down one line. Therefore, the starting memory position origin

// corresponding to the upper left corner of the entire screen window is adjusted to the memory

// position shifted downward by one line, and the memory position corresponding to the current

// cursor and the position of the character pointer scr\_end at the end of the screen end are // also tracked. Finally, the new screen window memory start position origin is written into // the display controller.

1. if (!top && bottom == video\_num\_lines) {
2. origin += video\_size\_row;
3. pos += video\_size\_row;
4. scr\_end += video\_size\_row;

// If the display memory pointer scr\_end corresponding to the end of the screen window exceeds

// the end of the actual display memory, the memory data corresponding to all the lines except

// the first line of the screen content is moved to the start position video\_mem\_start of the

// display memory, and fill in the space character on a new line that appears after the entire

// screen window has been moved down. Then, according to the situation that the screen memory // data is moved, the start pointer corresponding to the current screen, the cursor position // pointer, and the corresponding memory pointer scr\_end at the end of the screen are readjusted.

//

// This embedded assembly code first moves the memory data corresponding to the (screen character // line number - 1) line to the display memory start position video\_mem\_start, and then adds // a line of space (erase) character data at the subsequent memory location.

// %0 - eax (erase character + attribute); %1 - ecx ((the number of lines of the screen -1) // corresponds to the number of characters / 2, moving in long words); %2 - edi (displays memory // start position video\_mem\_start); %3 - esi (screen window memory start position origin). // Direction of movement: [edi] -> [esi], move ecx long words.

1. if (scr\_end > video\_mem\_end) {
2. \_\_asm\_\_("cld\n\t" // clear direction.
3. "rep\n\t" // repeat move data.
4. "movsl\n\t"
5. "movl \_video\_num\_columns,%1\n\t"
6. "rep\n\t" // fill a line of spaces.
7. "stosw"
8. ::"a" (video\_erase\_char),
9. "c" ((video\_num\_lines-1)\*video\_num\_columns>>1),
10. "D" (video\_mem\_start),
11. "S" (origin)
12. :"cx","di","si");
13. scr\_end -= origin-video\_mem\_start;
14. pos -= origin-video\_mem\_start;
15. origin = video\_mem\_start;

// If the memory pointer scr\_end at the end of the adjusted screen does not exceed the end of // the display memory video\_mem\_end, simply fill in the erase line (space character) on the // new line.

// %0 - eax (erase character + attribute); %1 - ecx (number of screen lines); %2 - edi

// (corresponding memory location at the beginning of the last line).

1. } else {
2. \_\_asm\_\_("cld\n\t"
3. "rep\n\t" // fill a line of spaces.
4. "stosw"
5. ::"a" (video\_erase\_char),
6. "c" (video\_num\_columns),
7. "D" (scr\_end-video\_size\_row)
8. :"cx","di");
9. }

// Then write the new screen window memory start position origin into the display controller. 222 set\_origin(currcons);

// Otherwise it means that it is not a full screen move. That is to say, all the lines from

// the specified line top to bottom area are moved up by one line, and the specified line top

// is deleted. At this time, the display memory data corresponding to all the lines of the screen // from the specified line top to the bottom is directly moved up by one line, and the erasing // character is filled in the newly appearing line.

// %0 - eax (erase character + attribute); %1 - ecx (the number of long words from the top+1

// line to the bottom line); %2 - edi (the memory location where the top row is located); %3 // - esi (the memory location where the top+1 row is located).

1. } else {
2. \_\_asm\_\_("cld\n\t"
3. "rep\n\t" // repeat from top+1 to bottom.
4. "movsl\n\t"
5. "movl \_video\_num\_columns,%%ecx\n\t"
6. "rep\n\t" // fill blank char in new line.
7. "stosw"
8. ::"a" (video\_erase\_char),
9. "c" ((bottom-top-1)\*video\_num\_columns>>1),
10. "D" (origin+video\_size\_row\*top),
11. "S" (origin+video\_size\_row\*(top+1))
12. :"cx","di","si");
13. } 236 }

// If the display type is not EGA (but MDA), perform the following move operation. Because the

// MDA display card can only scroll through the entire screen, and it will automatically adjust

// beyond the display memory range (that is, the pointer will be automatically scrolled), so // the memory corresponding to the screen content is not processed separately than the display // memory range. The processing method is exactly the same as the EGA non-full screen movement. 237 else /\* Not EGA/VGA \*/

1. {
2. \_\_asm\_\_("cld\n\t"
3. "rep\n\t"
4. "movsl\n\t"
5. "movl \_video\_num\_columns,%%ecx\n\t"
6. "rep\n\t"
7. "stosw"
8. ::"a" (video\_erase\_char),
9. "c" ((bottom-top-1)\*video\_num\_columns>>1),
10. "D" (origin+video\_size\_row\*top),
11. "S" (origin+video\_size\_row\*(top+1))
12. :"cx","di","si");
13. }
14. }

252

//// The display content scrolls down one line.

// Move the screen scroll window up one line, and the corresponding screen scroll area content

// moves down one line. A new line will appear above the start line of the move. The processing

// method is similar to scrup() except that the data overlay does not occur when moving the

// memory data, and the copy operation is reversed. That is, copy from the last character on // the second line of the countdown to the last line, then copy the characters on the third // line of the countdown to the second line of the last, and so on.

253 static void scrdown(int currcons) 254 {

// Similarly, the scrolling area must have at least 2 lines. If the top line number of the

// scrolling area is greater than or equal to the bottom line number of the area, the condition

// for the rolling operation is not satisfied. In addition, for the EGA/VGA card, we can specify

// the on-screen range (area) for scrolling, while the MDA monochrome display card can only

// perform full-screen scrolling. Since the window moves up to the start position of the display

// area memory at most, the display memory pointer scr\_end corresponding to the end of the screen // window does not exceed the actual display memory end, so only the normal memory data movement // needs to be handled here.

1. if (bottom <= top)
2. return;
3. if (video\_type == VIDEO\_TYPE\_EGAC || video\_type == VIDEO\_TYPE\_EGAM)
4. {

// %0 - eax (erase character + attribute); %1 - ecx (the number of long words corresponding

// to the number of lines from top to bottom-1); %2 - edi (the last long word position in the // lower right corner of the window); %3 - Esi (the last long word position in the second line // of the window countdown).

// Direction of movement: [esi] -> [edi], move ecx long words.

1. \_\_asm\_\_("std\n\t" // set direction flag!!
2. "rep\n\t"
3. "movsl\n\t"
4. "addl $2,%%edi\n\t" /\* %edi has been decremented by 4 \*/
5. "movl \_video\_num\_columns,%%ecx\n\t"
6. "rep\n\t" // fill in blanks at above line.
7. "stosw"
8. ::"a" (video\_erase\_char),
9. "c" ((bottom-top-1)\*video\_num\_columns>>1),
10. "D" (origin+video\_size\_row\*bottom-4),
11. "S" (origin+video\_size\_row\*(bottom-1)-4)
12. :"ax","cx","di","si");
13. }

// If it is not the EGA display type, do the following (same as above).

1. else /\* Not EGA/VGA \*/
2. {
3. \_\_asm\_\_("std\n\t"
4. "rep\n\t"
5. "movsl\n\t"
6. "addl $2,%%edi\n\t" /\* %edi has been decremented by 4 \*/
7. "movl \_video\_num\_columns,%%ecx\n\t"
8. "rep\n\t"
9. "stosw"
10. ::"a" (video\_erase\_char),
11. "c" ((bottom-top-1)\*video\_num\_columns>>1),
12. "D" (origin+video\_size\_row\*bottom-4),
13. "S" (origin+video\_size\_row\*(bottom-1)-4)
14. :"ax","cx","di","si");
15. }
16. }

288

//// The cursor moves down one line at the same column position.

// If the cursor is not on the last line, directly modify the cursor current line variable y++,

// and adjust the cursor corresponding display memory position pos (plus the memory length

// corresponding to one line of characters). Otherwise you need to move the contents of the // screen window up one line. The function name lf (line feed) refers to the processing control // character LF.

1. static void lf(int currcons)
2. {
3. if (y+1<bottom) {
4. y++;
5. pos += video\_size\_row; // Plus the nr of bytes occupied by one line.
6. return;
7. }
8. scrup(currcons); // Move the contents up one line. 297 }

298

//// The cursor moves up one row in the same column.

// If the cursor is not on the first line of the screen, directly modify the cursor current // line variable y--, and adjust the cursor corresponding display memory position pos, minus // the number of bytes of memory length corresponding to a line of characters on the screen. // Otherwise you need to move the contents of the screen window down one line. The function // name ri (reverse index) refers to the control character RI or the escape sequence "ESC M".

1. static void ri(int currcons)
2. {
3. if (y>top) {
4. y--;
5. pos -= video\_size\_row; // Minus the nr of bytes occupied by one line.
6. return;
7. }
8. scrdown(currcons); // Move the contents down one line. 307 }

308

// The cursor returns to column 0.

// Adjust the cursor corresponding to the memory location pos. The column number of the cursor

// \*2 is the length of the memory byte occupied by the 0 column on the line to the column where // the cursor is located. The function name cr (carriage return) indicates the control character // being processed.

1. static void cr(int currcons)
2. {
3. pos -= x<<1; // bytes occupied by col 0 to col of cursor.
4. x=0;
5. }

314

// Erase the previous character of the cursor and move the cursor back one column.

// If the cursor is not in the 0 column, the cursor is backed by 2 bytes corresponding to the // memory position pos (corresponding to one character on the screen), then the current cursor // column is decremented by 1, and the character at the position of the cursor is erased.

1. static void del(int currcons)
2. {
3. if (x) {
4. pos -= 2;
5. x--;
6. \*(unsigned short \*)pos = video\_erase\_char;
7. }
8. }

323

//// Delete part of the content on the screen that is related to the cursor position.

// This function is used to handle ANSI control sequences. The delete character operation

// associated with the cursor position is performed according to the specified control sequence, // some or all of the displayed characters are erased, and the cursor position is unchanged // when the character or line is erased.

// The ANSI control sequence processed by this function is: 'ESC [ Ps J'. Among them, Ps = 0 // - means to delete the cursor to the bottom of the screen; 1 - delete the screen to the cursor; // 2 - delete the entire screen.

// The function name csi\_J (CSI - Control Sequence Introducer) indicates that the control

// sequence "CSI Ps J" is processed. The argument 'vpar' corresponds to the value of 'Ps' in

// the above control sequence. For an introduction to terminal control commands, see section // 10.3.3.3 after the program listing. Commonly used escape sequences and control sequences // can be found in Appendix 3 of the book.

1. static void csi\_J(int currcons, int vpar)
2. {
3. long count \_\_asm\_\_("cx"); // set to use register variable.
4. long start \_\_asm\_\_("di"); 328

// First, set the number of characters to be deleted and the display memory position at which // deletion is started according to the above three cases.

1. switch (vpar) {
2. case 0: /\* erase from cursor to end of display \*/
3. count = (scr\_end-pos)>>1;
4. start = pos;
5. break;
6. case 1: /\* erase from start to cursor \*/
7. count = (pos-origin)>>1;
8. start = origin;
9. break;
10. case 2: /\* erase whole display \*/
11. count = video\_num\_columns \* video\_num\_lines;
12. start = origin; 341 break;
13. default:
14. return;
15. }

// Then use the erase character to fill in the place where the character is deleted.

// %0 -ecx (nr of chars deleted); %1 -edi (delete start address); %2 -eax (filled erase char).

1. \_\_asm\_\_("cld\n\t"
2. "rep\n\t"
3. "stosw\n\t"
4. ::"c" (count),
5. "D" (start),"a" (video\_erase\_char)
6. :"cx","di");
7. }

352

//// Delete part of the content related to the cursor position on one line.

// This function erases some or all of the characters in the line of the cursor according to

// the parameters. The erase operation removes characters from the screen without affecting // other characters. The erased characters are discarded. The cursor position does not change // when erasing characters or lines.

// ANSI escape sequence: 'ESC [ Ps K' (Ps = 0 to the end of the line; 1 to delete from the beginning; // 2 to delete the entire line). The function parameter vpar corresponds to the Ps.

1. static void csi\_K(int currcons, int vpar)
2. {
3. long count \_\_asm\_\_("cx");
4. long start \_\_asm\_\_("di"); 357

// First, the number of characters to be deleted and the display memory position at which the // deletion starts are set according to the three conditions in the control sequence.

1. switch (vpar) {
2. case 0: /\* erase from cursor to end of line \*/
3. if (x>=video\_num\_columns)
4. return;
5. count = video\_num\_columns-x;
6. start = pos;
7. break;
8. case 1: /\* erase from start of line to cursor \*/
9. start = pos - (x<<1);
10. count = (x<video\_num\_columns)?x:video\_num\_columns;
11. break;
12. case 2: /\* erase whole line \*/
13. start = pos - (x<<1);
14. count = video\_num\_columns; 372 break; 373 default:
15. return;
16. }

// Then use the erase character to fill in the place where the character is deleted.

// %0 - ecx (delete count); %1 -edi (delete address start); %2 -eax (fill erase character).

1. \_\_asm\_\_("cld\n\t"
2. "rep\n\t"
3. "stosw\n\t"
4. ::"c" (count),
5. "D" (start),"a" (video\_erase\_char)
6. :"cx","di");
7. }

383

//// Set the attributes of the display character.

// The control sequence sets the character display attribute according to the parameter. All // characters sent to the terminal in the future will use the attributes specified here until // the control sequence is used again to reset the attributes of the character display.

// ANSI escape sequence: 'ESC [ Ps; Ps m'. Where Ps = 0 - default attribute; 1 - bold and bright;

// 4 - underline; 5 - flash; 7 - reverse; 22 - non-bold; 24 - no underline; 25 - no flicker; // 27 - normal ;30--38 - Set foreground color; 39 - Default foreground color (White);

// 40--48 - Set background color; 49 - Default background color (Black).

1. void csi\_m(int currcons )
2. {
3. int i; 387

// A control sequence can have multiple different parameters. The parameters are stored in the // array par[]. The following code cyclically processes each parameter Ps according to the number // of parameters npar received.

// If Ps = 0, the character attribute that is displayed next to the current virtual console // is set to the default attribute def\_attr. At initialization, def\_attr has been set to 0x07 // (white on black).

// If Ps = 1, the character attributes that will be displayed later are set to bold or highlighted. // If it is a color display, the character attribute or upper 0x08 is used to highlight the // character; if it is a monochrome display, the character is underlined.

// If Ps = 4, the color and monochrome displays are treated differently. If the color display

// mode is not available at this time, the characters are underlined. If it is a color display,

// if the original vc\_bold\_attr is not equal to -1, the background color is reset; otherwise, // the foreground color is reversed. If the foreground color is the same as the background color, // the foreground color is increased by one and the other color is taken.

1. for (i=0;i<=npar;i++)
2. switch (par[i]) {
3. case 0: attr=def\_attr;break; /\* default \*/
4. case 1: attr=(iscolor?attr|0x08:attr|0x0f);break; /\* bold \*/
5. /\*case 4: attr=attr|0x01;break;\*/ /\* underline \*/
6. case 4: /\* bold \*/
7. if (!iscolor)
8. attr |= 0x01; // Mono is underlined.
9. else
10. { /\* check if forground == background \*/
11. if (vc\_cons[currcons].vc\_bold\_attr != -1)
12. attr = (vc\_cons[currcons].vc\_bold\_attr&0x0f)|(0xf0&(attr));
13. else
14. { short newattr = (attr&0xf0)|(0xf&(~attr)); 402 attr = ((newattr&0xf)==((attr>>4)&0xf)? 403 (attr&0xf0)|(((attr&0xf)+1)%0xf):
15. newattr);
16. }
17. }
18. break;

// If Ps = 5, the character that is subsequently displayed in the current virtual console is // set to blink, that is, the attribute byte bit 7 is set to 1.

// If Ps = 7, the characters displayed subsequently are set to reverse, that is, the foreground // and background colors are swapped.

// If Ps = 22, the highlighting of subsequent characters is canceled (cancel bold display). // If Ps = 24, the underline of the subsequent characters is canceled for monochrome display // and green is cancelled for color display.

// If Ps = 25, the flashing of the subsequent characters is canceled.

// If Ps = 27, the reverse of the subsequent characters is canceled.

// If Ps = 39, the foreground color of the subsequent characters is reset to default (white).

// If Ps = 49, the background color of the subsequent characters is reset to default (black).

1. case 5: attr=attr|0x80;break; /\* blinking \*/
2. case 7: attr=(attr<<4)|(attr>>4);break; /\* negative \*/
3. case 22: attr=attr&0xf7;break; /\* not bold \*/
4. case 24: attr=attr&0xfe;break; /\* not underline \*/
5. case 25: attr=attr&0x7f;break; /\* not blinking \*/ 413 case 27: attr=def\_attr;break; /\* positive image \*/
6. case 39: attr=(attr & 0xf0)|(def\_attr & 0x0f); break;
7. case 49: attr=(attr & 0x0f)|(def\_attr & 0xf0); break;

// When Ps(par[i]) is another value, the specified foreground or background color is set. // If Ps = 30..37, the foreground color is set; if Ps=40..47, the background color is set. See // the instructions following the program list for color values.

1. default:
2. if (!can\_do\_colour)
3. break;
4. iscolor = 1;
5. if ((par[i]>=30) && (par[i]<=38)) // foreground color.
6. attr = (attr & 0xf0) | (par[i]-30);
7. else /\* Background color \*/
8. if ((par[i]>=40) && (par[i]<=48)) // background color.
9. attr = (attr & 0x0f) | ((par[i]-40)<<4);
10. else
11. break;
12. }
13. }

429

//// Set the display cursor.

// The display position of the cursor in the controller is set according to the memory position // pos of the cursor.

1. static inline void set\_cursor(int currcons)
2. {

// Since we need to set the display cursor, it means there is a keyboard operation, so we need // to restore the delay count value of the black screen operation. In addition, the console // displaying the cursor must be the foreground console.

1. blankcount = blankinterval; // Resets the count of the black screen.
2. if (currcons != fg\_console) 434 return;

// Then use the index register port to select the display control data register r14 (the current

// display position of the cursor high byte), and then write the current position of the cursor

// high byte (moving 9 bits to the right means the high byte is moved to the low byte and divided // by 2). This is relative to the default display memory operation. Then use the index register // to select r15 and write the low byte of the cursor's current position.

1. cli();
2. outb\_p(14, video\_port\_reg);
3. outb\_p(0xff&((pos-video\_mem\_base)>>9), video\_port\_val);
4. outb\_p(15, video\_port\_reg);
5. outb\_p(0xff&((pos-video\_mem\_base)>>1), video\_port\_val);
6. sti();
7. }

442

// Hide the cursor.

// Set the cursor to the end of the current virtual console window to hide the cursor.

1. static inline void hide\_cursor(int currcons)
2. {

// First select the display control data register r14 (the current display position of the cursor

// high byte), and then write the high byte of the cursor position (moving 9 bits to the right // means moving the high byte to the low byte and dividing by 2). Then select r15 and write // the low byte of the cursor's current position.

1. outb\_p(14, video\_port\_reg);
2. outb\_p(0xff&((scr\_end-video\_mem\_base)>>9), video\_port\_val); 447 outb\_p(15, video\_port\_reg);

448 outb\_p(0xff&((scr\_end-video\_mem\_base)>>1), video\_port\_val); 449 }

450

//// Send a response sequence to VT100.

// That is, in response to the host requesting the terminal, the device attribute (DA) is sent

// to the host. The host requests the terminal to send back a device attribute (DA) control

// sequence by sending a DA control sequence ('ESC[0c' or 'ESC Z') with no parameters or parameter

// 0. The terminal then sends back the response sequence defined on line 147 (ie 'ESC [?1; 2c')

// in response to the host's sequence. This sequence tells the host that the terminal is a VT100

// compatible terminal with advanced video capabilities. The process is to put the response // sequence into the read buffer queue and use the copy\_to\_cooked() function to process it and // put it into the auxiliary (secondary) queue.

1. static void respond(int currcons, struct tty\_struct \* tty)
2. {
3. char \* p = RESPONSE; // defined on line 147 ('ESC [?1; 2c').

454

1. cli();
2. while (\*p) { // put response sequence into the read queue.
3. PUTCH(\*p,tty->read\_q); // put one by one. include/linux/tty.h, line 46.
4. p++;
5. }
6. sti();
7. copy\_to\_cooked(tty); // put into the auxiliary queue.tty\_io.c，120. 462 }

463

//// Insert a space character at the cursor.

// Move all the characters at the beginning of the cursor one space to the right and insert // the erase character at the cursor.

464 static void insert\_char(int currcons) 465 {

1. int i=x;
2. unsigned short tmp, old = video\_erase\_char; // erase char (with attribute).
3. unsigned short \* p = (unsigned short \*) pos; // memory position of the cursor.

469

1. while (i++<video\_num\_columns) {
2. tmp=\*p;
3. \*p=old;
4. old=tmp;
5. p++;
6. }
7. }

477

//// Insert a line at the cursor.

// Scrolls the screen window down from the line where the cursor is located to the bottom of // the window. The cursor will be on a new, empty line.

1. static void insert\_line(int currcons)
2. {
3. int oldtop,oldbottom; 481

// First save the screen window scrolling start line top and last line bottom value, then scroll // the screen content down one line from the line where the cursor is. Finally, restore the // original value of the scroll start line 'top' and the last line 'bottom'.

1. oldtop=top;
2. oldbottom=bottom;
3. top=y; // set start and end lines of the scroll screen.
4. bottom = video\_num\_lines;
5. scrdown(currcons); // the screen content scrolls down one line
6. top=oldtop;
7. bottom=oldbottom;
8. }

490

//// Delete a character.

// Delete one character at the cursor, and all characters to the right of the cursor are shifted // to the left by one space.

1. static void delete\_char(int currcons)
2. {
3. int i;
4. unsigned short \* p = (unsigned short \*) pos;

495

// Returns if the cursor's current column position x exceeds the rightmost column of the screen. // Otherwise, all characters from the right character of the cursor to the end of the line are // shifted to the left by one space. Then fill in the erase character at the last character.

1. if (x>=video\_num\_columns)
2. return;
3. i = x;
4. while (++i < video\_num\_columns) { // shifted to the left by one space.
5. \*p = \*(p+1);
6. p++;
7. }
8. \*p = video\_erase\_char; // finally fill in the erase character. 504 }

505

//// Delete one line where the cursor is located.

// Delete one line where the cursor is located, and then scrolls screen content up one line.

1. static void delete\_line(int currcons)
2. {
3. int oldtop,oldbottom; 509

// First save the screen scrolling start line 'top' and last line 'bottom', then scroll the // screen content up one line from the line where the cursor is. Finally restore the original // value of the screen scrolling start line 'top' and last line 'bottom'.

1. oldtop=top;
2. oldbottom=bottom;
3. top=y; // set start and end lines of the scroll screen.
4. bottom = video\_num\_lines;
5. scrup(currcons); // the screen content scrolls up one line.
6. top=oldtop;
7. bottom=oldbottom;
8. }
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//// Insert nr characters at the cursor.

// Handling ANSI escape character sequences: 'ESC [ Pn @'. Insert one or more space characters

// at the current cursor. Pn is the number of characters inserted, and the default is 1. The // cursor will still be at the first inserted space character. The character at the cursor and // right border will shift to the right and characters beyond the right border will be lost. // Parameter nr = Pn in the escape sequence.

1. static void csi\_at(int currcons, unsigned int nr)
2. {

// If the number of inserted characters is greater than one line of characters, it is truncated // to one line of characters; if the number of inserted characters nr is 0, one character is // inserted. Then cyclically insert nr space characters.

1. if (nr > video\_num\_columns)
2. nr = video\_num\_columns;
3. else if (!nr)
4. nr = 1;
5. while (nr--)
6. insert\_char(currcons);
7. }
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//// Insert nr lines at the cursor position.

// Handling ANSI escape sequence: 'ESC [ Pn L'. The control sequence inserts one or more blank // lines at the cursor. The cursor position does not change after the operation is completed. // When a blank line is inserted, the line in the scroll area below the cursor moves down. The // line scrolling out of the display page is lost. Parameter nr = Pn in the escape sequence.

1. static void csi\_L(int currcons, unsigned int nr)
2. {

// If the number of inserted lines is greater than the maximum number of screen lines, the number // of lines is cut off to the screen lines; if the number of inserted lines nr is 0, one line // is inserted.

Then cyclically inserts nr blank lines. 531 if (nr > video\_num\_lines)

1. nr = video\_num\_lines;
2. else if (!nr)
3. nr = 1;
4. while (nr--)
5. insert\_line(currcons);
6. }
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//// Delete nr characters at the cursor.

// Handling ANSI escape sequences: 'ESC [Pn P'. This control sequence deletes Pn characters

// from the cursor. When a character is deleted, all characters to the right of the cursor are

// shifted to the left, which produces a space character at the right border. Its properties

// should be the same as the last left-shift character, but here it is simplified, using only // the default property of the character (black background white foreground space 0x0720) to // set the space character. Parameter nr = Pn in the escape sequence.

1. static void csi\_P(int currcons, unsigned int nr)
2. {

// If the number of deleted characters is greater than one line of characters, it is truncated // to one line of characters; if the number of deleted characters nr is 0, one character is // deleted. Then iteratively deletes the specified number of characters nr at the cursor.

1. if (nr > video\_num\_columns)
2. nr = video\_num\_columns;
3. else if (!nr)
4. nr = 1;
5. while (nr--)
6. delete\_char(currcons);
7. }
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//// Delete the nr line at the beginning of the cursor.

// Process ANSI escape sequences: 'ESC [ Pn M'. The control sequence deletes one or more lines

// from the line where the cursor is located in the scroll area. When a line is deleted, the

// line below the deleted line in the scroll area moves up, and 1 blank line is added to the // bottom line. If Pn is greater than the number of lines remaining on the display page, then // this sequence only deletes these remaining lines and does not work outside the scroll area.

// Parameter nr = Pn in the escape sequence.

1. static void csi\_M(int currcons, unsigned int nr)
2. {

// If the number of deleted lines is greater than the maximum number of lines on the screen,

// the number of lines displayed is cut off. If the number of lines to be deleted nr is 0, 1 // line is deleted. Then iteratively deletes the specified nr lines.

1. if (nr > video\_num\_lines)
2. nr = video\_num\_lines;
3. else if (!nr)
4. nr=1;
5. while (nr--)
6. delete\_line(currcons);
7. }
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//// Save the current cursor position.

1. static void save\_cur(int currcons)
2. {
3. saved\_x=x;
4. saved\_y=y;
5. }
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//// Restore the saved cursor position.

1. static void restore\_cur(int currcons)
2. {
3. gotoxy(currcons,saved\_x, saved\_y);
4. }
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// The following enumeration definitions are used in the following con\_write() function to // resolve escape sequences or control sequences. ESnormal is the initial entry state and is // also the state when the escape or control sequence is processed.

// ESnormal - Indicates that it is in the initial normal state. At this time, if the normal // display character is received, the character is directly displayed on the screen; if a // control character (such as a carriage return) is received, the cursor position is set. // When an escape or control sequence has just been processed, the program will return to // this state.

// ESesc - indicates that the escape sequence leading character ESC (0x1b = 033 = 27) was

// received. If a '[' character is received in this state, it is an escape sequence guide

// code, so it jumps to ESsquare for processing, otherwise the received character is treated

// as an escape sequence. For selecting the character set escape sequences 'ESC ('and 'ESC )', // we use a separate state ESsetgraph to handle. For the device control string sequence // 'ESC P', we use a separate state ESsetterm to handle.

// ESsquare - Indicates that a control sequence preamble ('ESC [') has been received, indicating

// that a control sequence has been received, so this state performs a zero initialization

// on the parameter array par[].If you receive a '[' character at this time, it means that

// you received the 'ESC [[' sequence, which is the sequence sent by the keyboard function

// key, so you can jump to Esfunckey to process it. Otherwise we need to prepare to receive // the parameters of the control sequence, so set the state Esgetpars and directly enter // the state to receive and save the sequence parameter characters.

// ESgetpars - This state indicates that we are going to receive the parameter values of the // control sequence at this time. The arguments are represented in decimal numbers, and we // convert the received numeric characters to numeric values and save them to the par[] array.

// If a semicolon ';' is received, it remains in this state and the received parameter value

// is saved in the next item of data par[]. If it is not a numeric character or a semicolon, // indicating that all parameters have been obtained, then move to the state ESgotpars to // process.

// ESgotpars - Indicates that we have received a complete control sequence. At this point we

// can process the corresponding control sequence according to the ending character received

// in this state. However, before processing, if we received '?' in the ESsquare state, this

// sequence is a private sequence of terminal devices. This kernel does not support the

// processing of this sequence, so we directly restore to the ESNormal state. Otherwise,

// the corresponding control sequence is executed, and the state is restored to Esnormal // after the sequence is processed.

// ESfunckey - Indicates that we have received a sequence from the function keys on the keyboard // that we don't need to display. So we return to the normal state ESnormal.

// ESsetterm - Indicates that it is in the device control string sequence (DCS) state. At this

// time, if the character 'S' is received, the initial display character attribute is // restored. If the received character is 'L' or 'l', the folding line display mode is turned // on or off.

// ESsetgraph - Represents the received character set escape sequence 'ESC (' or 'ESC )', which

// are used to specify the character set used by G0 and G1, respectively. At this time, if

// the character '0' is received, the graphic character set is selected as G0 and G1, and // if the received character is 'B', the ordinary ASCII character set is selected as the // character set of G0 and G1.

1. enum { ESnormal, ESesc, ESsquare, ESgetpars, ESgotpars, ESfunckey,
2. ESsetterm, ESsetgraph };
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//// Console writes function.

// Characters are taken from the terminal's tty write buffer queue and analyzed for each

// character. If it is a control character or an escape or control sequence, control processing // such as cursor positioning and character deletion is performed, and the normal character // is directly displayed at the cursor.

// The parameter tty is the tty structure pointer used by the current console.

1. void con\_write(struct tty\_struct \* tty)
2. {
3. int nr;
4. char c;
5. int currcons; 579

// The function first obtains the console number currcons according to the position of the tty

// in the tty table used by the current console, and then calculates (CHARS()) the number of

// characters nr contained in the current tty write queue, and loops out each character one

// by one for processing. However, if the current console is stopped due to a pause command

// issued by the keyboard or program (such as the button Ctrl-S), then the function stops

// processing the characters in the write queue and exits the function. In addition, if the

// control character CAN (Cancel, ASCII code 24, generated by Ctrl-X) or SUB (Substitute, 26,

// Ctrl-Z) is taken, then if the character is received during the escaping or control sequence,

// then the sequence will not execute and will terminate immediately, with the subsequent

// characters displayed. Note that the con\_write() function only processes the characters

// currently in the write queue when fetching the number of characters in the queue. It is

// possible to read the number of characters during a sequence being placed in the write queue, // so the 'state' may be in the other state of processing the escape or control sequence when // the function exits last time.

1. currcons = tty - tty\_table;
2. if ((currcons>=MAX\_CONSOLES) || (currcons<0))
3. panic("con\_write: illegal tty");

583

1. nr = CHARS(tty->write\_q); // get nr of chars in the write queue.
2. while (nr--) {
3. if (tty->stopped)
4. break;
5. GETCH(tty->write\_q,c); // get one character.
6. if (c == 24 || c == 26) // Control chars: Cancel or Substitute.
7. state = ESnormal; 591 switch(state) {

// If the character extracted is a normal display character, the corresponding display character

// is directly taken out from the current mapped character set, and placed at the display memory // position where the current cursor is located, that is, the character is directly displayed.

// Then move the cursor position to the right by one character position. Specifically, if the

// character is not a control character or an extended character, ie (31<c<127), then if the

// current cursor is at the end of the line, or at a position other than the end, the cursor

// is moved to the first column of the next line. And adjust the memory pointer pos corresponding // to the cursor position. The character is then written to the display memory pos, and the // cursor is shifted to the right by 1 column, and pos is also moved 2 bytes correspondingly.

1. case ESnormal:
2. if (c>31 && c<127) { // normal display char.
3. if (x>=video\_num\_columns) { // change line?
4. x -= video\_num\_columns;
5. pos -= video\_size\_row;
6. lf(currcons);
7. }
8. \_\_asm\_\_("movb %2,%%ah\n\t" // write char.
9. "movw %%ax,%1\n\t"
10. ::"a" (translate[c-32]),
11. "m" (\*(short \*)pos),
12. "m" (attr)
13. :"ax");
14. pos += 2;
15. x++;

// If 'c' is the escape character ESC, the state is converted to ESesc (line 637).

// If c is LF(10), or VT(11), or FF(12), the cursor moves to the next line.

// If c is a carriage return CR (13), move the cursor to the head column (column 0). // If c is DEL(127), the character to the left of the cursor is erased and the cursor is moved // to the erased character position.

// If c is BS (backspace, 8), move the cursor to the left by 1 column and adjust the cursor // corresponding to the memory pointer pos.

1. } else if (c==27) // ESC - escape char.
2. state=ESesc;
3. else if (c==10 || c==11 || c==12)
4. lf(currcons);
5. else if (c==13) // CR - carriage return.
6. cr(currcons);
7. else if (c==ERASE\_CHAR(tty))
8. del(currcons);
9. else if (c==8) { // BS - backspace.
10. if (x) {
11. x--;
12. pos -= 2;
13. }

// If c is horizontal tab HT(9), the cursor is moved to a multiple of 8. If the number of cursor // columns exceeds the maximum columns on the screen, then move the cursor to the next line. // If c is the bell BEL (7), the system beep function is called, and the speaker sounds. // If c is the control character SO(14) or SI(15), the character set G1 or G0 is selected as // the display character set accordingly.

1. } else if (c==9) { // HT - Horizontal Tab.
2. c=8-(x&7);
3. x += c;
4. pos += c<<1;
5. if (x>video\_num\_columns) {
6. x -= video\_num\_columns;
7. pos -= video\_size\_row;
8. lf(currcons);
9. }
10. c=9;
11. } else if (c==7) // BEL - Bell.
12. sysbeep();
13. else if (c == 14) // SO - Shift out, use G1.
14. translate = GRAF\_TRANS;
15. else if (c == 15) // SI - Shift in, use G0.
16. translate = NORM\_TRANS;
17. break;

// If the escape character ESC (0x1b = 27) is received in the ESnormal state, it goes to this // state processing. This state processes the control characters or escape characters in c. // After processing, the default state will be ESnormal.

1. case ESesc:
2. state = ESnormal;
3. switch (c)
4. {
5. case '[': // ESC [ - CSI sequence.
6. state=ESsquare;
7. break;
8. case 'E': // ESC E - cursor next line & col 0.
9. gotoxy(currcons,0,y+1);
10. break;
11. case 'M': // ESC M - moves up one line.
12. ri(currcons);
13. break;
14. case 'D': // ESC D - moves to next line.
15. lf(currcons);
16. break;
17. case 'Z': // ESC Z - device property query.
18. respond(currcons,tty);
19. break;
20. case '7': // ESC 7 - save cursor position.
21. save\_cur(currcons);
22. break;
23. case '8': // ESC 8 - restore cursor position.
24. restore\_cur(currcons);
25. break;
26. case '(': case ')': // ESC (、ESC ) - select char set.
27. state = ESsetgraph;
28. break;
29. case 'P': // ESC P - set terminal parameters.
30. state = ESsetterm;
31. break;
32. case '#': // ESC # - modify line attributs.
33. state = -1;
34. break;
35. case 'c': // ESC c - reset to default settings.
36. tty->termios = DEF\_TERMIOS;
37. state = restate = ESnormal;
38. checkin = 0;
39. top = 0;
40. bottom = video\_num\_lines;
41. break;
42. /\* case '>': Numeric keypad \*/
43. /\* case '=': Appl. keypad \*/
44. } 681 break;

// If the character '[' is received in the state ESesc, it indicates that it is a CSI control

// sequence, so it goes to the state ESsequare to handle. First, the array par[] used to save

// the parameters of the ESC sequence is cleared, the index variable npar points to the first

// item, and we set the state to start the parameter ESgetpars. However, if the character received

// at this time is '[', it indicates that the sequence sent by the keyboard function key has

// been received, so the next state is set to ESfunckey. If the received character is not '?', // go directly to the state ESgetpars to handle. If the received character is '?', it indicates // that the sequence is a private sequence of terminal devices, followed by a function character. // So go to the next character and go to the state ESgetpars to handle the code. 682 case ESsquare:

1. for(npar=0;npar<NPAR;npar++) // Initialize para array.
2. par[npar]=0;
3. npar=0;
4. state=ESgetpars;
5. if (c =='[') /\* Function key \*/ // 'ESC [['
6. { state=ESfunckey;
7. break;
8. }
9. if (ques=(c=='?'))
10. break;

// This state indicates that we are going to receive the parameter values of the control sequence

// at this time. The parameters are represented in decimal numbers, and we convert the received

// numeric characters to values and save them to the par[] array. If you receive a semicolon

// ';', it remains in this state and saves the received parameter value in the next item in // the array par[].If it is not a numeric character or a semicolon, indicating that all parameters // have been obtained, then move to the state ESgotpars to process.

1. case ESgetpars:
2. if (c==';' && npar<NPAR-1) {
3. npar++;
4. break;
5. } else if (c>='0' && c<='9') {
6. par[npar]=10\*par[npar]+c-'0';
7. break;
8. } else state=ESgotpars;

// The ESgotpars state indicates that we have received a complete control sequence. At this

// point we can process the control sequence based on the ending character received in this

// state. However, before processing, if we received '?' in the ESsquare state, this sequence

// is a private sequence of terminal devices. This kernel does not support the processing of // this sequence, so we directly restore to the ESnormal state. Otherwise go to the corresponding // control sequence. After the sequence is processed, the state is restored to ESnormal.

1. case ESgotpars:
2. state = ESnormal;
3. if (ques) // received '?'
4. { ques =0;
5. break;
6. }
7. switch(c) {

// If c is 'G' or '`', the first value in par[] represents the column number, and if it is not // zero, the cursor is shifted to the left by one column.

// If c is 'A', the first value represents the number of lines moved up by the cursor. If the // parameter is 0, it moves up one line.

// If c is 'B' or 'e', the first parameter represents the number of lines moved down by the // cursor. If the parameter is 0, it will move down one line.

// If c is 'C' or 'a', the first parameter represents the number of columns to the right of // the cursor. If the parameter is 0, it is shifted to the right by 1 column.

// If c is 'D', the first parameter represents the number of columns to the left of the cursor.

// If the parameter is 0, it will be shifted to the left by 1 column.

1. case 'G': case '`': // CSI Pn G -move horizontally
2. if (par[0]) par[0]--;
3. gotoxy(currcons,par[0],y);
4. break;
5. case 'A': // CSI Pn A - move up.
6. if (!par[0]) par[0]++;
7. gotoxy(currcons,x,y-par[0]);
8. break;
9. case 'B': case 'e': // CSI Pn B - move down.
10. if (!par[0]) par[0]++;
11. gotoxy(currcons,x,y+par[0]);
12. break;
13. case 'C': case 'a': // CSI Pn C - move right.
14. if (!par[0]) par[0]++;
15. gotoxy(currcons,x+par[0],y);
16. break;
17. case 'D': // CSI Pn D - move left.
18. if (!par[0]) par[0]++;
19. gotoxy(currcons,x-par[0],y);
20. break;

// If c is 'E', the first value represents the number of lines the cursor moves down and returns // to column 0. If the value is 0, it will move down one line.

// If c is 'F', the first value represents the number of lines the cursor is moving up and returns // to column 0. If the parameter is 0, it moves up one line.

// If c is 'd', the first value represents the line number (counted from 0) that the cursor // is required to have.

// If c is 'H' or 'f', the first value represents the line number to which the cursor is moved, // and the second parameter represents the column number to which the cursor is moved.

1. case 'E': // CSI Pn E - move down, col 0.
2. if (!par[0]) par[0]++;
3. gotoxy(currcons,0,y+par[0]);
4. break;
5. case 'F': // CSI Pn F - move up, col 0.
6. if (!par[0]) par[0]++;
7. gotoxy(currcons,0,y-par[0]);
8. break;
9. case 'd': // CSI Pn d - set cursor line no.
10. if (par[0]) par[0]--;
11. gotoxy(currcons,x,par[0]);
12. break;
13. case 'H': case 'f': // CSI Pn H -set cusor postion.
14. if (par[0]) par[0]--;
15. if (par[1]) par[1]--;
16. gotoxy(currcons,par[1],par[0]);
17. break;

// If the character c is 'J' (sequence 'ESC [ Ps J'), the first parameter represents the way // the screen is cleared related to the cursor position.

// If c is 'K' ('ESC [ Ps K'), the first parameter represents the way in which the characters // in the line are deleted related to the cursor position.

// If c is 'L' ('ESC [ Pn L'), it means that n lines are inserted at the cursor position.

// If c is 'M' ('ESC [ Pn M'), it means that n lines are deleted at the cursor position.

// If c is 'P' ('ESC [ Pn P'), it means that n chars are deleted at the cursor position.

// If c is '@' ('ESC [ Pn @'), it means that n chars are inserted at the cursor position.

1. case 'J': // CSI Pn J - erase chars on screen.
2. csi\_J(currcons,par[0]);
3. break;
4. case 'K': // CSI Pn K - erase chars in a line. 749 csi\_K(currcons,par[0]);
5. break;
6. case 'L': // CSI Pn L - insert lines.
7. csi\_L(currcons,par[0]);
8. break;
9. case 'M': // CSI Pn M - delete lines.
10. csi\_M(currcons,par[0]);
11. break;
12. case 'P': // CSI Pn P - delete chars.
13. csi\_P(currcons,par[0]);
14. break;
15. case '@': // CSI Pn @ - insert chars.
16. csi\_at(currcons,par[0]);
17. break;

// If c is 'm' ('ESC [Pn m'), it means changing the display attributes of the characters at // the cursor, such as bolding.

// If c is 'r' ('ESC [Pn;Pn r'), it means that the starting line number and the ending line // number of the scrolling are set with two parameters.

// If c is 's' ('ESC [Pn s'), it means that the current cursor position is saved.

// If c is 'u' ('ESC [Pn u'), it means that the cursor is restored to the saved postion.

1. case 'm': // CSI Ps m - set char attributes.
2. csi\_m(currcons);
3. break;
4. case 'r': // CSI Pn;Pn r - set scroll range.
5. if (par[0]) par[0]--;
6. if (!par[1]) par[1] = video\_num\_lines;
7. if (par[0] < par[1] &&
8. par[1] <= video\_num\_lines) {
9. top=par[0];
10. bottom=par[1];
11. }
12. break;
13. case 's': // CSI s - saved cursor postion.
14. save\_cur(currcons);
15. break;
16. case 'u': // CSI u - restore cursor postion.
17. restore\_cur(currcons);
18. break;

// If the character c is 'l' or 'b', it means setting the screen black screen interval time

// and setting the bold character display, respectively. At this time, par[1] and par[2] are

// feature values, which must be par[1]=par[0]+13;par[2]= par[0]+17 respectively. Under this // condition, if c is 'l', then par[0] is the number of minutes to delay when starting a black // screen; if c is 'b', the bold character attribute is set in par[0] value.

1. case 'l': /\* blank interval \*/
2. case 'b': /\* bold attribute \*/
3. if (!((npar >= 2) &&
4. ((par[1]-13) == par[0]) &&
5. ((par[2]-17) == par[0])))
6. break;
7. if ((c=='l')&&(par[0]>=0)&&(par[0]<=60))
8. {
9. blankinterval = HZ\*60\*par[0];
10. blankcount = blankinterval;
11. }
12. if (c=='b')
13. vc\_cons[currcons].vc\_bold\_attr
14. = par[0];
15. }
16. break;

// The status ESfunckey indicates that we have received a sequence from the function keys on // the keyboard. We don't need to display it, so we return to the normal state of ESnormal.

1. case ESfunckey: // keyboard function key.
2. state = ESnormal;
3. break;

// The state ESsetterm indicates that it is in the device control string (DCS) sequence state. // At this time, if the character 'S' is received, the initial display character attribute is // restored. If the character is 'L' or 'l', the folding display mode is turned on or off.

1. case ESsetterm: /\* Setterm functions. \*/
2. state = ESnormal;
3. if (c == 'S') {
4. def\_attr = attr;
5. video\_erase\_char = (video\_erase\_char&0x0ff) |

(def\_attr<<8);

1. } else if (c == 'L')
2. ; /\*linewrap on\*/
3. else if (c == 'l')
4. ; /\*linewrap off\*/
5. break;

// The state ESsetgraph indicates that the set character set escape sequence 'ESC (' or 'ESC )' // has been received. They are used to specify the character set used by G0 and G1, respectively.

// At this time, if the character '0' is received, the graphic character set is selected as // G0 and G1, and if the received character is 'B', the ordinary ASCII character set is selected // as the character set of G0 and G1.

1. case ESsetgraph: // 'CSI (0' or 'CSI (B' - select char set.
2. state = ESnormal;
3. if (c == '0')
4. translate = GRAF\_TRANS; 814 else if (c == 'B')

815 translate = NORM\_TRANS; 816 break;

1. default:
2. state = ESnormal;
3. }
4. }

// Finally, set the cursor position in the display controller with the value set above.

1. set\_cursor(currcons);
2. }

823

1. /\*
2. \* void con\_init(void);
3. \*
4. \* This routine initalizes console interrupts, and does nothing 828 \* else. If you want the screen to clear, call tty\_write with 829 \* the appropriate escape-sequece.
5. \*
6. \* Reads the information preserved by setup.s to determine the current display
7. \* type and sets everything accordingly.
8. \*/
9. void con\_init(void)
10. {
11. register unsigned char a;
12. char \*display\_desc = "????";
13. char \*display\_ptr;
14. int currcons = 0; // current console no.
15. long base, term;
16. long video\_memory; 842

// First, according to the system hardware parameters obtained by the setup.s program, several // static global variables specific to this function are initialized (see lines 60-68).

1. video\_num\_columns = ORIG\_VIDEO\_COLS;
2. video\_size\_row = video\_num\_columns \* 2; // bytes used by a display row.
3. video\_num\_lines = ORIG\_VIDEO\_LINES; // lines of the display.
4. video\_page = ORIG\_VIDEO\_PAGE; // display page.
5. video\_erase\_char = 0x0720; // char: 0x20, attr: 0x07.
6. blankcount = blankinterval; // unit: ticks.

849

// Then, according to whether the display mode is monochrome or color, the display memory start

// position and the display register index port number and the display register data port number // are respectively set. If the obtained BIOS display mode is equal to 7, it means that it is // a monochrome display card.

850 if (ORIG\_VIDEO\_MODE == 7) /\* Is this a monochrome display? \*/ 851 {

1. video\_mem\_base = 0xb0000; // start addr of monochrome display.
2. video\_port\_reg = 0x3b4; // index register port.
3. video\_port\_val = 0x3b5; // data register port.

// Then we determine whether the display card is a monochrome card or a color card according

// to the display mode information obtained by the BIOS interrupt int 0x10 function 0x12. If

// the return value of the BX register obtained by the interrupt is not equal to 0x10, it means

// that it is an EGA card, so the initial display type is EGA monochrome. Although there is

// more display memory on the EGA card, it can only use up to 32KB of display memory with an

// address range between 0xb0000--0xb8000 in monochrome mode. The code then sets the display // description string to 'EGAm' and it will be displayed in the upper right corner of the screen // during system initialization.

// Note that the BX register is used to determine the type of card if it is changed before and

// after the interrupt int 0x10 is called. If the value of the BL is changed after the interrupt

// is called, it means that the display card supports the Ah=12h function call, which is a type

// of VGA or later VGA. If the return value of the interrupt call has not changed, indicating // that the display card does not support this function, it indicates that it is a general

// monochrome display card.

1. if ((ORIG\_VIDEO\_EGA\_BX & 0xff) != 0x10)
2. {
3. video\_type = VIDEO\_TYPE\_EGAM; // video type (EGA mono).
4. video\_mem\_term = 0xb8000; // video memory end address.
5. display\_desc = "EGAm";
6. }

// If the value of the BX register is equal to 0x10, it means a monochrome display card MDA // and only 8KB of display memory. 861 else

1. {
2. video\_type = VIDEO\_TYPE\_MDA; // MDA mono.
3. video\_mem\_term = 0xb2000; // memory end address.
4. display\_desc = "\*MDA";
5. } 867 }

// If the display mode is not 7, it indicates a color display card. At this time, the display // memory starting address used in the text mode is 0xb8000.

1. else /\* If not, it is color. \*/
2. {
3. can\_do\_colour = 1; // can use color flag.
4. video\_mem\_base = 0xb8000; // memory start address.
5. video\_port\_reg = 0x3d4; // index register port.
6. video\_port\_val = 0x3d5; // data register port.

// Then judge the display card category. If BX is not equal to 0x10, it means that it is an // EGA card. At this time, a total of 32KB of display memory is available (0xb8000-0xc0000).

// Otherwise, it is a CGA card and can only use 8KB display memory (0xb8000-0xba000).

1. if ((ORIG\_VIDEO\_EGA\_BX & 0xff) != 0x10)
2. {
3. video\_type = VIDEO\_TYPE\_EGAC; // EGA type.
4. video\_mem\_term = 0xc0000; // mem end address.
5. display\_desc = "EGAc";
6. }
7. else
8. {
9. video\_type = VIDEO\_TYPE\_CGA; // CGA type.
10. video\_mem\_term = 0xba000; // meme end address.
11. display\_desc = "\*CGA";
12. }
13. }

// Now let's calculate the number of virtual consoles that can be opened on the current display

// card. The number of virtual consoles allowed by the hardware is equal to the total amount

// of memory video\_memory divided by the number of bytes occupied by each virtual console. The // number of display memory occupied by each virtual console is equal to the number of lines // multiplied by the number of bytes per line of characters: video\_num\_lines \* video\_size\_row.

// If the number of virtual consoles allowed is greater than the maximum number of system-defined

// MAX\_CONSOLES, set the number of virtual consoles to MAX\_CONSOLES. If the number of virtual

// consoles thus calculated is 0, it is set to 1.Finally, the total number of video memory divided // by the number of virtual consoles is the number of bytes of memory occupied by each virtual // console (vc).

1. video\_memory = video\_mem\_term - video\_mem\_base;
2. NR\_CONSOLES = video\_memory / (video\_num\_lines \* video\_size\_row);
3. if (NR\_CONSOLES > MAX\_CONSOLES) // MAX\_CONSOLES = 8
4. NR\_CONSOLES = MAX\_CONSOLES;
5. if (!NR\_CONSOLES)
6. NR\_CONSOLES = 1;
7. video\_memory /= NR\_CONSOLES; // memory of each vc.

894

895 /\* Let the user known what kind of display driver we are using \*/

896

// Then we display the description string in the upper right corner of the screen. The method // used is to write the string directly to the corresponding location in the display memory. // First, the display pointer display\_ptr points to the last 4 characters of the right end of // the first line (each character requires 2 bytes, so minus 8), and then cyclically copies // the character of the string, and reserve one attribute byte for each character.

1. display\_ptr = ((char \*)video\_mem\_base) + video\_size\_row - 8;
2. while (\*display\_desc)
3. {
4. \*display\_ptr++ = \*display\_desc++;
5. display\_ptr++;
6. }

903

904 /\* Initialize the variables used for scrolling (mostly EGA/VGA) \*/

905

// Note that the current virtual console number currcons has been initialized to 0 at this time. // So the following is actually the initialization of all the fields in the structure vc\_cons[0].

// For example, the symbol 'origin' here has been defined as 'vc\_cons[0].vc\_origin' on line

// 115 above. Below we first set the default scrolling start memory location video\_mem\_start // and the default scrolling last line memory location (actually they are part of the display // memory area occupied by console 0), and then set other properties of virtual console 0. 906 base = origin = video\_mem\_start = video\_mem\_base; // default scroll start address 907 term = video\_mem\_end = base + video\_memory; // end mem of #0 vc.

1. scr\_end = video\_mem\_start + video\_num\_lines \* video\_size\_row; // end mem of scroll.
2. top = 0; // top line number of scrolling.
3. bottom = video\_num\_lines; // bottom line number of scrolling.
4. attr = 0x07; // default attribute (white on black).
5. def\_attr = 0x07; // set default char attribute.
6. restate = state = ESnormal; // current and next state of escape sequence.
7. checkin = 0;
8. ques = 0; // got question mark flag.
9. iscolor = 0; // color flag.
10. translate = NORM\_TRANS; // char set used (ordinary ASCII table).
11. vc\_cons[0].vc\_bold\_attr = -1; // bold char attribute flag (-1 not used).

919

// After setting the current cursor position of console 0 and the memory location pos // corresponding to the cursor, we loop through the structure of the remaining virtual consoles. // Except for the start and end positions of the display memory occupied by each, their remaining // initial values are basically the same as console 0.

1. gotoxy(currcons,ORIG\_X,ORIG\_Y);
2. for (currcons = 1; currcons<NR\_CONSOLES; currcons++) {
3. vc\_cons[currcons] = vc\_cons[0]; // copy structure data of #0
4. origin = video\_mem\_start = (base += video\_memory);
5. scr\_end = origin + video\_num\_lines \* video\_size\_row;
6. video\_mem\_end = (term += video\_memory);
7. gotoxy(currcons,0,0); // cursor is at top left.
8. }

// Finally, set the screen origin (upper left corner) position of the current foreground console

// and the cursor position in the display controller, and set the keyboard interrupt 0x21 trap

// gate descriptor. The masking of the keyboard interrupt is then disabled, allowing the IRQ1

// request signal from the keyboard to be responded to. Finally reset the keyboard controller // to allow the keyboard to start working properly.

1. update\_screen(); // update foreground origin & cursor pos.
2. set\_trap\_gate(0x21,&keyboard\_interrupt); // refer to system.h, line 36.
3. outb\_p(inb\_p(0x21)&0xfd,0x21); // cancel masking of keyboard.
4. a=inb\_p(0x61); // read keyboard port 0x61 (8255A PB).
5. outb\_p(a|0x80,0x61); // disable keyboard (set bit 7).
6. outb\_p(a,0x61); // enabe it again to reset keyboard. 934 }

935

// Update the current foreground console.

// Switch the foreground console to the virtual console specified by fg\_console. fg\_console // is the foreground virtual console number set.

1. void update\_screen(void)
2. {
3. set\_origin(fg\_console); // set the scroll start memory address.
4. set\_cursor(fg\_console); // set cursor position in the controller. 940 }

941

942 /\* from bsd-net-2: \*/

943

//// Stop beeping.

// Reset bit 1 and bit 0 of the 8255A PB port. See the timer programming instructions after // the kernel/sched.c program.

1. void sysbeepstop(void)
2. {
3. /\* disable counter 2 \*/
4. outb(inb\_p(0x61)&0xFC, 0x61);
5. }

949

950 int beepcount = 0; // beeping counts (ticks).

951

// Turn on the beep.

// Bit 1 of the 8255A chip PB port is used as the door open signal of the speaker; bit 0 is

// used as the door signal of the 8253 timer 2, and the output pulse of the timer is sent to

// the speaker as the frequency at which the speaker emits sound. Therefore, to make the speaker

// beep, two steps are required: first turn on the PB port (0x61) bit 1 and bit 0 (set), then

// set the timer 2 channel to send a certain timing frequency. See the 8259A interrupt controller // chip programming method after the boot/setup.s program, and refer to the programming

// instructions for the timer after the kernel/sched.c program.

1. static void sysbeep(void)
2. {
3. /\* enable counter 2 \*/
4. outb\_p(inb\_p(0x61)|3, 0x61);
5. /\* set command for counter 2, 2 byte write \*/
6. outb\_p(0xB6, 0x43); // timer control word register port.
7. /\* send 0x637 for 750 HZ \*/
8. outb\_p(0x37, 0x42); // send high & low count bytes to channel 2.
9. outb(0x06, 0x42);
10. /\* 1/8 second \*/
11. beepcount = HZ/8;
12. }

964

//// Copy the screen.

// Copy the screen contents to the user buffer arg specified by the parameter.

// The parameter arg has two purposes, one is to pass the console number, and the other is to // act as a user buffer pointer.

1. int do\_screendump(int arg)
2. {
3. char \*sptr, \*buf = (char \*)arg;
4. int currcons, l; 969

// The function first verifies the buffer capacity provided by the user, and if it is not enough,

// it expands appropriately. Then take the console number currcons from its beginning. After // determining that the console number is valid, all the memory contents of the console screen // are copied to the user buffer.

1. verify\_area(buf,video\_num\_columns\*video\_num\_lines);
2. currcons = get\_fs\_byte(buf);
3. if ((currcons<1) || (currcons>NR\_CONSOLES))
4. return -EIO;
5. currcons--;
6. sptr = (char \*) origin;
7. for (l=video\_num\_lines\*video\_num\_columns; l>0 ; l--)
8. put\_fs\_byte(\*sptr++,buf++);
9. return(0);
10. }

980

// Black screen processing.

// When the user does not press any button during the blankInterval interval, the screen is // blacked out to protect the screen.

1. void blank\_screen()
2. {
3. if (video\_type != VIDEO\_TYPE\_EGAC && video\_type != VIDEO\_TYPE\_EGAM)
4. return;
5. /\* blank here. I can't find out how to do it, though \*/
6. }

987

// Restore the black screen.

// When the user presses any button, the screen in the black screen state is restored.

1. void unblank\_screen()
2. {
3. if (video\_type != VIDEO\_TYPE\_EGAC && video\_type != VIDEO\_TYPE\_EGAM)
4. return;
5. /\* unblank here \*/
6. }

994

//// The console print function.

// This function is only used by the kernel display function printk() (kernel/printk.c) to print

// kernel information on the current foreground console. The processing method is to loop out

// the characters in the buffer and control the cursor movement or directly display on the screen // according to the characteristics of the characters. The argument b is a null-terminated string // buffer pointer.

995 void console\_print(const char \* b) 996 {

1. int currcons = fg\_console;
2. char c; 999

// Cycle through the characters in the buffer. If the current character is a newline character,

// a carriage return line feed operation is performed on the cursor; then the next character // is processed. If it is a carriage return, it will directly perform a carriage return. Then // go to the next character.

1. while (c = \*(b++)) {
2. if (c == 10) {
3. cr(currcons);
4. lf(currcons);
5. continue;
6. }
7. if (c == 13) {
8. cr(currcons);
9. continue; 1009 }

// After reading a character that is not a carriage return or a newline, if you find that the

// current cursor column position has reached the right end of the screen, let the cursor fold

// back to the beginning of the next line. Then place the character at the memory location where // the cursor is located, which is displayed on the screen. Move the cursor right one column // to prepare for the next character.

1. if (x>=video\_num\_columns) {
2. x -= video\_num\_columns;
3. pos -= video\_size\_row;
4. lf(currcons); 1014 }

// The register AL is the character to be displayed. Here the attribute byte is placed in AH, // and then the AX content is stored in the cursor memory location pos, that is, the character // is displayed at the cursor.

1. \_\_asm\_\_("movb %2,%%ah\n\t" // attribute byte -> ah.
2. "movw %%ax,%1\n\t" // put value of ax to pos.
3. ::"a" (c),
4. "m" (\*(short \*)pos),
5. "m" (attr)
6. :"ax");
7. pos += 2;
8. x++;
9. }

// Finally, set the cursor position in the display controller with the value set above.

1. set\_cursor(currcons);
2. }

1026

### 10.3.3 Infomation

#### 10.3.3.1 VGA adapter programming

Here we only give instructions on IBM VGA and its compatible graphics card ports, mainly describing the general programming ports of MDA, CGA, EGA and VGA display control cards. These ports are compatible with the MC6845 chip used by the CGA. The names and uses are shown in Table 10-5. The CGA/EGA/VGA port (0x3d0-0x3df) is taken as an example for description. The port range of the MDA is 0x3b0 - 0x3bf.

The basic steps for programming the display card are: first write the 0--17 value into the index register of the display card (port 0x3d4), select one of the display control internal registers (r0--r17), and the data register port (0x3d5) ) corresponds to the internal register. The parameters are then written to the data register port. That is, the data register port of the display card can only operate on one internal register in the display card at a time. The main internal registers of the display card are shown in Table 10-6.

Table 10-5 CGA port register name and functions

|  |  |  |
| --- | --- | --- |
| Port | R/W | Name and usage |
| 0x3b4/0x3d4 | W | 6845 index register. Used to select which register (r0-r17) is to be accessed through port 0x3d5. |
| 0x3b5/0x3d5 | W | 6845 data register. registersr 14-r17 may be read.  The function description of each data register is shown in Table 10-6. |
| 0x3b8/0x3d8 | R/W | 6845 mode control register bit 7-6 unused; bit 5=1 blinking on; bit 4=1 640\*200 B/W graphics mode; bit 3=1 enable video signal; bit 2=1 B/W, 0= color; bit 1=1 320\*200 graphics, =0 text; bit 0=1 80\*25 text; =0 40\*25 text. |
| 0x3b9/0x3d9 | R/W | CGA palette register. Choose the color you are using. bit 7-6 unused; bit 5=1 Activate the color set: cyan, magenta, white;  =0 Activate color set: red, green, blue; bit 4=1 Enhance graphics, text display background color; bit 3=1 Enhanced display of 40\*25 borders, 320\*200 background, 640\*200 foreground color bit 2=1 Display red: 40\*25 border, 320\*200 background, 640\*200 foreground; bit 1=1 Display green: 40\*25 border, 320\*200 background, 640\*200 foreground; bit 0=1 Display blue: 40\*25 border, 320\*200 background, 640\*200 foreground; |
| 0x3ba/0x3da | R | CGA status register.  bit 7-4 unused; bit 3=1 virtical retrace, RAM access OK for next 1.25ms; bit 2=1 light pen off, =0 light pen on; bit 1=1 light pen trigger set; bit 0=1 access memory without disturbing the display; = 0 Do not use memory at this time. |
| 0x3bb/0x3db | W | Clear the light pen latch (reset the light pen register). |
| 0x3dc | R/W | Pre-set the light pen latch (forced light pen strobe is valid). |

Table 10-6 MC6845 internal data register and initial values

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| Reg. | Register name | Unit | R/W | 40\*25mode | 80\*25 mode | Graphics mode |
| r0 r1 r2 r3 | Horizontal Total  Horizontal Displayed  Horizontal Sync Position  Horizontal Sync Paulse Width | Char  Char  Char  Char | W  W  W  W | 0x38  0x28  0x2d  0x0a | 0x71  0x50  0x5a  0x0a | 0x38  0x28  0x2d  0x0a |
| r4 r5 r6 r7 | Vertical Total  Vertical Total Adjust  Vertical Displayed  Vertical Sync Position | Char row  Scan line  Char row  Char row | W  W  W  W | 0x1f  0x06  0x19  0x1c | 0x1f  0x06  0x19  0x1c | 0x7f  0x06  0x64  0x70 |
| r8 | Interlace Mode |  | W | 0x02 | 0x02 | 0x02 |
| r9 | Maximum Scan Line Address | Scan line | W | 0x07 | 0x07 | 0x01 |
| r10 r11 | Cursor Start  Cursor End | Scan line  Scan line | W  W | 0x06  0x07 | 0x06  0x07 | 0x06  0x07 |
| r12 r13 | Start Mem Address (High)  Start Mem Address (Low) |  | W  W | 0x00  0x00 | 0x00  0x00 | 0x00  0x00 |
| r14 r15 | Cursor position (High)  Cursor position (Low) |  | R/W  R/W | Vary |  |  |
| r16 r17 | Light Pen (High)  Light Pen (Low) |  | R  R | Vary |  |  |

#### 10.3.3.2 Principles of scrolling operation

Scrolling refers to moving a piece of text on the specified start and end lines on the screen up (scroll up) or down (scroll down). If you think of the screen as a window that displays the corresponding screen content on the memory, moving the screen contents up is to move the window down the display memory; moving the screen contents down is to move the window up. In the program, the starting position 'origin' of the video memory in the controller is re-set, and the corresponding variables in the adjustment program are adjusted. There are two cases for each of these two operations.

For the scroll up, when the corresponding display memory window of the screen is still within the display memory range after moving downward, that is, the memory block position corresponding to the current screen is always between the memory start position (video\_mem\_start) and the end position video\_mem\_end, then we only need to adjust the starting display memory location in the display controller. However, when the position of the memory block corresponding to the screen moves beyond the end of the actual memory (video\_mem\_end), it is necessary to move the data in the corresponding memory to ensure that all current screen data falls within the display memory range. In this second case, the program moves the memory data corresponding to the screen to the beginning of the actual display memory (video\_mem\_start).

The actual processing in the program is carried out in three steps. First adjust the screen display starting position origin; then determine whether the corresponding screen memory data exceeds the display memory lower bound (video\_mem\_end), if it is exceeded, move the screen corresponding memory data to the beginning of the actual display memory (video\_mem\_start); The new line that appears on the screen is filled with space characters. The operation diagram is shown in Figure 10-8. Figure (a) corresponds to the first simple case, and Figure (b) corresponds to the case when the memory data needs to be moved.
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Figure 10-8 Schematic diagram of scroll up operation

Scrolling down the screen is similar to scrolling up and encounters two similar situations. Just because the screen window moves up, a blank line appears at the top of the screen, and when the memory corresponding to the screen content exceeds the display memory range, the screen data memory block needs to be moved down to the end position of the display memory.

#### 10.3.3.3 Terminal Control Commands

Terminal devices usually have two functions, which serve as information input devices (keyboards) and output devices (displays) for the computer. The terminal can have a number of control commands that cause the terminal to perform certain operations rather than just displaying a character on the screen. In this way, the computer can order the terminal to perform operations such as moving the cursor, switching the display mode, and ringing. Terminal control commands can be further divided into two categories: control character commands and ANSI escape control sequences. As we discussed briefly, the console.c (including the keyboard.s above) program in the Linux kernel can actually be seen as a simulated terminal emulator. Therefore, in order to understand the processing of the console.c program, we outline how the program in the ROM in a terminal device handles the code data received from the host. We first briefly describe the structure of the ASCII code table, and then explain how the terminal device handles the received control characters and control sequence string code.

1. Character encoding method

The conventional character terminal uses an 8-bit encoding scheme of ANSI (American National Standards Institute) and ISO (International Standards Organization) standards and a 7-bit code extension technique. ANSI and ISO specify character encoding standards in the computer and communications fields. The ANSI X3.4-1977 and ISO 646-1977 standards define the American Standard Code for Information Interchange, the ASCII code set. The ANSI X3.41-1974 and ISO 2022.2 standards describe code extension techniques for 7-bit and 8-bit code sets. ANSI X3.32, ANSI X3.64-1979 has developed a method for representing terminal control characters using text characters in ASCII code. Although the Linux 0.1x kernel only implements compatibility with VT100 and VT102 terminal devices of Digital Equipment Corporation DEC (now incorporated into Compaq and HP), and these two de facto standard terminal devices only support 7-bit encoding schemes. However, for the sake of completeness and convenience of description, here we also introduce the 8-bit coding scheme.

1. ASCII code table

ASCII code has 7-bit and 8-bit code representation. The 7-bit code table has a total of 128 character codes, as shown in the left half of Table 10-7. Each of the rows represents a value of 4 bits lower in 7 bits, and each column is a high 3 bit value. For example, the binary value of the code 'A' of column 4 and row 1 is 0b0100, 0001 (0x41), and the decimal value is 65.

The characters in the table are divided into two types. One is a control character composed of the first and second columns, and the rest are graphic characters or display characters, text characters. The terminal will process the two types of characters separately. Graphic characters are characters that can be displayed on the screen, while control characters are usually not displayed on the screen. Control characters are used for special control during data communication and text processing. In addition, the DEL character (0x7F) is also a control character, and the space character (0x20) can be either a normal text character or a control character. Control characters and their functions have been standardized by ANSI, and the names are ANSI standard mnemonics. For example: CR (Carriage Return), FF (Form Feed) and CAN (Cancel). Usually the 7-bit encoding method is also applicable to 8-bit encoding. Tables 10-7 are 8-bit code tables (where the left half of the table is identical to the 7-bit code table), with the extension code for the right half not listed.

Table 10-7 8-bit ASCII code table

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  | 0 | 1 | 2 |  | 3 | 4 | 5 | 6 | 7 | 8 | 9 | A | B | C | D | E | F |
| 0 | NUL | DLE | SP |  | 0 | @ | P | ` | p |  |  | 无 |  |  |  |  |  |
| 1 | SOH | DC1 | ! |  | 1 | A | Q | a | q |  |  |  |  |  |  |  |  |
| 2 | STX | DC2 | " |  | 2 | B | R | b | r |  |  |  |  |  |  |  |  |
| 3 | ETX | DC3 | # |  | 3 | C | S | c | s |  |  |  |  |  |  |  |  |
| 4 | EOT | DC4 | $ |  | 4 | D | T | d | t | IND |  |  |  |  |  |  |  |
| 5 | ENQ | NAK | % |  | 5 | E | U | e | u | NEL |  |  |  |  |  |  |  |
| 6 | ACK | SYN | & |  | 6 | F | V | f | v | SSA |  |  |  |  |  |  |  |
| 7 | BEL | ETB | ' |  | 7 | G | W | g | w | ESA |  |  |  |  |  |  |  |
| 8 | BS | CAN | ( |  | 8 | H | X | h | x | HTS |  |  |  |  |  |  |  |
| 9 | HT | EM | ) |  | 9 | I | Y | i | y | HTJ |  |  |  |  |  |  |  |
| A | LF | SUB | \* |  | : | J | Z | j | z | VTS |  |  |  |  |  |  |  |
| B | VT | ESC | + |  | ; | K | [ | k | { | PLD | CSI |  |  |  |  |  |  |
| C | FF | FS | , |  | < | L | \ | l | | | PLU | ST |  |  |  |  |  |  |
| D | CR | GS | - |  | = | M | ] | m | } | RI | OSC |  |  |  |  |  |  |
| E | SO | RS | . |  | > | N | ^ | n | ~ | SS2 | PM |  |  |  |  |  |  |
| F | SI | US | / |  | ? | O | \_ | o | DEL | SS3 | APC |  |  |  |  |  | NIL |
|  | C0 codes | |  | GL codes | | | |  |  | C1 codes | | GR codes | | | | |  |
|  | |  | 7-bit code table | | | |  |  | The right half of 8-bit code table | | | | | | |  |

It has 8 more columns of code than the 7-bit code table, and contains a total of 256 codes. Similar to the 7-bit code table, each row represents the lower 4 bit value of the 8-bit code, and each column represents the high 4-bit value. The left half of the table (column 0 - column 7) is exactly the same as the 7-bit code table, and the 8th bit of their code is 0, so this bit can be ignored. The 8th bit of each code in the right half of the table

(column 8 - column 15) is all 1, so these characters can only be used in an 8-bit environment. The 8-bit code table has two control code sets: C0 and C1. There are also two graphic character sets: the left graphic character set GL (Graphic Left) and the right graphic character set GR (Graphic Right).

The functions of the control characters in C0 and C1 cannot be changed, but we can map different display characters to the GL and/or GR areas. Various text character sets that can be used (mapped) are usually stored in the terminal device. We must first do the mapping before using them. For DEC terminal devices that have become the de facto standard, the DEC multi-national character set (ASCII character set and DEC auxiliary character set), the DEC special character set, and the National Replacement Character set (NCR) are usually stored. When the terminal device is turned on, the DEC multi-national character set is used by default.

1. Control functions

In order to direct the terminal device how to process the received data, we need to use the control function of the terminal device. By transmitting a control code or a sequence of control codes, the host can control the display processing of the characters by the terminal device, which are only used to control the display, processing and transmission of text characters, and are not themselves displayed on the screen. Control functions have many uses, such as moving the cursor position on the display, deleting a line of text, changing characters, changing the character set, and setting the terminal operating mode. We can use all the control functions in text mode and use one byte or more bytes to represent the control functions.

It can be considered that all control characters or control character sequences that are not used for display on the screen are control functions. Not all control functions perform their control operations in each ANSI-compliant terminal device, but the device should be able to recognize all control functions and ignore control functions that do not work. So usually a terminal device only implements a subset of the ANSI control functions. Because different devices use different subsets of control functions, compatibility with ANSI standards does not mean that these devices are compatible with each other. Compatibility is only reflected in the fact that various devices use the same control functions.

The single-byte control functions are the control characters in C0 and C1 shown in Table 10-7. Limited control functions are available using the control characters in C0. The control characters in C1 can provide some additional control functions, but they can only be used in an 8-bit environment. Therefore, the VT100 type terminal emulated in the Linux kernel here can only use the control characters in C0. Multi-byte control code can provide a lot of control functions. These multibyte control codes are commonly referred to as Escape Sequences, Control Sequences, and Device Control Strings. Some of these control sequences are common sequences of ANSI standards in the industry, and others are proprietary control sequences designed by manufacturers for their own products. Like the ANSI standard sequence, proprietary control sequence characters also conform to the combined standard of ANSI character codes.

1. Escape Sequences

The host can send an escape sequence to control the display position and attributes of the text characters on the terminal screen. The escape sequence begins with the control character ESC (0x1b) in C0 and is followed by one or more ASCII display characters. The ANSI standard format for escape sequences is as follows:

ESC I......I F

0x1b 0x20--0x2f 0x30--0x7e

Introducer Intermediate chars Final char

(0 or multi chars) (one char)

The ESC is an escape sequence introducer defined in the ANSI standard. After receiving the introducer code ESC, the terminal needs to save (rather than display) all subsequent control characters in a certain order.

Intermediate characters are those received after ESC in the range 0x20 -- 0x2f (column 2 in the above ASCII table). Terminals need to save them as part of the control function.

The final character is a character that is received after ESC in the range 0x30 -- 0x7e (column 3 -- 7 in the ASCII table), and the final character indicates the end of a escape sequence. The intermediate and end characters together define the function of a sequence. At this point, the terminal can perform the functions specified by the escape sequence and continue to display the characters that are subsequently received. The final character of the ANSI standard escape sequence ranges from 0x40 to 0x7e (columns 4 - 7 in the ASCII table). The final characters of the proprietary escape sequences defined by each terminal device manufacturer range from 0x30 to 0x3f (column 3 in the ASCII table). For example, here is an escape sequence that specifies G0 as the ASCII character set:

ESC ( B

0x1b 0x28 0x42

Since the escape sequence uses only 7-bit characters, we can use them in both 7-bit and 8-bit environments. Note that when using escape or control sequences, remember that they define a code sequence rather than a textual representation of the characters. One of the important uses of the escape sequence is to extend the functionality of the 7-bit control character. The ANSI standard allows us to use a 2-byte escape sequence as a 7-bit code extension to represent any control character in C1. This is a very useful feature in applications that require 7-bit compatibility. For example, the control characters CSI and IND in C1 can be represented using a 7-bit code extension form as follows:

C1 char Escape sequences

CSI ESC [

0x9b 0x1b 0x5b

IND ESC D

0x84 0x1b 0x44

In general, we can use the above code extension technology in two ways. We can use a 2-character escape sequence to represent any control character in the 8-bit code table C1. The value of the second character is the value of the corresponding character in C1 minus 0x40 (64). Alternatively, we can convert any escape sequence with second character value between 0x40 and 0x5f to produce an 8-bit control character by deleting the control character ESC and adding 0x40 to the second character.

5. Control sequences

Control Sequences start with the control character CSI (0x9b) followed by one or more ASCII graphic characters. The ANSI standard format for the control sequence is as follows:

CSI P......P I......I F

0x9b 0x30--0x3f 0x20--0x2f 0x40--0x7e

Introducer Parameter chars Intermediate chars Final char

(0 or more chars) (0 or multi chars) (one char)

The control sequence introducer is the CSI (0x9b) in the 8-bit control character C1. However, since the CSI can also be extended with the 7-bit code extension 'ESC [', all control sequences can be represented using the escaped sequence in which the second character is the left bracket '[' . After receiving the introducer CSI, the terminal needs to save (rather than display) all subsequent control characters in a certain order.

Parameter characters are characters received after CSI in the range 0x30 -- 0x3f (column 3 in the ASCII table), which are used to modify the role or meaning of the control sequence. When the parameter character begins with any '<=>?' (0x3c - 0x3f) character, the terminal will use this control sequence as a proprietary (private) control sequence. The terminal can use two types of parameter characters: numeric characters and select characters. The numeric character parameter represents a decimal number and is represented by Pn. The range is 0 -- 9. The select character parameter comes from a specified parameter list, denoted by Ps. If a control sequence contains more than one parameter, it is separated by a semicolon ';' (0x3b).

Intermediate characters are characters that are received after CSI in the range 0x20 -- 0x2f (column 2 in the ASCII table). Terminals need to save them as part of the control function. Note that the terminal device does not use intermediate characters.

The final character is a character received after CSI in the range 0x40 -- 0x7e (column 4 -- 7 in the ASCII table). The final character indicates the end of the control sequence. The intermediate and finae characters together define the function of a sequence. At this point, the terminal can perform the specified function and continue to display the characters that are subsequently received. The final character of the ANSI standard escape sequence ranges from 0x40 to 0x6f (columns 4 -- 6 in the ASCII table). The final character of the proprietary escape sequences defined by each terminal device manufacturer range from 0x70 to 0x7e (column 7 in the ASCII table). For example, the following sequence defines a control sequence that moves the screen cursor to the specified position (row 5, column 9):

CSI 5 ; 9 H 0x9b 0x35 0x3b 0x41 0x48 or:

ESC [ 5 ; 9 H

0x1b 0x5b 0x35 0x3b 0x39 0x48

Figure 10-9 shows an example of a control sequence: cancel the attributes of all characters, then turn on the attributes of underline and reverse: ESC [ 0;4;7m

Final char

ESC [ 0

; 4 ; 7 m

CSI

select chars

Parameter string

seperators

Figure 10-9 Example of control sequence

6. Terminal handling of received characters

Here is a brief description of how the terminal handles the received characters, that is, the response of the

terminal to the code sent from the application or host system. The characters received by the terminal can be divided into two categories: graphic (display or text) characters and control characters. Graphic characters are the characters that are received and displayed on the screen. The characters actually displayed on the screen depend on the selected character set. The character set can be selected through control functions.

All data received by the terminal consists of one or more character codes. These data include graphical characters, control characters, escape sequences, control sequences, and device control strings. Most of the data is made up of graphic characters that are only displayed on the screen and has no other effect. Control characters, escape sequences, control sequences, and device control strings are all "control functions," which we can use in our own programs or operating systems to indicate how the terminal processes, transmits, and displays characters. Each control function has a unique name and has a shorthand mnemonic. These names and mnemonics are standard. By default, the terminal's interpretation of a control or display character depends on the ASCII character set used. Note that for unsupported control code, the usual action taken by the terminal is to ignore it. Subsequent characters sent to the terminal that are not described here may have unpredictable consequences.

The appendix of this book gives a description of the commonly used control characters in the C0 and C1 tables, and outlines the actions that will be taken when the terminal receives it. For a particular terminal, it usually does not recognize all control characters in C0 and C1. In addition, the appendix also lists the escape sequences and control sequences used by the console.c program in the Linux 0.1x kernel. All sequences represent the sequence of control functions sent by the host, unless otherwise stated.

## 10.4 serial.c

### 10.4.1 Function

The program serial.c implements the system serial port initialization and is ready to use the serial terminal device. The default serial communication parameters are set in the rs\_init() initialization function, and the interrupt trap gate (interrupt vector) of the serial port is also set. The rs\_write() function is used to send the characters in the serial terminal device write buffer queue to the remote terminal device through the serial line. The function rs\_write() will be called when the character device file is used in the file system. When a program writes to a serial device /dev/tty64 file, the system-call sys\_write() is executed (in fs/read\_write.c). When the system call determines that the file being read is a character device file, the rw\_char() function (in fs/char\_dev.c) is called. This function will call rw\_tty() using the character device read/write function table (device switch table) according to the information such as the sub-device number of the device being read. This will eventually call the serial terminal write function rs\_write() here.

The rs\_write() function actually turns on the serial transmit hold register empty interrupt flag, allowing interrupt signals to be sent after the UART sends the data out. The specific send operation is done in the rs\_io.s program.

### 10.4.2 Code annotation

Program 10-3 linux/kernel/chr\_drv/serial.c

1. /\*
2. \* linux/kernel/serial.c
3. \*
4. \* (C) 1991 Linus Torvalds
5. \*/

6

1. /\*
2. \* serial.c
3. \*
4. \* This module implements the rs232 io functions
5. \* void rs\_write(struct tty\_struct \* queue);
6. \* void rs\_init(void);
7. \* and all interrupts pertaining to serial IO.
8. \*/

15

// <linux/tty.h> The tty header file defines parameters and constants for tty\_io, serial

// communication.

// <linux/sched.h> The scheduler header file defines the task structure task\_struct, the // data of the initial task 0, and some embedded assembly function macro statements

// about the descriptor parameter settings and acquisition.

// <asm/system.h> System header file. An embedded assembly macro that defines or

// modifies descriptors/interrupt gates, etc. is defined.

// <asm/io.h> Io header file. Defines the function that operates on the io port in the

// form of a macro's embedded assembler.

1. #include <linux/tty.h>
2. #include <linux/sched.h>
3. #include <asm/system.h>
4. #include <asm/io.h>

20

// Begin sending when the write queue contains WAKEUP\_CHARS characters.

21 #define WAKEUP\_CHARS (TTY\_BUF\_SIZE/4)

22

23 extern void rs1\_interrupt(void); // serial 1 interrupt handler (rs\_io.s, 34) 24 extern void rs2\_interrupt(void); // serial 2 interrupt handler (rs\_io.s, 38) 25

//// Initialize the serial port

// Sets the transmit baud rate (2400 bps) for the specified serial port and allows all interrupt // sources except the write hold register empty. In addition, when outputting a 2-byte baud // rate factor, the DLAB bit (bit 7) of the line control register must first be set. // Parameters: port is the serial port base address, port 1 - 0x3F8; port 2 - 0x2F8.

1. static void init(int port)
2. {
3. outb\_p(0x80,port+3); /\* set DLAB of line control reg \*/
4. outb\_p(0x30,port); /\* LS of divisor (48 -> 2400 bps \*/
5. outb\_p(0x00,port+1); /\* MS of divisor \*/
6. outb\_p(0x03,port+3); /\* reset DLAB \*/
7. outb\_p(0x0b,port+4); /\* set DTR,RTS, OUT\_2 \*/
8. outb\_p(0x0d,port+1); /\* enable all intrs but writes \*/
9. (void)inb(port); /\* read data port to reset things (?) \*/ 35 }

36

//// Initialize the serial interrupt routine and the serial interface.

// The gate descriptor setting macro set\_intr\_gate() in the interrupt descriptor table IDT is // implemented in include/asm/system.h.

1. void rs\_init(void)
2. {

// The following two sentences are used to set the interrupt gate descriptors of the two serial // ports. rs1\_interrupt is the interrupt handler pointer for serial port 1. The interrupt used // by serial port 1 is int 0x24, and the port 2 is int 0x23. See Table 5-2 and system.h file.

1. set\_intr\_gate(0x24,rs1\_interrupt); // set int gate descriptor of port 1 (IRQ4).
2. set\_intr\_gate(0x23,rs2\_interrupt); // set int gate descriptor of port 2 (IRQ3).
3. init(tty\_table[64].read\_q->data); // Initialize port 1 (.data is base address).
4. init(tty\_table[65].read\_q->data); // Initialize port 2
5. outb(inb\_p(0x21)&0xE7,0x21); // enable 8259A to respond to IRQ3, IRQ4. 44 }

45

1. /\*
2. \* This routine gets called when tty\_write has put something into
3. \* the write\_queue. It must check wheter the queue is empty, and
4. \* set the interrupt register accordingly
5. \*
6. \* void \_rs\_write(struct tty\_struct \* tty);
7. \*/

//// Serial data send write function.

// This function actually only turns on the transmit hold register empty interrupt flag.

// Thereafter, when the transmit holding register is empty, the UART generates an interrupt

// request. In the serial interrupt handler, the program fetches the character at the end of

// the write queue and outputs it to the transmit holding register. Once the UART sends the

// character out, the transmit holding register will be empty and this causes an interrupt request

// again. So as long as there are characters in the write queue, the system repeats the process

// and sends the characters one by one. When all the characters in the write queue are sent

// out, the write queue becomes empty, and the interrupt handler resets the transmit hold register

// interrupt enable flag in the interrupt enable register, thereby again disabling the transmit // hold register empty to cause interrupt request. At this point, the "loop" send operation // ends.

53 void rs\_write(struct tty\_struct \* tty) 54 {

// If the write queue is not empty, first read the interrupt enable register contents from 0x3f9

// (or 0x2f9), add the transmit hold register interrupt enable flag (bit 1), and then write

// back to the register. Thus, the UART can initiate an interrupt when it is desired to obtain

// the character to be transmitted when the transmit holding register is empty. Just note that // the write\_q.data here is the serial port base address.

1. cli();
2. if (!EMPTY(tty->write\_q))
3. outb(inb\_p(tty->write\_q->data+1)|0x02,tty->write\_q->data+1);
4. sti();
5. }

60

### 10.4.3 Information

#### 10.4.3.1 Universal Asynchronous Serial Communication

The universal asynchronous serial communication transmission method is the most common traditional serial communication method in the industry, and is still widely used in various embedded systems. It uses a dedicated Universal Asynchronous Receive and Transmit (UART) controller chip to implement data transfer. The format of the communication frame used is shown in Figure 10-10. Transferring a character consists of a start bit, data bits, a parity bit, and 1 or 2 stop bits. The start bit plays a synchronous role and the value is always zero. The data bits are the actual data transmitted, that is, the code of one character. Its length can be 5-8 bits. The parity bit is optional and can be set by the program. The stop bit is always 1, and can be set to 1, 1.5 or 2 bits by the program. Before the communication starts to send information, both parties must be set to the same format and use the same transmission rate. For example, it is necessary to have the same number of data bits and stop bits. 在 In the asynchronous communication specification, the transmission 1 is called a MARK and the transmission 0 is called a SPACE. Therefore we also use these two terms in the following description.

![](data:image/png;base64,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)

Figure 10-10 Asynchronous serial transmission frame format

When there is no data transmission, the sender is in the MARK state and continues to transmit 1. If data needs to be sent, the sender needs to first send a start bit SPACE of the bit interval. After receiving the SPACE bit, the receiver starts to synchronize with the sender and then receives the subsequent data. If the parity bit is set in the program, the parity bit needs to be received after the data is transmitted. Finally, the stop bit. After the character frame is sent, the next character frame can be sent immediately, or the MARK can be sent temporarily, and then the character frame is sent again.

When receiving a character frame, the receiver may detect one of three types of errors: (1) Parity error. At this point the program should ask the other party to resend the character; (2) Overspeed error. This error occurs because the program fetches characters slower than the receiving speed. At this point, you should modify the program to speed up the character frequency; (3) The frame format is incorrect. This error can occur when the format information requested to be received is incorrect. For example, a SPACE bit was received when a stop bit should be received. In general, in addition to line interference, it is likely that the frame format setting of the communication parties is different.

1. Serial communication interface and UART structure

In order to realize serial communication, the PC usually has two serial interfaces conforming to the RS-232C standard, and uses a universal asynchronous receiver/transmitter (UART) control chip to process the serial data transmission and reception. The serial interface on the PC usually uses a 25-pin DB-25 or a 9-pin DB-9 connector, which is mainly used to connect the MODEM device for operation. Therefore, the RS-232C standard specifies many MODEM-specific interface pins. Please refer to other materials for a detailed description of the RS-232C standard and the working principle of the MODEM device. Here we mainly explain the structure of the UART control chip and prepare it for programming.

Previous PCs used National Semiconductor's NS8250 or NS16450 UART chips. Today's PCs use the 16650A or its compatible chips, but they are all compatible with the NS8250/16450 chip. The main difference between these chips is that the 16650A chip additionally supports FIFO transmission. In this way, the UART can trigger an interrupt after receiving or transmitting up to 16 characters, thus reducing the burden on the system and CPU. However, since the Linux 0.12 we discussed only uses the attributes of NS8250/16450, the FIFO mode is not further explained here.

The UART asynchronous serial port hardware logic used in the PC is shown in Figure 10-11. It can be divided into 3 parts. The first part mainly includes data bus buffer D7 -- D0, internal register select pin A0 -- A2, CPU read / write data select pin DISTR and DOSTR, chip reset pin MR, interrupt request output pin INTRPT and user Pin OUT2 defined to disable/allow interrupts. When OUT2 is 1, the UART can be disabled from issuing an interrupt request signal.
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Figure 10-11 NS8250/16450 basic hardware structure diagram

The second part mainly includes the pin part between the UART and the RS-232 interface. These pins are primarily used to receive/transmit serial data and to generate or receive MODEM control signals. The serial output data (SOUT) pin sends a bit stream to the line; the input data (SIN) pin receives the bit stream from the line; the Data Device Ready (DSR) pin is used by the communication device (MODEM) to inform the UART that it has Ready to start receiving data; The request to send (RTS) pin is used to notify the MODEM, the computer requires switching to the sending mode; the clear sending (CTS) is the MODEM telling the computer that it has switched to the ready to receive mode; The Device Carrier Detect (DCD) pin is used to receive MODEM information, which tells the UART that the carrier signal has been received; the Ring Indicator (RI) pin is also used by the MODEM to tell the computer that the communication line is already connected. The third part is the UART chip clock input circuit part. The UART's operating clock can be generated by connecting a crystal oscillator between pins XTAL1 and XTAL2, or directly from the outside via XTAL1. The PC uses the latter method to directly input the 1.8432MHz clock signal on the XTAL1 pin. The 16 times signal of the UART transmit baud rate is output by the pin BAUDOUT, and the pin RCLK is the baud rate of the received data. Since the two are connected together, the baud rate for sending and receiving data on the PC is the same.

Like the interrupt controller chip 8259A, the UART is also a programmable control chip. By setting its internal registers, we can set the operating parameters of the serial communication and how the UART works. The internal block diagram of the UART is shown in Figure 10-12.
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Figure 10-12 Basic block diagram of NS8250 UART internal components

For the NS8250 chip, there are 10 registers that the CPU can access, but the address line A2--A0 used to select these registers can only select up to 8 registers. Therefore, the NS8250 takes a bit (bit 7) in the line control register (LCR) to select the two divisor latch registers LSB and MSB. Bit 7 is referred to as the Divisor Latch Access Bit (DLAB). The purpose of these registers and the access port address are shown in Table 10-8.

Table 10-8 UART internal register ports and purposes

|  |  |  |  |
| --- | --- | --- | --- |
| Port address | R/W | condition | Usage |
| 0x3f8 (0x2f8) | W | DLAB=0 | Writes transmit holding register, THR, contains char that will be sent. |
| R | DLAB=0 | Read the receive buffer register RBR. Contains character received. |
| R/W | DLAB=1 | Read/write baud rate factor low byte (LSB). |
| 0x3f9 (0x2f9) | R/W | DLAB=1 | Read/write baud rate factor high byte (MSB). |
| R/W | DLAB=0 | Read/write interrupt enable register IER.  Bits 7-4 all 0, reserved;  Bit 3=1 modem status interrupt allowed;  Bit 2=1 Receiver line status interrupt enabled;  Bit 1=1 Transmit Holding Register Empty Interrupt allowed; Bit 0=1 has received data interrupt enable. |
| 0x3fa (0x2fa) | R |  | Read interrupt identification register IIR. The interrupt handler is used to determine which of the four types is interrupted.  Bits 7-3 all 0 (not used);  Bit 2-1 determines the priority of the interrupt;  = 11 The receiving status has error and the priority is highest. Read the line status to reset it;  = 10 Data has been received, priority 2. Read data can reset it;  = 01 Transmit holding register empty, priority 3. Write THR to reset it;  = 00 MODEM status changes, priority 4. Read MODEM state to reset it. |
|  |  |  | Bit 0 = 0 pending interrupt; =1 no interrupt. |
| 0x3fb (0x2fb) | W |  | Write the line control register LCR.  Bit 7 = 1 Divisor Latch Access Bit (DLAB).  = 0 Receiver, transmit hold or interrupt enable register access;  Bit 6=1 allows for a break;  Bit 5=1 holds the parity bit;  Bit 4=1 even parity; =0 odd parity;  Bit 3=1 allows parity; =0 no parity;  Bit 2=1 now depends on the data bit length. If the data bit length is 5 bits, the stop bit is 1.5 bits; if the data bit length is 6, 7 or 8 bits, the stop bit is 2 bits; = 0 stop bit is 1 bit;  Bit 1-0 Data Bit Length:  = 00 5 data bits;  = 01 6-bit data bits;  = 10 7-bit data bits; = 11 8-bit data bits. |
| 0x3fc (0x2fc) | W |  | Write MODEM control register MCR.  Bits 7-5 all 0, reserved;  Bit 4=1 chip is in cyclic feedback diagnostic mode of operation;  Bit 3=1, auxiliary user specifies output 2, enable INTRIPT to system;  Bit 2=1, auxiliary user specifies output 1, and the PC is not used;  Bit 1=1 makes the request to send RTS valid;  Bit 0 = 1 makes the data terminal ready DTR active. |
| 0x3fd (0x2fd) | R |  | Read the line status register LSR.  Bit 7=0 reserved;  Bit 6=1 The transmit shift register is empty;  Bit 5=1 Transmit holding register is empty and can get character to send;  Bit 4=1 receives a sequence of bits that satisfy the break condition;  Bit 3=1 frame format error;  Bit 2=1 parity error;  Bit 1=1 exceeds the overlay error;  Bit 0=1 Receiver data is ready and the system is readable. |
| 0x3fe (0x2fe) | R |  | Read the MODEM status register MSR. δ indicates a change in the signal or condition.  Bit 7=1 carrier detect (CD) is valid;  Bit 6=1 ring indication (RI) is valid;  Bit 5=1 Data Device Ready (DSR) is valid;  Bit 4=1 Clear Transmit (CTS) is valid;  Bit 3=1 detects the δ carrier;  Bit 2=1 detects the edge of the ring signal;  Bit 1 = 1 δ Data Device Ready (DSR); Bit 0 = 1 δ Clear Transmit (CTS). |

2. UART initialization programming method When the PC is powered on, the system RESET signal resets the UART internal registers and control logic through the MR pin of the NS8250 chip. After that, if you want to use the UART, you need to initialize it to set the working baud rate, number of data bits and working mode of the UART. Below we take the serial port 1 on the PC as an example to illustrate the steps to initialize it. The port base address of the serial port is port = 0x3f8, and the UART chip interrupt pin INTRPT is connected to the interrupt control chip pin IRQ4. Of course, the interrupt descriptor entry of the serial interrupt handler should be set first in the IDT table before initialization. a) Set the transmission baud rate.

Setting the communication transmission baud rate is to set the values of the two divisor latch registers LSB and MSB, that is, the 16-bit baud rate factor. As can be seen from Table 10-8, to access the two divisor latch registers, we must first set bit 7 DLAB=1 of the line control register LCR, that is, write 0x80 to port+3 (0x3fb). Then we perform output operations on port (0x3f8) and port+1 (0x3f9), and we can write the baud rate factor into LSB and MSB respectively. For a specified baud rate (eg 2400 bps), the baud rate factor is calculated as:
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So to set the baud rate to 2400pbs, we need to write 48 (0x30) in the LSB and 0 in the MSB. After the baud rate is set, we also need to reset the DLAB bit of the line control register. b) Set the transfer format.

The serial communication transmission format is defined by the bits in the line control register LCR. The meaning of each of them is shown in Table 10-8. If we need to set the transmission format to no parity, 8 data bits and 1 stop bit, then we need to output the value 0x03 to the LCR. The lowest 2 bits of the LCR indicate the data bit length, and when it is 0b11, the data length is 8 bits. c) Set the MODEM control register.

Writing to this register sets the mode of operation of the UART and controls the MODEM. There are two modes of UART operation: interrupt mode and query mode. There is also a loop feedback method, but this method is only used to diagnose and test the quality of the UART chip, and cannot be used as an actual communication method. The query method is used in the PC ROM BIOS, but the Linux system discussed in this book uses an efficient interrupt method. Therefore, we will only introduce the operation programming method of the UART in the interrupt mode.

Setting bit 4 of the MCR allows the UART to be in the loop feedback diagnostic mode of operation. In this mode, the UART chip automatically "snap" the input (SIN) and output (SOUT) pins. Therefore, if the data sequence sent at this time is equal to the received sequence, then the UART chip is working properly.

The interrupt mode means that the UART is allowed to send an interrupt request signal to the CPU through the INTRPT pin when the MODEM status changes, or when an error occurs, or when the transmit holding register is empty, or when a character is received. As for allowing interrupt requests to be issued under those conditions, it is determined by the interrupt enable register IER. However, if the UART interrupt request signal can be sent to the 8259A interrupt controller, bit 3 (OUT2) of the MODEM control register MCR needs to be set. Because in the PC, this bit controls the INTRPT pin to the 8259A circuit, see Figure 10-11.

The query mode means that the program receives/transmits the serial data by cyclically polling the contents of the UART register under the condition that the MODEM control register MCR bit 3 (OUT2) is reset. When the MCR bit 3 = 0, the UART can still generate an interrupt request signal on the INTRPT pin under the condition that the MODEM state changes, and the interrupt flag register IIR can be set according to the condition that the interrupt is generated, but the interrupt request signal cannot be send to 8259A. Therefore, the program can only judge the current working state of the UART by querying the contents of the line status register LSR and the interrupt identification register IIR, and perform data receiving and transmitting operations.

Bits 1 and 0 of MCR are used to control the MODEM. When these two bits are set, the data terminal ready DTR pin of the UART and the request to send RTS pin output are valid. To set the UART to interrupt mode and make DTR and RTS valid, then we need to write 0x0b, the binary number 01011, to the MODEM control register.

d) Initialize the interrupt enable register IER

The interrupt enable register IER is used to set the condition that can generate an interrupt, that is, the interrupt source type. There are four types of interrupt sources to choose from, as shown in Table 10-8. If the corresponding bit is 1, it means that the condition is allowed to generate an interrupt, otherwise it is disabled. When an interrupt source type generates an interrupt, the interrupt generated by which interrupt source is specified by bit 2 - bit 1 in the interrupt flag register IIR, and the contents of the specific register can be read and written to reset the UART interrupt. Bit 0 of the IER is used to determine if there is an interrupt currently, and bit 0 = 0 indicates that there is an interrupt to be processed.

In the serial port initialization function of Linux 0.12, the setting allows three types of interrupt sources to generate interrupts (write 0x0d), that is, when the MODEM status changes, when the receiving error occurs, the interrupt is allowed to be generated when the receiver receives the character. However, it is not allowed the transmit hold register empty to generate an interrupt because we have no data to send at this time. When the write queue of the corresponding serial terminal has data to be sent out, the tty\_write() function calls the rs\_write() function to set the transmit hold register empty enable interrupt flag, thereby during the serial interrupt processing initiated by the interrupt source, the kernel program can start to fetch the character in the write queue and send the output to the transmit holding register for the UART to send out. Once the UART sends the character out, the transmit holding register will empty and cause an interrupt request again. So as long as there are characters in the write queue, the system repeats the process and sends the characters one by one. When all the characters in the write queue are sent out, the write queue becomes empty, and the interrupt handler resets the transmit hold register interrupt enable flag in the interrupt enable register, thereby again disabling the transmit hold register empty to cause an interrupt request. This "loop" send operation also ends.

3. UART interrupt handler programming method

In the Linux kernel, serial terminals use read/write queues to receive and transmit terminal data. The data received from the serial port is placed in the read queue header for the tty\_io.c program to read; and the data that needs to be sent to the serial terminal is placed at the write queue pointer. Therefore, the main task of the serial interrupt handler is to put the character in the receive buffer register RBR received by the UART to the pointer at the end of the read queue; the character taken from the pointer at the end of the write queue is placed in the transmit hold register THR of the UART and sent out. At the same time, the serial interrupt handler also needs to handle some other error conditions.

As can be seen from the above description, the UART can generate interrupts with four different interrupt source types. Therefore, when the serial interrupt handler first starts executing, it is only known that an interrupt has occurred, but it is not known which case caused the interrupt. So the first task of the serial interrupt handler is to determine the specific conditions under which the interrupt will be generated. This requires the use of the

interrupt flag register IIR to determine the source type from which the current interrupt was generated. Therefore, the serial interrupt handler can be processed separately according to the source type that generates the interrupt using the subroutine address jump table jmp\_table[]. The block diagram is shown in Figure 10-13. The structure of the rs\_io.s program is basically the same as this block diagram.
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Figure 10-13 Serial communication interrupt processing block diagram

After the content of the IIR is taken out, it is necessary to first judge whether there is an interrupt to be processed according to bit 0. If bit 0 = 0, there is an interrupt that needs to be processed. Then, according to bit 2 and bit 1, the corresponding interrupt source type processing subroutine is called by using the pointer jump table. In each subroutine, the corresponding interrupt source of the UART is reset after processing. After the subroutine returns, this code loops to determine if there are other interrupt sources (bit 0 = 0?). If there are other interrupt sources for this interrupt, bit 0 of IIR is still 0, so the interrupt handler will call the corresponding interrupt source subroutine to continue processing. All interrupt sources that caused this interrupt are processed and reset. At this point, the UART will automatically set the IIR bit 0 = 1, indicating that there is no pending interrupt, so the interrupt handler can exit.

## 10.5 rs\_io.s

### 10.5.1 Function

The rs\_io.s assembly file implements the rs232 serial communication interrupt processing. During the transmission and storage of characters, the interrupt process mainly operates on the read and write buffer queues of the terminal. It stores the characters received from the serial line into the read buffer queue read\_q of the serial terminal, or sends out the characters in the write buffer queue write\_q to the remote serial terminal device through the serial line.

There are four types of situations that cause the system to generate a serial interrupt: a. because the MODEM status has changed; b. because the line status has changed; c. because the character was received; d. because the transmit and hold register empty interrupt enable flag is set, there are characters to send. The first two cases of causing an interrupt are reset by reading the corresponding status register value. For the case of receiving a character, the program first puts the character into the read buffer queue read\_q, and then calls the copy\_to\_cooked() function to convert it into the canonical mode character in the character line unit into the auxiliary queue secondary. For the case where a character needs to be sent, the program first takes out a character from the write buffer queue write\_q and sends it out, and then judges whether the write buffer queue is empty, and if there are still characters, it performs a transmission operation cyclically.

Therefore, before reading this program, it is best to look at the include/linux/tty.h header file. It gives the data structure tty\_queue of the character buffer queue, the data structure tty\_struct of the terminal and the values of some control characters. There are also macro definitions that operate on the buffer queue. The buffer queue and its operation diagram are shown in Figure 10-14.

### 10.5.2 Code annotation

Program 10-4 linux/kernel/chr\_drv/rs\_io.s

1. /\*
2. \* linux/kernel/rs\_io.s
3. \*
4. \* (C) 1991 Linus Torvalds
5. \*/

6

1. /\*
2. \* rs\_io.s
3. \*
4. \* This module implements the rs232 io interrupts.
5. \*/

12

1. .text
2. .globl \_rs1\_interrupt,\_rs2\_interrupt

15

// size is the length in bytes of the read and write queue buff 16 size = 1024 /\* must be power of two !

1. and must match the value
2. in tty\_io.c!!! \*/

19

1. /\* these are the offsets into the read/write buffer structures \*/

// Corresponds to the offset of each field in the tty\_queue structure in the include/linux/tty.h // file, where rs\_addr corresponds to the data field of the tty\_queue structure. But for serial // terminal buffer queues, this field holds the serial port base address (0x3f8 or 0x2f8).

1. rs\_addr = 0 // field offset of the serial ports (0x3f8 or 0x2f8).
2. head = 4 // the head pointer field offset in the buffer.
3. tail = 8 // the tail pointer field offset in the buffer.
4. proc\_list = 12 // wait for the buffered process field offset.
5. buf = 16 // buffer field offset.

26

// When a write buffer queue is full, the kernel puts the process (which fills the queue) into

// a wait state. When there are no more than 256 characters remaining in the write buffer queue, // the interrupt handler can wake up the waiting process and continue to put characters into // the write queue.

27 startup = 256 /\* chars left in write queue when we restart it \*/

28

1. /\*
2. \* These are the actual interrupt routines. They look where 31 \* the interrupt is coming from, and take appropriate action.
3. \*/

//// Serial port 1 interrupt handler entry point.

// At initialization, the rs1\_interrupt address is placed in the interrupt descriptor 0x24,

// which corresponds to the 8259A interrupt request IRQ4 pin. First, the address of the serial

// terminal 1 (serial port 1) read/write buffer queue pointer in the tty table is first pushed

// onto the stack (tty\_io.c, 81), and then jumped to rs\_int to continue processing. This will // allow the processing codes of serial port 1 and serial port 2 to be shared. The character // buffer queue structure tty\_queue can be found in include/linux/tty.h, line 22.

1. .align 2
2. \_rs1\_interrupt:
3. pushl $\_table\_list+8 // serial port 1 r/w queues pointer is pushed onto stack.
4. jmp rs\_int
5. .align 2

//// Serial port 2 interrupt handler entry point.

1. \_rs2\_interrupt:
2. pushl $\_table\_list+16 // serial port 2 r/w queues pointer is pushed onto stack.

// This code first makes the segment registers ds, es point to the kernel data segment, and

// then takes the serial port base address from the data field of the corresponding read/write

// buffer queue. This address plus 2 is the port address of the interrupt identification register

// IIR. If its bit 0 = 0, it indicates that there is an interrupt to be processed. Then, according

// to bit 2 and bit 1, the corresponding interrupt source type processing subroutine is called // by using the pointer jump table. Each subroutine will resets the corresponding interrupt // source of the UART after processing.

// After the subroutine returns, this code loops to determine if there are other interrupt sources

// (bit 0 = 0?). If there are other interrupt sources for this interrupt, bit 0 of the IIR is

// still 0. The interrupt handler then calls the corresponding interrupt source subroutine again

// to continue processing. Until all interrupt sources causing this interrupt are processed

// and reset, the UART will automatically set the IIR bit 0 =1, indicating that there is no // pending interrupt, so the interrupt handler can exit.

1. rs\_int:
2. pushl %edx
3. pushl %ecx
4. pushl %ebx
5. pushl %eax
6. push %es
7. push %ds /\* as this is an interrupt, we cannot \*/
8. pushl $0x10 /\* know that bs is ok. Load it \*/
9. pop %ds // Let ds, es point to the kernel data segment.
10. pushl $0x10
11. pop %es
12. movl 24(%esp),%edx // get serial buffer queue address.
13. movl (%edx),%edx // get read queue struct address -> edx.
14. movl rs\_addr(%edx),%edx // get serial port 1 (or port 2) base address -> edx.
15. addl $2,%edx /\* interrupt ident. reg \*/

// The IIR port address is 0x3fa (0x2fa).

// Get the content of IIR (interrupt identification byte) to determine the source of the

// interrupt. There are 4 types of interrupt conditions determined by bit 2 and bit1: MODEM // status changes; characters to be written (sent); characters to be read (received); line status // changes. The code first determine if there is any interrupt to be processed, then processes // the corresponding interrupt accordingly.

1. rep\_int:
2. xorl %eax,%eax
3. inb %dx,%al // get interrupt identification byte. 58 testb $1,%al // bit0 = 0 ? (any interrupts ?)
4. jne end // no, jump to end.
5. cmpb $6,%al /\* this shouldn't happen, but ... \*/
6. ja end // if al > 6, jump to end.
7. movl 24(%esp),%ecx // get serial buffer queue address -> ecx.
8. pushl %edx // save the IIR port address temperoly.
9. subl $2,%edx // edx restore to port base address 0x3f8 (0x2f8).
10. call jmp\_table(,%eax,2) /\* NOTE! not \*4, bit0 is 0 already \*/

// The above statement means that when there is an interrupt to be processed, bit 0=0 in the

// AL, bit 2, bit 1 is the interrupt type, so it is equivalent to multiplying the interrupt

// type by 2. And because the address has 4 bytes, here multiply by 2, you can get the jump // table (line 79) corresponding to each interrupt type address, and then jump there to do the // corresponding processing.

// Allowing the transmission of character interrupts is accomplished by setting the transmit

// holding register flag. In the serial.c program, when there is data in the write queue, the

// rs\_write() function modifies the contents of the interrupt enable register and adds the // transmit hold register interrupt enable flag, causing a serial interrupt to occur when the // system needs to send a character.

1. popl %edx // restore IIR port address 0x3fa (or 0x2fa).
2. jmp rep\_int // jump to loop processing any pending interrupts.

1. end: movb $0x20,%al // send EOI instruction to interrupt controller.
2. outb %al,$0x20 /\* EOI \*/
3. pop %ds
4. pop %es
5. popl %eax
6. popl %ebx
7. popl %ecx
8. popl %edx
9. addl $4,%esp # jump over \_table\_list entry # discard the queue address.
10. iret 78

// The address jump table of each interrupt type processing subroutine. There are 4 types of // interrupt conditions: MODEM status changes; characters to be written (sent); characters to // be read (received); line status changes.

1. jmp\_table:
2. .long modem\_status,write\_char,read\_char,line\_status

81

// This interrupt is caused by a change in the MODEM state. A reset operation is performed on // the MODEM status register MSR by reading it.

82 .align 2 83 modem\_status:

1. addl $6,%edx /\* clear intr by reading modem status reg \*/
2. inb %dx,%al // MODEM status register port: 0x3fe
3. ret 87

// This serial interrupt is caused by a change in the line state. A reset operation is performed // on the line status register LSR by reading it.

88 .align 2 89 line\_status:

1. addl $5,%edx /\* clear intr by reading line status reg. \*/
2. inb %dx,%al // LSR port: 0x3fd
3. ret 93

// A processing subroutine for interrupts caused by the UART receiving a character. A read from

// the receive buffer register can reset this interrupt source. This subroutine puts the received

// character into the head of the read buffer queue read\_q and moves the pointer forward by

// one character position. If the head pointer has reached the end of the buffer, let it fold

// back to the beginning of the buffer. Finally, the C function do\_tty\_interrupt() (that is, // copy\_to\_cooked()) is called, and the read characters are processed into a canonical mode // buffer queue (secondary buffer).

// To obtatin the current serial port no, let the current serial port queue address minus the // queue talbe address table\_list, and then divided by 8. the result 1 is for serial 1, 2 for // serial 2.

1. .align 2
2. read\_char:
3. inb %dx,%al // read char in receive buffer register RBR into AL.
4. movl %ecx,%edx // serial buffer queue address -> edx
5. subl $\_table\_list,%edx // current serial no = (queue address - table\_list) / 8
6. shrl $3,%edx
7. movl (%ecx),%ecx # read-queue 101 movl head(%ecx),%ebx // get the head pointer in the read queue -> ebx.
8. movb %al,buf(%ecx,%ebx) // put the char at the head position.
9. incl %ebx // and move the head pointer forward by one.
10. andl $size-1,%ebx // modulate the head pointer by the buffer length.
11. cmpl tail(%ecx),%ebx // compare the head with the tail pointer.
12. je 1f // queue is full if equal, then jump forward.
13. movl %ebx,head(%ecx) // otherwise save the new head pointer.
14. 1: addl $63,%edx // convert serial no to tty no (63 or 64) & push into stack.
15. pushl %edx
16. call \_do\_tty\_interrupt // Call tty int handler C function (tty\_io.c, line 397).
17. addl $4,%esp // discard paras and ret.
18. ret 113

// The subroutine of sending characters. This interrupt is caused by setting the transmit holding

// register enable interrupt flag. Indicates that there are characters in the write queue

// corresponding to the serial terminal that need to be sent. Then the number of characters

// currently contained in the write queue is calculated, and if it is less than 256, the process

// waiting for the write operation is woken up. Then take a character from the end of the write // buffer queue and adjust and save the tail pointer. If the write buffer queue is empty, jump // to label write\_buffer\_empty to handle the case.

114 .align 2 115 write\_char:

1. movl 4(%ecx),%ecx # write-queue // address -> ecx
2. movl head(%ecx),%ebx // get head pointer of write queue to ebx
3. subl tail(%ecx),%ebx // number of chars = head - tail.
4. andl $size-1,%ebx # nr chars in queue
5. je write\_buffer\_empty // if head == tail, the queue is empty, then jump.
6. cmpl $startup,%ebx // check the number of chars in write queue. 122 ja 1f // jump if more than 256 chars.
7. movl proc\_list(%ecx),%ebx # wake up sleeping process // get wait proc list.
8. testl %ebx,%ebx # is there any? # any process waiting to write ?
9. je 1f // none, then jump forward to label 1.
10. movl $0,(%ebx) // otherwise wake process (change state to runnable).
11. 1: movl tail(%ecx),%ebx // get a char from the tail position to AL.
12. movb buf(%ecx,%ebx),%al
13. outb %al,%dx // output to THR register (port 0x3f8 or 0x2f8).
14. incl %ebx // move the tail forward by one.
15. andl $size-1,%ebx // modulate and save the tail pointer.
16. movl %ebx,tail(%ecx)
17. cmpl head(%ecx),%ebx // tail == head ?
18. je write\_buffer\_empty // if true, it means queue is empty, then jump.
19. ret

// The following code handles the case where the write buffer queue write\_q is empty. If there

// is a process waiting to write to the serial terminal, it wakes up, and then masks the transmit

// holding register empty interrupt, and disable the UART to initiate transmit holding register

// empty interrupt. If the write buffer queue write\_q is empty at this time, it means that no

// characters need to be sent at present. So we should do the following two things. First look

// at whether there is a process waiting for the write queue to be vacant, and if so, wakes

// it up. In addition, because the system has no characters to send now, we need to temporarily

// disable the interrupts generated by transmission hold register THR empty. When a character

// is placed in the write queue again, the rs\_write() function in serial.c will again allow // the interrupt to be generated when the transmit holding register is empty, so the UART will // "automatically" fetch the characters in the write queue, and send it out.

1. .align 2
2. write\_buffer\_empty:
3. movl proc\_list(%ecx),%ebx # wake up sleeping process
4. testl %ebx,%ebx # is there any?
5. je 1f // no process waiting, jump forward to label 1.
6. movl $0,(%ebx) // otherwise wake up the process.
7. 1: incl %edx // read int enable register IER (0x3f9 or 0x2f9).
8. inb %dx,%al
9. jmp 1f // delay for a while.
10. 1: jmp 1f // masks transmit hold register empty int (bit 1).
11. 1: andb $0xd,%al /\* disable transmit interrupt \*/
12. outb %al,%dx
13. ret

## 10.6 tty\_io.c

### 10.6.1 Function

Each tty device has three buffer queues, read queue (read\_q), write queue (write\_q), and secondary queue (secondary), which are defined in the tty\_struct structure (include/linux/tty.h). For each buffer queue, the read operation takes the character from the left end of the buffer queue and moves the buffer tail pointer to the right, while the write operation adds characters to the right end of the buffer queue and also moves the head pointer to the right. If either of these two pointers moves beyond the end of the buffer queue, it will revert to the left and start again, as shown in Figure 10-14.

characters

tail

head

Read the char

and the tail

pointer moves to the right.

Write char and the head

pointer moves to the right.

End of Buffer

Figure 10-14 tty character buffer queue operation

The program tty\_io.c includes the upper interface functions of the character device. It mainly contains the terminal read/write functions tty\_read() and tty\_write(), and the canonical mode function copy\_to\_cooked() of the read operation is also implemented here.

tty\_read() and tty\_write() will be called when the character device file is used in the file system. For example, when a program reads the /dev/tty file, it will execute the system-call sys\_read() (in fs/read\_write.c), and the system-call will call rw\_char() function (in fs/char\_dev.c) when it determines that the file being read is a character device file, the function will call rw\_tty() from the character device read/write function table (device switch table) according to the sub-device number of the read device, etc., and finally call the terminal read operation function tty\_read().

The copy\_to\_cooked() function is invoked by the keyboard interrupt handler (via do\_tty\_interrupt()) to process the characters in the read\_q queue according to the character input/output flags (such as INLCR, OUCLC) set in the terminal termios structure, and convert the characters into a sequence of canonical mode lines of characters and stored in the auxiliary queue (canonical mode queue) for reading by tty\_read() above. During the conversion process, if the terminal's echo flag L\_ECHO is set, the character is also placed in the write queue write\_q, and the terminal write function is called to display the character on the screen. If it is a serial terminal, then the write function will be rs\_write() (in serial.c, line 53). rs\_write() will send the characters in the serial terminal write queue to the serial terminal over the serial line and display it on the screen of the remote serial terminal. The copy\_to\_cooked() function will also wake up the processes waiting for the auxiliary queue. The steps to implement the function are as follows:

1. If the read queue is empty or the auxiliary queue is full, skip to the last step (step 10), otherwise perform the following operations;
2. Get a character from the tail pointer of the read queue read\_q, and move the tail pointer forward by one character position;
3. If it is a carriage return (CR) or line feed (NL) character, the character is converted according to the state of the input flag (ICRNL, INLCR, INOCR) in the terminal termios structure. For example, if you are reading a carriage return character and the ICRNL flag is set, replace it with a newline character;
4. If the uppercase to lowercase flag IUCLC is set, replace the character with the corresponding lowercase character;
5. If the canonical mode flag ICANON is set, the character is processed in canonical mode:
   1. If it is a delete character (^U), delete a line of characters in the auxiliary queue secondary (the queue head pointer is backed up until a carriage return or line feed is encountered or the queue is empty);
   2. If it is an erase character (^H), delete a character at the head pointer in the secondary, and the head pointer moves back by one character position;
   3. If it is a stop character (^S), set the stop flag of the terminal stopped=1;
   4. If it is the start character (^Q), reset the stop flag of the terminal.
6. If the receive keyboard signal flag ISIG is set, generate a signal corresponding to the typed control character for the process;
7. If it is a line ending character (such as NL or ^D), the line count statistics data of the secondary queue is increased by 1;
8. If the local echo flag is set, the character is also placed in the write queue write\_q, and the terminal write function is called to display the character on the screen;
9. Put the character in the auxiliary queue secondary, return to the above step 1 to continue to loop through the other characters in the read queue;
10. Finally wake up the processes that sleep on the secondary queue.

You can check the include/linux/tty.h header file when reading the following program. The header file defines the data structure of the tty character buffer queue and some macro operation definitions. It also defines the ASCII code value of the control character.

### 10.6.2 Code annotation

Program 10-5 linux/kernel/chr\_drv/tty\_io.c

1. /\*
2. \* linux/kernel/tty\_io.c
3. \*
4. \* (C) 1991 Linus Torvalds
5. \*/

6

1. /\*
2. \* 'tty\_io.c' gives an orthogonal feeling to tty's, be they consoles 9 \* or rs-channels. It also implements echoing, cooked mode etc.
3. \*
4. \* Kill-line thanks to John T Kohl, who also corrected VMIN = VTIME = 0.
5. \*/

13

// <ctype.h> The character type file. Defines some macros for character type conversion. // <errno.h> Error number header file. Contains various error numbers in the system.

// <signal.h> Signal header file. Define signal symbol constants, signal structures, and

// signal manipulation function prototypes.

// <unistd.h> Linux standard header file. Various symbol constants and types are defined

// and various functions are declared. If \_\_LIBRARY\_\_ is defined, it also includes the

// system call number and the inline assembly \_syscall0().

1. #include <ctype.h>
2. #include <errno.h>
3. #include <signal.h>
4. #include <unistd.h>

18

// Give the corresponding bit mask of the alarm signal in the signal bitmap.

19 #define ALRMMASK (1<<(SIGALRM-1))

20

// <linux/sched.h> The scheduler header file defines the task structure task\_struct, the

// data of the initial task 0, and some embedded assembly function macro statements

// about the descriptor parameter settings and acquisition.

// <linux/tty.h> The tty header file defines parameters and constants for tty\_io, serial

// communication.

// <asm/system.h> System header file. An embedded assembly macro that defines or

// modifies descriptors/interrupt gates, etc. is defined.

// <asm/segment.h> Segment operation header file. An embedded assembly function is defined

// for segment register operatio

21 #include <linux/sched.h> 22 #include <linux/tty.h>

1. #include <asm/segment.h>
2. #include <asm/system.h> 25

// Kill the process group function (send a signal to the process group). The parameter pgrp // specifies the process group number; sig specifies the signal; priv is the priority.

// The main purpose of this function is to send the specified signal sig to each process in

// the specified process group pgrp. As long as it is successfully sent to a process, it will

// return 0. Otherwise, if no process is found for the specified process group number pgrp, // the error number -ESRCH is returned. If the process with the process group number is pgrp // is found, but the send signal operation fails, the error code for fail sending is returned.

1. int kill\_pg(int pgrp, int sig, int priv); // kernel/exit.c, line 171.

// Determine if a process group is an orphan process. Returns 0 if not; else returns 1.

1. int is\_orphaned\_pgrp(int pgrp); // kernel/exit.c, line 232.

28

// Get one of the three mode flag sets in the termios structure, or use to determine if a flag // set contains a set flag.

1. #define \_L\_FLAG(tty,f) ((tty)->termios.c\_lflag & f) // local mode flags.
2. #define \_I\_FLAG(tty,f) ((tty)->termios.c\_iflag & f) // input mode flags.
3. #define \_O\_FLAG(tty,f) ((tty)->termios.c\_oflag & f) // output mode flags. 32

// Take a flag in the special (local) mode flag set of the termios structure.

1. #define L\_CANON(tty) \_L\_FLAG((tty),ICANON) // canonical mode flag.
2. #define L\_ISIG(tty) \_L\_FLAG((tty),ISIG) // signal (INTR, QUIT etc.) flag. 35 #define L\_ECHO(tty) \_L\_FLAG((tty),ECHO) // echo char flag.
3. #define L\_ECHOE(tty) \_L\_FLAG((tty),ECHOE) // echo erase flag in canon mode.
4. #define L\_ECHOK(tty) \_L\_FLAG((tty),ECHOK) // KILL erase line flag in canon mode.
5. #define L\_ECHOCTL(tty) \_L\_FLAG((tty),ECHOCTL) // echo control char flag.
6. #define L\_ECHOKE(tty) \_L\_FLAG((tty),ECHOKE) // KILL erace line & echo flags in canon mode 40 #define L\_TOSTOP(tty) \_L\_FLAG((tty),TOSTOP) // send SIGTTOU signal for backgnd output.

41

// Get a flag from the termios structure input mode flag set.

1. #define I\_UCLC(tty) \_I\_FLAG((tty),IUCLC) // get uppercase to lowercase flag.
2. #define I\_NLCR(tty) \_I\_FLAG((tty),INLCR) // Map Line feed NL to CR flag on input.
3. #define I\_CRNL(tty) \_I\_FLAG((tty),ICRNL) // Carriage return CR to NL flag.
4. #define I\_NOCR(tty) \_I\_FLAG((tty),IGNCR) // Ignore CR flag.
5. #define I\_IXON(tty) \_I\_FLAG((tty),IXON) // Input control flow flag XON.

47

// Get a flag from the termios structure output mode flag set.

1. #define O\_POST(tty) \_O\_FLAG((tty),OPOST) // Post-process output.
2. #define O\_NLCR(tty) \_O\_FLAG((tty),ONLCR) // Map NL to CR-NL flag.
3. #define O\_CRNL(tty) \_O\_FLAG((tty),OCRNL) // Map CR to NL flag.
4. #define O\_NLRET(tty) \_O\_FLAG((tty),ONLRET) // NL performs CR function flag.
5. #define O\_LCUC(tty) \_O\_FLAG((tty),OLCUC) // Lowercase to uppercase flag.

53

// Get the baud rate in the termios structure control flag. CBAUD is the baud rate mask (0000017).

1. #define C\_SPEED(tty) ((tty)->termios.c\_cflag & CBAUD)

// Determine whether the tty terminal has been hanged up, that is, whether its transmission // baud rate is B0 (0).

1. #define C\_HUP(tty) (C\_SPEED((tty)) == B0)
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1. #ifndef MIN
2. #define MIN(a,b) ((a) < (b) ? (a) : (b))
3. #endif 60

// The following defines the buffer queue structure array tty\_queues used by the tty terminal // and the tty terminal table structure array tty\_table. QUEUES is the maximum number of buffer // queues used by tty terminals. The pseudo terminal is divided into two types (master and slave).

// Each tty terminal uses three tty buffer queues, which are the read queue for the buffered // keyboard or serial input read\_queue, the write queue for the buffered screen or serial output, // write\_queue, and the auxiliary queue secondary for saving the canonical mode characters.

1. #define QUEUES (3\*(MAX\_CONSOLES+NR\_SERIALS+2\*NR\_PTYS)) // total 54 queues.
2. static struct tty\_queue tty\_queues[QUEUES];
3. struct tty\_struct tty\_table[256];
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// The following sets the starting position of the buffer queue structure used by various types

// of tty terminals in the tty\_queues[] array. 8 virtual console terminals occupy the first

// 24 items of the tty\_queues[] array (3 X MAX\_CONSOLES) (0 -- 23);

// The two serial terminals occupy the next six items (3 X NR\_SERIALS) (24 -- 29).

// The four main pseudo terminals occupy the next 12 items (3 X NR\_PTYS) (30 -- 41).

// The four slave pseudo terminals occupy the next 12 items (3 X NR\_PTYS) (42 -- 53).

1. #define con\_queues tty\_queues
2. #define rs\_queues ((3\*MAX\_CONSOLES) + tty\_queues)
3. #define mpty\_queues ((3\*(MAX\_CONSOLES+NR\_SERIALS)) + tty\_queues)
4. #define spty\_queues ((3\*(MAX\_CONSOLES+NR\_SERIALS+NR\_PTYS)) + tty\_queues) 69

// The following sets the starting position of the tty structure used by various types of tty

// terminals in the tty\_table[] array. 8 virtual console terminals can use 64 items (0 -- 63)

// at the beginning of the tty\_table[] array;

// The two serial terminals use the next two items (64 -- 65).

// The four main pseudo terminals use items starting from 128, up to 64 items (128 -- 191). // The four slave pseudo-terminals use items starting from 192, up to 64 items (192 -- 255). 70 #define con\_table tty\_table // Define the console terminal tty table symbol.

1. #define rs\_table (64+tty\_table) // Serial terminal tty table.
2. #define mpty\_table (128+tty\_table) // The main pseudo terminal tty table.
3. #define spty\_table (192+tty\_table) // The slave pseudo terminal tty table.
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75 int fg\_console = 0; // Current foreground console number (range 0--7).

76

1. /\*
2. \* these are the tables used by the machine code handlers.
3. \* you can implement virtual consoles.
4. \*/

// tty read and write buffer queue structure address table. Used by the rs\_io.s program to get // the address of the read-write buffer queue structure.

1. struct tty\_queue \* table\_list[]={
2. con\_queues + 0, con\_queues + 1, // foreground console read/write queue address. 83 rs\_queues + 0, rs\_queues + 1, // serial terminal 1 read/write queue address. 84 rs\_queues + 3, rs\_queues + 4 // serial terminal 2 read/write queue address.

85 };
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//// Change the foreground console function.

// Set the foreground console to the specified virtual console.

// Parameters: new\_console - the new console number specified.

1. void change\_console(unsigned int new\_console)
2. {

// Exit if the console specified by the parameter is already in the foreground or the parameter

// is invalid. Otherwise, the current foreground console number is set, and the foreground // console read and write queue structure addresses in table\_list[] are updated. Finally update // the current front console screen.

1. if (new\_console == fg\_console || new\_console >= NR\_CONSOLES)
2. return;
3. fg\_console = new\_console;
4. table\_list[0] = con\_queues + 0 + fg\_console\*3;
5. table\_list[1] = con\_queues + 1 + fg\_console\*3;
6. update\_screen(); // kernel/chr\_drv/console.c, line 936. 95 }
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//// If the queue buffer is empty, the process enters an interruptible sleep state.

// Parameters: queue - a pointer to the specified queue. The process needs to call this function

// to verify before fetching the characters in the queue buffer. If the current process has

// no signal to process and the specified queue buffer is empty, let the process enter an // interruptible sleep state and let the queue's process wait pointer points to the process.

1. static void sleep\_if\_empty(struct tty\_queue \* queue)
2. {
3. cli();
4. while (!(current->signal & ~current->blocked) && EMPTY(queue))
5. interruptible\_sleep\_on(&queue->proc\_list);
6. sti();
7. }
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//// If the queue buffer is full, the process enters an interruptible sleep state.

// Parameters: queue - a pointer to the specified queue.This function needs to be called to // determine the queue condition before the process writes characters to the queue buffer. // Returns if the queue buffer is not full. Otherwise, if the process has no signal to process,

// and the free area remaining in the queue buffer is < 128, the process is put into an // interruptible sleep state, and the queue's process waits pointer points to the process.

1. static void sleep\_if\_full(struct tty\_queue \* queue)
2. {
3. if (!FULL(queue))
4. return;
5. cli();
6. while (!(current->signal & ~current->blocked) && LEFT(queue)<128)
7. interruptible\_sleep\_on(&queue->proc\_list);
8. sti();
9. }
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//// Wait for a key to be pressed.

// If foreground console read queue is empty, the process enters interruptible sleep state.

1. void wait\_for\_keypress(void)
2. {
3. sleep\_if\_empty(tty\_table[fg\_console].secondary);
4. }
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//// Copy and convert to character sequences of canonical mode.

// The characters in the specified terminal read queue are copied and converted into the canonical // mode (cooked mode) characters and stored in the auxiliary queue according to various flags // set in the terminal termios structure.

1. void copy\_to\_cooked(struct tty\_struct \* tty)
2. {
3. signed char c; 123

// First check whether the buffer queue pointers in the current terminal tty structure are valid. // If all three queue pointers are NULL, there is a problem with tty initialization function.

1. if (!(tty->read\_q || tty->write\_q || tty->secondary)) {
2. printk("copy\_to\_cooked: missing queues\n\r");
3. return; 127 }

// Otherwise, we will properly process each character fetched from the tty read queue buffer

// according to the input and local flags in the terminal termios structure, and then put it // into the auxiliary queue secondary.

// In the loop body below, if the read queue is already empty or the auxiliary queue is full

// of characters, the loop body is exited. Otherwise, the program takes a character from the // pointer at the end of the read queue and moves the tail pointer forward by one position.

// It is then processed according to the character code. In addition, if \_POSIX\_VDISABLE(\0) // is defined, if the character code value is equal to the value of \_POSIX\_VDISABLE, the function // of the corresponding special control character is prohibited.

1. while (1) {
2. if (EMPTY(tty->read\_q))
3. break;
4. if (FULL(tty->secondary))
5. break;
6. GETCH(tty->read\_q,c); // get a char and the tail moves foreward.

// If the character is a carriage return CR (13), then if the carriage return to newline (line

// feed) flag CRNL is set, the character is converted to a newline NL (10). Otherwise, if the

// Ignore carriage return flag NOCR is set, the character is ignored and continues to process

// other characters. If the character is a newline character NL(10) and the line feed to carriage // return flag NLCR is set, it is converted to a CR (13). If the uppercase to lowercase input // flag UCLC is set, the character is converted to lowercase.

1. if (c==13) {
2. if (I\_CRNL(tty))
3. c=10;
4. else if (I\_NOCR(tty))
5. continue;
6. } else if (c==10 && I\_NLCR(tty))
7. c=13;
8. if (I\_UCLC(tty))
9. c=tolower(c);

// If the canonical mode flag CANON in the local mode flag set is set, the characters read are // processed in the following manner.

// First, if the character is the keyboard termination control character KILL (^U), the deletion

// processing is performed on the current line that has been input. The process of deleting

// a line of characters is: If the tty auxiliary queue is not empty, and the last character // fetched in the auxiliary queue is not a newline character NL(10), and the character is not

// the end-of-file character (^D) or the end-of-file character is not equal to \_POSIX\_VDISABLE,

// then we loop through the other characters on the line perform deletion processing. During

// the deletion process, if the local echo flag ECHO is set, then the erase control character

// ERASE (^H) needs to be placed in the write queue. If the character is a control character

// (value < 32) and is represented by a two-byte representation (eg ^V), an additional erase

// character ERASE must be placed. The tty write function is then called to output all the // characters in the write queue to the terminal device. Finally, the tty auxiliary queue head // pointer is backed by 1 byte.

1. if (L\_CANON(tty)) {
2. if ((KILL\_CHAR(tty) != \_POSIX\_VDISABLE) &&
3. (c==KILL\_CHAR(tty))) {
4. /\* deal with killing the input line \*/
5. while(!(EMPTY(tty->secondary) ||
6. (c=LAST(tty->secondary))==10 ||
7. ((EOF\_CHAR(tty) != \_POSIX\_VDISABLE) &&
8. (c==EOF\_CHAR(tty))))) {
9. if (L\_ECHO(tty)) {
10. if (c<32) // control char ?
11. PUTCH(127,tty->write\_q);
12. PUTCH(127,tty->write\_q);
13. tty->write(tty);
14. }
15. DEC(tty->secondary->head);
16. }
17. continue; // processing other chars in the line.
18. }

// If the character is the delete control character ERASE(^H) and the delete character is not

// equal to \_POSIX\_VDISABLE, then: if the tty's auxiliary queue is empty, or its last character

// is a newline NL(10), or the end of file character but not equal to \_POSIX\_VDISABLE, continue

// to process other characters. During the deletion process, if the local echo flag ECHO is

// set, then the erase control character ERASE (^H) needs to be placed in the write queue. If

// the character is a control character (value < 32) and is represented by a two-byte

// representation (eg ^V), an additional erase character ERASE must be placed. The tty write // function is then called to output all the characters in the write queue to the terminal device. // Finally, the tty auxiliary queue head pointer is backed by 1 byte, and the code continue // to process other charachers.

1. if ((ERASE\_CHAR(tty) != \_POSIX\_VDISABLE) &&
2. (c==ERASE\_CHAR(tty))) {
3. if (EMPTY(tty->secondary) ||
4. (c=LAST(tty->secondary))==10 ||
5. ((EOF\_CHAR(tty) != \_POSIX\_VDISABLE) &&
6. (c==EOF\_CHAR(tty))))
7. continue;
8. if (L\_ECHO(tty)) {
9. if (c<32)
10. PUTCH(127,tty->write\_q);
11. PUTCH(127,tty->write\_q);
12. tty->write(tty);
13. }
14. DEC(tty->secondary->head);
15. continue;
16. }
17. }

// If the IXON flag is set, the terminal stop/start output control character is activated. If

// this flag is not set, the stop and start characters will be read as normal characters for

// the process. In this code, if the character read is the stop character STOP(^S), set the

// tty stop flag, let the tty pause the output, discard the special control character (not placed

// in the auxiliary queue), and continue to process the other character. If the character is // the start character START(^Q), the tty stop flag is reset, the tty output is restored, the // control character is discarded, and other characters continue to be processed.

// For the console, tty->write() is the con\_write() function in console.c. So the console will

// immediately pause displaying new characters on the screen (chr\_drv/console.c, line 586) due

// to the discovery of stopped=1. For the pseudo terminal, the write operation is suspended

// (chr\_drv/pty.c, line 24) because the terminal stopped flag is set. For the serial terminal, // the transmission should be suspended according to the terminal stopped flag during the sending // terminal, but this version is not implemented.

1. if (I\_IXON(tty)) {
2. if ((STOP\_CHAR(tty) != \_POSIX\_VDISABLE) &&
3. (c==STOP\_CHAR(tty))) {
4. tty->stopped=1;
5. tty->write(tty);
6. continue;
7. }
8. if ((START\_CHAR(tty) != \_POSIX\_VDISABLE) &&
9. (c==START\_CHAR(tty))) {
10. tty->stopped=0;
11. tty->write(tty);
12. continue;
13. }
14. }

// If the ISIG flag is set in the input mode flag set, indicating that the terminal keyboard

// can generate a signal, and when the control characters INTR, QUIT, SUSP or DSUSP are received,

// a corresponding signal needs to be generated for the process. If the character is a keyboard

// interrupt (^C), the keyboard interrupt signal SIGINT is sent to all processes in the process

// group of the current process, and the next character continues to be processed. If the

// character is an quit character (^\), the keyboard quit signal SIGQUIT is sent to all processes // in the process group of the current process, and the next character continues to be processed.

// If the character is a suspend character (^Z), a stop signal SIGTSTP is sent to the current

// process. Similarly, if \_POSIX\_VDISABLE(\0) is defined, if the character code value is equal // to the value of \_POSIX\_VDISABLE during character processing, the function of the corresponding // special control character is prohibited.

1. if (L\_ISIG(tty)) {
2. if ((INTR\_CHAR(tty) != \_POSIX\_VDISABLE) &&
3. (c==INTR\_CHAR(tty))) {
4. kill\_pg(tty->pgrp, SIGINT, 1);
5. continue;
6. }
7. if ((QUIT\_CHAR(tty) != \_POSIX\_VDISABLE) &&
8. (c==QUIT\_CHAR(tty))) {
9. kill\_pg(tty->pgrp, SIGQUIT, 1);
10. continue;
11. }
12. if ((SUSPEND\_CHAR(tty) != \_POSIX\_VDISABLE) &&
13. (c==SUSPEND\_CHAR(tty))) {
14. if (!is\_orphaned\_pgrp(tty->pgrp))
15. kill\_pg(tty->pgrp, SIGTSTP, 1);
16. continue;
17. }
18. }

// If the character is a newline character NL(10) or a end of file character EOF(4,^D), indicating

// that a line of characters has been processed, the line number 'secondary.data' currently

// contained in the auxiliary queue is incremented by one. If you take a line of characters // from the auxiliary queue in the function tty\_read(), the line number is decremented by one, // see line 315.

1. if (c==10 || (EOF\_CHAR(tty) != \_POSIX\_VDISABLE &&
2. c==EOF\_CHAR(tty)))
3. tty->secondary->data++;

// If the echo flag ECHO in the local mode flag set is set, then if the character is a newline

// NL(10), the newline NL(10) and the CR(13) must also be placed in the tty write queue, and

// if the character is a control character (value <32) and the echo control character flag ECHOCTL

// is set, the character '^' and the character c+64 are placed in the tty write queue (^C, ^H, // etc. will be displayed); otherwise, the character will be placed directly into the tty write // queue. Finally, the tty write operation function is called.

1. if (L\_ECHO(tty)) {
2. if (c==10) {
3. PUTCH(10,tty->write\_q);
4. PUTCH(13,tty->write\_q);
5. } else if (c<32) {
6. if (L\_ECHOCTL(tty)) {
7. PUTCH('^',tty->write\_q);
8. PUTCH(c+64,tty->write\_q);
9. }
10. } else
11. PUTCH(c,tty->write\_q);
12. tty->write(tty);
13. }

// The processed characters are placed in the auxiliary queue at the end of each loop.

// Finally, wake up any processes waiting for the auxiliary queue after exiting the loop body.

1. PUTCH(c,tty->secondary);
2. }
3. wake\_up(&tty->secondary->proc\_list);
4. }
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1. /\*
2. \* Called when we need to send a SIGTTIN or SIGTTOU to our process
3. \* group
4. \*
5. \* We only request that a system call be restarted if there was if the
6. \* default signal handler is being used. The reason for this is that if
7. \* a job is catching SIGTTIN or SIGTTOU, the signal handler may not want
8. \* the system call to be restarted blindly. If there is no way to reset the 239 \* terminal pgrp back to the current pgrp (perhaps because the controlling
9. \* tty has been released on logout), we don't want to be in an infinite loop
10. \* while restarting the system call, and have it always generate a SIGTTIN
11. \* or SIGTTOU. The default signal handler will cause the process to stop
12. \* thus avoiding the infinite loop problem. Presumably the job-control
13. \* cognizant parent will fix things up before continuging its child process.
14. \*/

//// Signals to all processes in the process group that use the terminal.

// This function is used to send a SIGTTIN or SIGTTOU signal to all processes in the background

// process group when a process in the group accesses the control terminal. Regardless of whether // the process in the background process group has blocked or ignored these two signals, the // current process will immediately exit the read and write operations and return.

1. int tty\_signal(int sig, struct tty\_struct \*tty)
2. {

// We do not want to stop processes in an orphan process group (see the description on line

// 232 in the file kernel/exit.c). So if the current process group is an orphan process group, // an error is returned. Otherwise, the specified signal sig is sent to all processes of the // current process group.

1. if (is\_orphaned\_pgrp(current->pgrp))
2. return -EIO; /\* don't stop an orphaned pgrp \*/ 250 (void) kill\_pg(current->pgrp,sig,1); // send signal sig.

// If this signal is blocked (masked) by the current process, or ignored, an error is returned;

// Otherwise, if the current process has set a new handler for the signal sig, then we can return // the information that we can be interrupted; Otherwise, it returns information that can be // executed after the system-call is restarted.

1. if ((current->blocked & (1<<(sig-1))) ||
2. ((int) current->sigaction[sig-1].sa\_handler == 1))
3. return -EIO; /\* Our signal will be ignored \*/
4. else if (current->sigaction[sig-1].sa\_handler)
5. return -EINTR; /\* We \_will\_ be interrupted :-) \*/
6. else
7. return -ERESTARTSYS; /\* We \_will\_ be interrupted :-) \*/
8. /\* (but restart after we continue) \*/ 259 }
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//// tty read function.

// Reads the specified number of characters from the terminal auxiliary queue and places them // in the user-specified buffer. Parameters: channel - the sub-device number; buf - the user // buffer pointer; nr - the number of bytes to read. Returns the number of bytes read.

1. int tty\_read(unsigned channel, char \* buf, int nr)
2. {
3. struct tty\_struct \* tty;
4. struct tty\_struct \* other\_tty = NULL;
5. char c, \* b=buf;
6. int minimum,time;
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// First determine the validity of the function parameters and take the tty structure pointer

// of the terminal. If the three queue pointers of the tty terminal are both NULL, an EIO error // message is returned. If the tty terminal is a pseudo terminal, another tty structure other\_tty // corresponding to the pseudo terminal needs to be obtained.

1. if (channel > 255)
2. return -EIO;
3. tty = TTY\_TABLE(channel);
4. if (!(tty->write\_q || tty->read\_q || tty->secondary))
5. return -EIO;

// If the current process uses the tty terminal being processed here, but the process group

// number of the terminal is different from the current process group number, it indicates that

// the current process is a process in the background process group, that is, the process is

// not in the foreground. So we need to stop all processes in the current process group. Therefore, // it is necessary to send the SIGTTIN signal to the current process group, and return, waiting // to become the foreground process group and then perform the read operation.

// In addition, if the current terminal is a pseudo terminal, the corresponding other pseudo // terminal is other\_tty. If the tty here is the primary pseudo terminal, then other\_tty is // the corresponding slave pseudo terminal, and vice versa.

1. if ((current->tty == channel) && (tty->pgrp != current->pgrp))
2. return(tty\_signal(SIGTTIN, tty));
3. if (channel & 0x80)
4. other\_tty = tty\_table + (channel ^ 0x40);

// The code then sets the read character operation timeout timing value and the minimum number

// of characters to be read based on the control character array values corresponding to VTIME // and VMIN. In non-canonical mode, these two are timeout timing values. VMIN represents the // minimum number of characters that need to be read in order to satisfy the read operation.

// VTIME is a 1/10 second count timing value.

1. time = 10L\*tty->termios.c\_cc[VTIME]; // set read timeout timing value.
2. minimum = tty->termios.c\_cc[VMIN]; // the minimum nr of chars to read.

// If the tty terminal is in the canonical mode, set the minimum number of characters to be

// read to be equal to the number of characters to be read, nr, and set the timeout value of

// the process to read nr characters to a maximum value (no timeout). Otherwise, the terminal

// is in non-canonical mode. If the minimum number of read characters is set at this time, the

// temporary read-timeout timing value is set to infinity temporarily, so that the process reads

// the existing characters in the auxiliary queue first. If the number of characters read is

// less than minimum, the following code sets the read timeout value of the process according // to the specified timeout value time, and waits for the rest of the characters to be read, // see line 328.

// If the minimum number of read characters minimum is not set at this time, it is set to the

// number of characters to be read nr, and if the timeout timing value is set, the process read

// timeout timing value timeout is set to the current system time + the specified timeout time,

// and then the time is reset. In addition, if the minimum number of read characters set above

// is greater than the number of characters nr to be read by the process, let minimum=nr. That

// is, for the read operation in the canonical mode, it is not subject to the constraints and // control of the corresponding control character values of VTIME and VMIN, and they only function // in the non-canonical mode (raw mode) operation.

1. if (L\_CANON(tty)) {
2. minimum = nr;
3. current->timeout = 0xffffffff;
4. time = 0;
5. } else if (minimum)
6. current->timeout = 0xffffffff;
7. else {
8. minimum = nr;
9. if (time)
10. current->timeout = time + jiffies;
11. time = 0;
12. }
13. if (minimum>nr)
14. minimum = nr; // reads up to the required number of chars.

// Now we start to loop out the characters from the auxiliary queue and put them in the user

// buffer buf. When the number of bytes to be read is greater than 0, the following loop operation

// is performed. During the loop, if the current terminal is a pseudo terminal, then we execute

// the write operation function of its corresponding other pseudo terminal, allowing another // pseudo terminal to write the character into the current pseudo terminal auxiliary queue

// buffer. That is, the other terminal copies the characters in the write queue buffer to the // current pseudo terminal read queue buffer, and converts it into the current pseudo terminal // auxiliary queue after being converted by the canonical mode function.

1. while (nr>0) {
2. if (other\_tty)
3. other\_tty->write(other\_tty);

// If the tty auxiliary queue is empty, or the canonical mode flag is set and the tty read queue

// is not full, and the number of character lines in the auxiliary queue is 0, then if the process

// read character timeout value (0) is not set, or the current process receives the signal, // then we exit the loop body first. Otherwise, if the terminal is a slave pseudo terminal and // its corresponding master pseudo terminal has been hung up, then we also exit the loop body.

// If it is not one of the above two situations, we will let the current process enter the

// interruptible sleep state and continue processing after returning. Since the kernel provides

// data to the user in character line units in the canonical mode, there must be at least one // line of characters in the auxiliary queue in this mode, that is, the minimum of secondary.data // is 1.

1. cli();
2. if (EMPTY(tty->secondary) || (L\_CANON(tty) && 298 !FULL(tty->read\_q) && !tty->secondary->data)) {
3. if (!current->timeout ||
4. (current->signal & ~current->blocked)) {
5. sti();
6. break;
7. }
8. if (IS\_A\_PTY\_SLAVE(channel) && C\_HUP(other\_tty))
9. break;
10. interruptible\_sleep\_on(&tty->secondary->proc\_list);
11. sti();
12. continue;
13. }
14. sti();

// The following begins the formal execution of the character fetching operation. The number // of characters to be read nr is successively decremented until nr=0 or the auxiliary buffer // queue is empty.

// In this loop, the auxiliary queue character c is first taken, and the queue tail pointer

// tail is shifted to the right by one character position. If the character got is a file

// terminator (^D) or a newline character NL(10), the number of character lines contained in

// the auxiliary queue is decremented by one. If the character is a file end character (^D)

// and the canonical mode flag is set, the loop is interrupted, otherwise the file end character

// has not been encountered or is in the raw (non-canonical) mode. In this mode, the user uses

// the character stream as the read object and does not recognize the control characters (such

// as the file terminator). The code then puts the character directly into the user data buffer

// buf and decrements the number of characters to be read by one. At this time, if the number // of characters to be read is already 0, the loop is interrupted. In addition, if the terminal // is in canonical mode and the character read is a newline NL(10), the loop is also exited.

// In addition, as long as the nr characters have not been taken, and the auxiliary queue is // not empty, the characters in the queue are continuously read.

1. do {
2. GETCH(tty->secondary,c);
3. if ((EOF\_CHAR(tty) != \_POSIX\_VDISABLE &&
4. c==EOF\_CHAR(tty)) || c==10)
5. tty->secondary->data--;
6. if ((EOF\_CHAR(tty) != \_POSIX\_VDISABLE &&
7. c==EOF\_CHAR(tty)) && L\_CANON(tty))
8. break;
9. else {
10. put\_fs\_byte(c,b++);
11. if (!--nr)
12. break;
13. }
14. if (c==10 && L\_CANON(tty))
15. break;
16. } while (nr>0 && !EMPTY(tty->secondary));

// At this point, if the tty terminal is in canonical mode, we may have read a newline or

// encountered a end of file character. If it is in non-canonical mode, then we have read nr

// characters, or the auxiliary queue has been taken out. So we first wake up the process waiting

// for the read queue, and then see if the timeout timing value is set. If the timeout timing

// value is not 0, we will wait for a certain amount of time for other processes to write characters

// to the read queue. So we set the process read timeout timing value to the system current

// time jiffies + read timeout time. Of course, if the terminal is in canonical mode, or if // nr characters have been read, we can exit this big loop directly.

1. wake\_up(&tty->read\_q->proc\_list);
2. if (time)
3. current->timeout = time+jiffies;
4. if (L\_CANON(tty) || b-buf >= minimum)
5. break;
6. }

// At this point, the tty character loop operation ends, so we reset the process's read timeout

// timing value timeout. If the current process has received a signal and no characters have // been read yet, it is returned by restarting the system-call number, otherwise it returns // the number of characters read (b-buf).

1. current->timeout = 0;
2. if ((current->signal & ~current->blocked) && !(b-buf))
3. return -ERESTARTSYS;
4. return (b-buf);
5. }

338

//// tty write function.

// Put the characters in the user buffer into the tty write queue buffer.

// Parameters: channel - the sub-device number; buf - the buffer pointer; nr - the number of // bytes written. Returns the number of bytes written.

1. int tty\_write(unsigned channel, char \* buf, int nr)
2. {
3. static cr\_flag=0;
4. struct tty\_struct \* tty;
5. char c, \*b=buf; 344

// First determine the validity of the parameters and take the tty structure pointer of the // terminal. If the three queue pointers of the tty terminal are both NULL, an EIO error message // is returned.

1. if (channel > 255)
2. return -EIO;
3. tty = TTY\_TABLE(channel);
4. if (!(tty->write\_q || tty->read\_q || tty->secondary))
5. return -EIO;

// If TOSTOP is set in the terminal local mode flag set, it means that the background process

// output needs to send a signal SIGTTOU. At this time, if the current process uses the tty

// terminal being processed here, but the process group number of the terminal is different

// from the current process group number, it means that the current process is a process in

// the background process group, that is, the process is not in the foreground. So we need to

// stop all processes in the current process group. Therefore, it is necessary to send the SIGTTOU // signal to the current process group, and return, waiting to become the foreground process // group and then perform the write operation.

1. if (L\_TOSTOP(tty) &&
2. (current->tty == channel) && (tty->pgrp != current->pgrp)) 352 return(tty\_signal(SIGTTOU, tty));

// Now we start looping out the characters from the user buffer buf and putting them into the

// write queue buffer. When the number of bytes to be written is greater than 0, the following

// loop operation is performed. During the loop, if the tty write queue is full at this time, // the current process enters an interruptible sleep state. If the current process has a signal // to process, exit the loop body.

1. while (nr>0) {
2. sleep\_if\_full(tty->write\_q);
3. if (current->signal & ~current->blocked)
4. break;

// When the number of characters to be written nr is still greater than 0 and the tty write

// queue buffer is not full, the following operations are performed cyclically. First take 1 // byte from the user buffer. If the execution output processing flag OPOST in the terminal // output mode flag set is set, the post-processing operation on the character is performed.

1. while (nr>0 && !FULL(tty->write\_q)) {
2. c=get\_fs\_byte(b);
3. if (O\_POST(tty)) {

// If the character is a carriage return '\r' (CR, 13) and the carriage return conversion line

// character OCRNL is set, the character is replaced with a newline character '\n' (NL, 10);

// Otherwise, if the character is a newline character '\n' and the line feed return function // flag ONLRET is set, the character is replaced with a carriage return character '\r'.

1. if (c=='\r' && O\_CRNL(tty))
2. c='\n';
3. else if (c=='\n' && O\_NLRET(tty))
4. c='\r';

// If the character is a newline character '\n' and the carriage return flag cr\_flag is not // set, but the line feed to the car-new line flag ONLCR is set, the cr\_flag flag is set and // a CR is placed in the write queue. Then we continue to process the next character. // If the lowercase to uppercase flag OLCUC is set, the character is converted to uppercase // character.

1. if (c=='\n' && !cr\_flag && O\_NLCR(tty)) {
2. cr\_flag = 1;
3. PUTCH(13,tty->write\_q);
4. continue;
5. }
6. if (O\_LCUC(tty))
7. c=toupper(c);
8. }

// Next, the user data buffer pointer b is forwarded by 1 byte; the number of bytes to be written

// is reduced by one byte; the cr\_flag flag is reset, and the byte is placed in the tty write // queue.

1. b++; nr--;
2. cr\_flag = 0;
3. PUTCH(c,tty->write\_q);
4. }

// If the required characters are all written, or the write queue is full, the program exits

// the loop. At this point, the corresponding tty write function is called to display the // characters in the write queue on the console screen or send them out through the serial port.

// If the currently processed tty is a console terminal, then tty->write() is con\_write(); if

// the tty is a serial terminal, tty->write() is rs\_write() function. If there are still bytes // to write, then we need to wait for the characters in the write queue to be taken. So call // the scheduler here and go to other tasks first.

1. tty->write(tty);
2. if (nr>0)
3. schedule();
4. }
5. return (b-buf); // finally returns the number of bytes written. 381 }

382

1. /\*
2. \* Jeh, sometimes I really like the 386.
3. \* This routine is called from an interrupt,
4. \* and there should be absolutely no problem 387 \* with sleeping even in an interrupt (I hope).
5. \* Of course, if somebody proves me wrong, I'll
6. \* hate intel for all time :-). We'll have to
7. \* be careful and see to reinstating the interrupt 391 \* chips before calling this, though.
8. \*
9. \* I don't think we sleep here under normal circumstances 394 \* anyway, which is good, as the task sleeping might be 395 \* totally innocent.
10. \*/

//// Function called in interrupt handler - character canonical mode processing.

// Parameters: tty - the specified tty terminal number.

// Copy or convert the characters in the specified tty terminal queue into canonical (cooked) // mode characters and store them in the auxiliary queue. This function is called in the serial // port read character interrupt (rs\_io.s, 110) and the keyboard interrupt (kerboard.S, 76).

1. void do\_tty\_interrupt(int tty)
2. {
3. copy\_to\_cooked(TTY\_TABLE(tty));
4. }

401

//// Character device initialization function. Empty, ready for future expansion.

1. void chr\_dev\_init(void)
2. {
3. }

405

//// tty terminal initialization function.

// Initialize all terminal buffer queues, initialize serial terminal and console terminal.

1. void tty\_init(void)
2. {
3. int i;

409

// First initialize the buffer queue structure of all terminals and set the initial value. For // serial terminal read/write buffer queues, set their data field to the serial port base address.

// Serial port 1 is 0x3f8, and serial port 2 is 0x2f8. Then initially set the tty structure // of all terminals. The initial value of the special character array c\_cc[] is defined in the // include/linux/tty.h file.

1. for (i=0 ; i < QUEUES ; i++)
2. tty\_queues[i] = (struct tty\_queue) {0,0,0,0,""};
3. rs\_queues[0] = (struct tty\_queue) {0x3f8,0,0,0,""}; // read queue.
4. rs\_queues[1] = (struct tty\_queue) {0x3f8,0,0,0,""}; // write queue.
5. rs\_queues[3] = (struct tty\_queue) {0x2f8,0,0,0,""};
6. rs\_queues[4] = (struct tty\_queue) {0x2f8,0,0,0,""};
7. for (i=0 ; i<256 ; i++) {
8. tty\_table[i] = (struct tty\_struct) {
9. {0, 0, 0, 0, 0, INIT\_C\_CC},
10. 0, 0, 0, NULL, NULL, NULL, NULL
11. }; 421 }

// Then initialize the console terminal (console.c, line 834). We put con\_init() here because

// we need to determine the number of virtual consoles in the system, NR\_CONSOLES, based on

// the type of display card and the amount of video memory. This value is used in the subsequent

// console tty structure initialization loop. For the tty structure of the console, the 425--430

// lines are the termios structure fields contained in the tty structure. The input mode flag

// set is initialized to an ICRNL flag; the output mode flag is initialized to include a

// post-processing flag OPOST and a flag ONLCR that converts NL to CRNL; the local mode flag

// set is initialized to include IXON, ICANON, ECHO, ECHOCTL, and ECHOKE flags; The control

// character array c\_cc[] is set to contain the initial value INIT\_C\_CC. The read buffer, write

// buffer, and auxiliary buffer queue structures in the tty structure of the console terminal

// are initialized on line 435, which respectively point to the corresponding structure items // in the tty queue structure array tty\_table[], see the description on lines 61--73.

1. con\_init();
2. for (i = 0 ; i<NR\_CONSOLES ; i++) {
3. con\_table[i] = (struct tty\_struct) {
4. {ICRNL, /\* change incoming CR to NL \*/
5. OPOST|ONLCR, /\* change outgoing NL to CRNL \*/
6. 0, // control mode flag set.
7. IXON | ISIG | ICANON | ECHO | ECHOCTL | ECHOKE, // local flag set. 429 0, /\* console termio \*/ // 0 -- TTY.
8. INIT\_C\_CC}, // control char array c\_cc[]
9. 0, /\* initial pgrp \*/
10. 0, /\* initial session \*/
11. 0, /\* initial stopped \*/
12. con\_write, // console write function.
13. con\_queues+0+i\*3,con\_queues+1+i\*3,con\_queues+2+i\*3
14. }; 437 }

// Then initialize the fields in the tty structure of the serial terminal. Line 450 initializes

// the read/write and auxiliary buffer queue structures in the serial terminal tty structure, // which point to the corresponding structure items in the tty buffer queue structure array // tty\_table[]. See the description on line 61--73. 438 for (i = 0 ; i<NR\_SERIALS ; i++) {

1. rs\_table[i] = (struct tty\_struct) {
2. {0, /\* no translation \*/ // input mode flag set
3. 0, /\* no translation \*/ // output mode flag set.
4. B2400 | CS8, // control mode flag set.2400bps,8bits.
5. 0, // local mode flag set.
6. 0, // line procedure, 0 -- TTY.
7. INIT\_C\_CC}, // control character array.
8. 0, // initial process group.
9. 0, // init session.
10. 0, // initial stopped flag.
11. rs\_write, // serial port write function.
12. rs\_queues+0+i\*3,rs\_queues+1+i\*3,rs\_queues+2+i\*3 // three queues.
13. }; 452 }

// Then we reinitialize the tty structure used by the pseudo terminal. The pseudo terminal is

// paired, that is, a master pseudo terminal is equipped with a slave pseudo terminal. Therefore,

// they must be initialized. In the following loop, we first initialize the tty structure of // each master pseudo terminal, and then initialize its corresponding tty structure of each // slave pseudo terminal.

1. for (i = 0 ; i<NR\_PTYS ; i++) {
2. mpty\_table[i] = (struct tty\_struct) {
3. {0, /\* no translation \*/ // input mode flag set.
4. 0, /\* no translation \*/ // output mode flag set.
5. B9600 | CS8, // control mode flag set. 9600bps, 8bits.
6. 0, // local mode flag set.
7. 0, // line procedure, 0--TTY.
8. INIT\_C\_CC}, // control character array.
9. 0, // initial process group.
10. 0, // initial session.
11. 0, // initial stopped flag.
12. mpty\_write, // master pseudo write function.
13. mpty\_queues+0+i\*3,mpty\_queues+1+i\*3,mpty\_queues+2+i\*3
14. };
15. spty\_table[i] = (struct tty\_struct) {
16. {0, /\* no translation \*/
17. 0, /\* no translation \*/
18. B9600 | CS8,
19. IXON | ISIG | ICANON, // local mode flag set.
20. 0,
21. INIT\_C\_CC},
22. 0,
23. 0,
24. 0,
25. spty\_write, // slave pseudo write function.
26. spty\_queues+0+i\*3,spty\_queues+1+i\*3,spty\_queues+2+i\*3
27. }; 480 }

// Finally, the serial interrupt handler and serial interfaces 1 and 2 (serial.c, line 37) are // initialized, and the number of virtual consoles NR\_CONSOLES and the number of pseudo terminals // NR\_PTYS contained in the system are displayed.

1. rs\_init();
2. printk("%d virtual consoles\n\r",NR\_CONSOLES);
3. printk("%d pty's\n\r",NR\_PTYS);
4. }

485

### 10.6.3 Information

#### 10.6.3.1 Control characters VTIME, VMIN

In non-canonical mode, these two values are the timeout timing value and the minimum number of characters read. VMIN indicates the minimum number of characters that need to be read in order to satisfy the read operation. VTIME is a one-tenth second count timeout value. When both are set, the read operation will wait until at least one character is read. If VMIN characters are received before the timeout, the read operation is satisfied. If the timeout has expired before the VMIN characters are received, the characters that have been received at this time are returned to the user. If only VMIN is set, the read operation will not return until VMIN characters are read. If only VTIME is set, the read will return immediately after reading at least one character or timing out. If neither is set, the read will return immediately, giving only the number of bytes currently read. See the termios.h file for details.

## 10.7 tty\_ioctl.c

### 10.7.1 Function

This program is used for the control operation of character devices and implements the function tty\_ioctl(). By using this function, the user program can modify information such as setting flags in the termios structure of the specified terminal. The tty\_ioctl() function will be called by the input and output control system in sys\_ioctl() in fs/ioctl.c to implement a file system-based unified device access interface.

Instead of using the sys\_ioctl() system-call directly, the general user program uses the associated functions implemented in the library file. For example, for the terminal IO control command TIOCGPGRP that obtains the terminal process group number (ie, the foreground process group number), the library file libc uses the command to call the sys\_ioctl() system-call to implement the function tcgetpgrp(). Therefore, ordinary users only need to use tcgetpgrp() to achieve the same purpose. Of course, we can also use the library function ioctl() to achieve the same functionality.

### 10.7.2 Code annotation

Program 10-6 linux/kernel/chr\_drv/tty\_ioctl.c

1. /\*
2. \* linux/kernel/chr\_drv/tty\_ioctl.c
3. \*
4. \* (C) 1991 Linus Torvalds
5. \*/

6

// <errno.h> Error number header file. Contains various error numbers in the system. // <termios.h> Terminal input and output function header file. It mainly defines the terminal // interface that controls the asynchronous communication port.

// <linux/sched.h> The scheduler header file defines the task structure task\_struct, the data // of the initial task 0, and some embedded assembly function macro statements about the // descriptor parameter settings and acquisition.

// <linux/kernel.h> Kernel header file. Contains prototype definitions of some of the commonly // used functions of the kernel.

// <linux/tty.h> The tty header file defines parameters and constants for tty\_io, serial // communication.

// <asm/io.h> Io header file. Defines the function that operates on the io port in the form of // a macro's embedded assembler.

// <asm/segment.h> Segment operation header file. An embedded assembly function is defined

// for segment register operations.

// <asm/system.h> System header file. An embedded assembly macro that defines or modifies

// descriptors/interrupt gates, etc. is defined.

1. #include <errno.h>
2. #include <termios.h>

9

1. #include <linux/sched.h>
2. #include <linux/kernel.h>
3. #include <linux/tty.h>

13

1. #include <asm/io.h>
2. #include <asm/segment.h>
3. #include <asm/system.h> 17

// The following lines gives two external function prototypes and an array of baud rate factors

// for the serial ports. The first function is used to obtain the session number to which the

// process group belongs according to the process group number pgrp (defined in kernel/exit.c, // line 161). The second function tty\_signal()is used to signal to all processes in the process // group that use the specified tty terminal, which is defined in chr\_drv/tty\_io.c, line 246.

// The baud rate factor array (or array of divisors) gives the correspondence between the baud

// rate and the baud rate factor. For example, when the baud rate is 2400 bps, the corresponding // factor is 48 (0x30); the factor of 9600 bps is 12 (0x1c). See the instructions after the // program list.

1. extern int session\_of\_pgrp(int pgrp);
2. extern int tty\_signal(int sig, struct tty\_struct \*tty);

20

1. static unsigned short quotient[] = {
2. 0, 2304, 1536, 1047, 857,
3. 768, 576, 384, 192, 96,
4. 64, 48, 24, 12, 6, 3
5. };

26

//// Modify the transmission baud rate.

// Parameters: tty - the tty data structure corresponding to the terminal. When the divisor

// latch flag DLAB is set, the baud rate factor low byte and the high byte are respectively

// written to the UART through the ports 0x3f8 and 0x3f9 of the serial port 1, and the DLAB // bit is reset after the writing. For serial port 2, the two ports are 0x2f8 and 0x2f9.

1. static void change\_speed(struct tty\_struct \* tty)
2. {
3. unsigned short port,quot;

30

// The function first checks if the terminal specified by the parameter tty is a serial terminal,

// and if not, exits. For the tty structure of the serial terminal, the data field of the read

// queue stores the base address of the serial port (0x3f8 or 0x2f8), and the read\_q.data field

// value of the general console terminal is 0. Then we obtain the baud rate index number that

// has been set from the control mode flag set of the terminal termios structure, and obtain // the corresponding baud rate factor value from the baud rate factor array quotient[]. CBAUD // is the baud rate bits mask in the control mode flag set.

1. if (!(port = tty->read\_q->data))
2. return;
3. quot = quotient[tty->termios.c\_cflag & CBAUD];

// Then, the baud rate factor is written into the baud rate factor latch of the UART chip

// corresponding to the serial port. Before writing, we must first set the divisor latch access

// bit DLAB (bit 7) of the line control register LCR, and then write the 16-bit baud rate factor // low and high byte to port 0x3f8, 0x3f9 respectively. Finally reset the DLAB flag bit of the // LCR.

1. cli();
2. outb\_p(0x80,port+3); /\* set DLAB \*/
3. outb\_p(quot & 0xff,port); /\* LS of divisor \*/
4. outb\_p(quot >> 8,port+1); /\* MS of divisor \*/
5. outb(0x03,port+3); /\* reset DLAB \*/
6. sti();
7. }

41

//// Clear the tty buffer queue.

// Parameter: queue is the specified buffer queue pointer.

// Let the buffer head pointer be equal to the tail pointer, so as to clear the buffer.

1. static void flush(struct tty\_queue \* queue)
2. {
3. cli();
4. queue->head = queue->tail;
5. sti();
6. }

48

1. static void wait\_until\_sent(struct tty\_struct \* tty)
2. {
3. /\* do nothing - not implemented \*/
4. }

53

1. static void send\_break(struct tty\_struct \* tty)
2. {
3. /\* do nothing - not implemented \*/
4. }

58

//// Obtain terminal termios structure information.

// Parameters: tty - specifies the terminal's tty structure pointer; termios - the user buffer // that used to hold the termios structure.

59 static int get\_termios(struct tty\_struct \* tty, struct termios \* termios) 60 {

61 int i; 62

// First, verify that the memory area indicated by the user buffer pointer is sufficient. If // not, allocate memory. Then copy the termios structure information of the specified terminal // to the user buffer. Finally returns 0.

1. verify\_area(termios, sizeof (\*termios)); // kernel/fork.c, line 24.
2. for (i=0 ; i< (sizeof (\*termios)) ; i++)
3. put\_fs\_byte( ((char \*)&tty->termios)[i] , i+(char \*)termios );
4. return 0;
5. }

68

//// Set the information in the termios structure of the terminal.

// Parameters: tty - specifies the terminal's tty structure pointer; termios - user data area // termios structure pointer.

1. static int set\_termios(struct tty\_struct \* tty, struct termios \* termios,
2. int channel)
3. {
4. int i, retsig;

73

74 /\* If we try to set the state of terminal and we're not in the 75 foreground, send a SIGTTOU. If the signal is blocked or

1. ignored, go ahead and perform the operation. POSIX 7.2) \*/

// If the process group number of the tty terminal of the current process is different from

// the process group number of the process, that is, the current process terminal is not in

// the foreground, indicating that the current process attempts to modify the termios structure

// of the uncontrolled terminal. Therefore, according to the requirements of the POSIX standard,

// the SIGTTOU signal needs to be sent here to allow the process using this terminal to temporarily

// stop execution, so that we can modify the termios structure first. However, if the send // function tty\_signal() returns a value of ERESTARTSYS or EINTR, then the operation will be // performed again later.

1. if ((current->tty == channel) && (tty->pgrp != current->pgrp)) {
2. retsig = tty\_signal(SIGTTOU, tty); // chr\_drv/tty\_io.c, line 246.
3. if (retsig == -ERESTARTSYS || retsig == -EINTR)
4. return retsig;
5. }

// The termios structure information in the user data area is then copied to the termios structure

// of the specified terminal tty structure. Because the user may have modified the terminal

// serial port transmission baud rate, the baud rate in the serial UART chip is modified again // according to the baud rate information in the control mode flag c\_cflag in the termios

// structure, and finally returns 0. .

1. for (i=0 ; i< (sizeof (\*termios)) ; i++)
2. ((char \*)&tty->termios)[i]=get\_fs\_byte(i+(char \*)termios);
3. change\_speed(tty);
4. return 0;
5. }

87

//// Get the information in the termio structure.

// Parameters: tty - specifies the terminal's tty structure pointer; termio - the user buffer // that holds the termio structure information.

88 static int get\_termio(struct tty\_struct \* tty, struct termio \* termio) 89 {

1. int i;
2. struct termio tmp\_termio;

92

// First verify that the user's buffer capacity is sufficient, if not enough, then allocate

// memory. The information for the termios structure is then copied into the temporary termio

// structure. These two structures are basically the same, but the data types of the input,

// output, control, and local flagsets are different. The former's data type is long, while

// the latter is short. Therefore, the purpose of copying to the temporary termio structure // is for data type conversion. Finally, the information in the temporary termio structure is // copied byte by byte into the user buffer and returns 0.

1. verify\_area(termio, sizeof (\*termio));
2. tmp\_termio.c\_iflag = tty->termios.c\_iflag;
3. tmp\_termio.c\_oflag = tty->termios.c\_oflag;
4. tmp\_termio.c\_cflag = tty->termios.c\_cflag;
5. tmp\_termio.c\_lflag = tty->termios.c\_lflag;
6. tmp\_termio.c\_line = tty->termios.c\_line;
7. for(i=0 ; i < NCC ; i++)
8. tmp\_termio.c\_cc[i] = tty->termios.c\_cc[i];
9. for (i=0 ; i< (sizeof (\*termio)) ; i++)
10. put\_fs\_byte( ((char \*)&tmp\_termio)[i] , i+(char \*)termio );
11. return 0;
12. }

105

1. /\*
2. \* This only works as the 386 is low-byt-first
3. \*/

//// Set the termio structure information of the terminal.

// Parameters: tty - specifies the terminal's tty structure pointer; termio - the termio // structure in the user data area. This function is used to copy the information of the user // buffer termio into the terminal's termios structure and return 0.

1. static int set\_termio(struct tty\_struct \* tty, struct termio \* termio,
2. int channel)
3. {
4. int i, retsig; ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEEAAAAmCAYAAACbBvanAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAALiMAAC4jAXilP3YAAAJKSURBVGhD7Zk9TsQwEIVjDsANKGiRkBAVooYTUNAiCmpoKIEDICFKKloKqGkogYIaLrBwAOAADvNmxiaB3WRjeyVM8kmjcbLJJH7xz9hbDARhF8hGepCIFDHtFtmVxClLMZTtrfyWFDwID0hJTEwWEBVFhffl2J/HsYrCAulvQXDAXbL7b5VjSRGTYzyTQYAJFeRrnBAkVifQhNzLjbMQUse0p3IfhGyi+lx7pCdDsKtkqmjIC48jNqb/wi0iAH/th54IJWV3cMTEdPfBIGgTbtzha2sD5Zz6TCk/tQAW1U/iTf0vMhehOBYhylcqP8mpmfPXukMXat2hNpPk3hK6sC6ufKBqo+V4eiICkibjvv6Z+lBy7A7lBj2DpkXuBiRGNLmIwFkiTYNuHMAz6tNiBDmI4GI547S6UYB/OCYYI1ZskggH5N/p+FrEbkuopiKHljAOjAXcKmhsiO4WuYoA/GILQtRaRJ/yhHMSgbJLM0/lQzkl9EgETpAepWy2q62hTy0BvKgHK+pzF8FeaD+nfKAzS+pzFgFbc2ZPyvXmPSV+aZ1zS/BfUmnbTwBr6glDSZSQswiVTRLsJ8zd6EETy+KwkjR3Us5bBKq031maYheZV5KYHglzIj4I5OEuscHqLAUxMTEu8MA4Ipuw5Q6SrCQx6FR3ZjgYFib0EqGkismrRYgAowpWxeDf3AyCTLHr+yJA9QXbDOlvG7OICXjpDAHoevfF+X4Ig3+nfogzMDAwMDDQBvbiCHspvp+oCJhT+4sTYUd8HymKL8IR1Uld9ZoXAAAAAElFTkSuQmCC) struct termio tmp\_termio;

114

// As with set\_termios(), if the process group number of the terminal used by the process is

// different from the process group number of the process, that is, the current process terminal

// is not in the foreground, indicating that the current process attempts to modify the termios

// structure of the uncontrolled terminal. Therefore, according to the requirements of the POSIX

// standard, the SIGTTOU signal needs to be sent here to allow the process using this terminal

// to temporarily stop execution, so that we can modify the termios structure first. However, // if the send function tty\_signal() returns a value of ERESTARTSYS or EINTR, then the operation // will be performed again later.

1. if ((current->tty == channel) && (tty->pgrp != current->pgrp)) {
2. retsig = tty\_signal(SIGTTOU, tty);
3. if (retsig == -ERESTARTSYS || retsig == -EINTR)
4. return retsig;
5. }

// Then copy the termio structure information in the user data area to the temporary termio

// structure, and then copy the information into the tty's termios structure. The purpose of

// this is to convert the type of the mode flag set, that is, from the short integer type of // termio to the long integer type of termios. But the c\_line and c\_cc[] fields of the two

// structures are identical.

1. for (i=0 ; i< (sizeof (\*termio)) ; i++)
2. ((char \*)&tmp\_termio)[i]=get\_fs\_byte(i+(char \*)termio);
3. \*(unsigned short \*)&tty->termios.c\_iflag = tmp\_termio.c\_iflag;
4. \*(unsigned short \*)&tty->termios.c\_oflag = tmp\_termio.c\_oflag;
5. \*(unsigned short \*)&tty->termios.c\_cflag = tmp\_termio.c\_cflag;
6. \*(unsigned short \*)&tty->termios.c\_lflag = tmp\_termio.c\_lflag;
7. tty->termios.c\_line = tmp\_termio.c\_line;
8. for(i=0 ; i < NCC ; i++)
9. tty->termios.c\_cc[i] = tmp\_termio.c\_cc[i];

// Finally, because the user may have modified the terminal serial port speed, the baud rate // in the serial UART chip is then modified according to the baud rate information in the control // mode flag c\_cflag in the termios structure, and returns 0.

1. change\_speed(tty);
2. return 0;
3. }

132

//// tty terminal device input and output control function.

// Parameters: dev - device number; cmd - ioctl command; arg - operation parameter pointer. // The function first finds the tty structure of the corresponding terminal according to the // device number, and then processes it according to the control command cmd.

1. int tty\_ioctl(int dev, int cmd, int arg)
2. {
3. struct tty\_struct \* tty;
4. int pgrp; 137

// First, the tty sub-device number is obtained according to the device number, thereby obtaining

// the tty structure of the terminal. If the major device number is 5 (control terminal), the

// tty field of the process is the tty sub-device number. At this time, if the process's tty

// sub-device number is a negative number, it indicates that the process does not have a control

// terminal, that is, the ioctl call cannot be issued, and an error message is displayed and

// the machine is stopped. If the major device number is not 5 but 4, we can get the sub-device // number from the device number. The sub-device number can be 0 (console terminal), 1 (serial // 1 terminal), or 2 (serial 2 terminal).

1. if (MAJOR(dev) == 5) {
2. dev=current->tty;
3. if (dev<0)
4. panic("tty\_ioctl: dev<0");
5. } else
6. dev=MINOR(dev);

// Then according to the sub-device number and the tty table, we can get the tty structure of

// the corresponding terminal. So let tty point to the tty structure corresponding to the

// sub-device number, and then separately process according to the ioctl command cmd provided

// by the parameter. The second half of line 144 is used to select the corresponding tty structure

// in the tty\_table[] table based on the sub-device number dev. If dev = 0, it means that the

// foreground terminal is being used, so we can directly use the terminal number fg\_console

// as the tty\_table[] entry index to get the tty structure. If dev is greater than 0, then it

// should be considered in two cases: (1) dev is the virtual terminal number; (2) dev is the

// serial terminal number or pseudo terminal number. For virtual terminals, the tty structure

// in tty\_table[] is indexed by dev-1(0 -- 63), and for other types of terminals, their tty

// structure index entry is dev. For example, if dev = 64, indicating a serial terminal 1, its // tty structure is tty\_table[dev]. If dev = 1, the tty structure of the corresponding terminal // is tty\_table[0]. See lines 70-73 of the tty\_io.c program.

144 tty = tty\_table + (dev ? ((dev < 64)? dev-1:dev) : fg\_console);

// TCGETS: Get the termios structure information of the corresponding terminal. At this point // the parameter arg is the user buffer pointer.

// TCSETSF: Before setting the termios, we need to wait for all data in the output queue to // be processed and flush the input queue. Then perform the operation of setting the termios.

// TCSETSW: Before setting the termios, we need to wait for all the data in output queue to // be handled. This form is required for situations where modifying params affects the output. // TCSETS: Set the corresponding terminal termios structure information. At this point the // parameter arg is the user buffer pointer that holds the termios structure.

// TCGETA: Get the information in the termio structure of the corresponding terminal. At this // point the parameter arg is the user buffer pointer.

// TCSETAF: Before setting termio, we need to wait for all data in the output queue to be processed // and the input queue is flushed. Then perform the setting terminal termio operation.

TCSETAW: Before setting the termios, we need to wait for all data in the output queue to // be processed. This form is required for situations where modifying params affects the output. // TCSETA: Set the termio structure information of the corresponding terminal. At this point // the parameter arg is the user buffer pointer that holds the termio structure.

// TCSBRK: If the value of the parameter arg is 0, wait for the output queue to be processed // and then send a break.

145 switch (cmd) { 146 case TCGETS:

147 return get\_termios(tty,(struct termios \*) arg); 148 case TCSETSF:

149 flush(tty->read\_q); /\* fallthrough \*/ 150 case TCSETSW:

151 wait\_until\_sent(tty); /\* fallthrough \*/ 152 case TCSETS:

1. return set\_termios(tty,(struct termios \*) arg, dev);
2. case TCGETA:
3. return get\_termio(tty,(struct termio \*) arg); 156 case TCSETAF:

157 flush(tty->read\_q); /\* fallthrough \*/ 158 case TCSETAW:

159 wait\_until\_sent(tty); /\* fallthrough \*/ 160 case TCSETA:

1. return set\_termio(tty,(struct termio \*) arg, dev);
2. case TCSBRK:
3. if (!arg) {
4. wait\_until\_sent(tty);
5. send\_break(tty);
6. }
7. return 0;

// Start/stop flow control. If the parameter arg is TCOOFF (Terminal Control Output OFF), the

// output is suspended; if it is TCOON, the pending output is restored. At the same time as

// suspending or restoring the output, the characters in the write queue need to be output to // speed up the user interaction response. If arg is TCIOFF (Terminal Control Input ON), the // input is suspended; if it is TCION, the pending input is re-opened.

1. case TCXONC:
2. switch (arg) {
3. case TCOOFF:
4. tty->stopped = 1; // stop the terminal output.
5. tty->write(tty); // write queue output. 173 return 0;
6. case TCOON:
7. tty->stopped = 0; // restore the terminal output.
8. tty->write(tty);
9. return 0;

// If the parameter arg is TCIOFF, it means that the terminal is required to stop input, so

// we put the STOP character into the terminal write queue, and the input will be suspended // when the terminal receives the character. If the parameter is TCION, it means that a START // character is sent to let the terminal resume the transmission.

// STOP\_CHAR(tty) is defined as ((tty)->termios.c\_cc[VSTOP]), which is used to obtain the

// corresponding value of the control character array of the terminal termios structure. If

// the kernel defines \_POSIX\_VDISABLE(\0), then when an item value equals the value of

// \_POSIX\_VDISABLE, it means that the corresponding special character is prohibited. So here

// directly check if the value is 0 or not to determine whether to put the stop control character

into the terminal write queue. The same is true of the following.

1. case TCIOFF:
2. if (STOP\_CHAR(tty))
3. PUTCH(STOP\_CHAR(tty),tty->write\_q); 181 return 0;
4. case TCION:
5. if (START\_CHAR(tty))
6. PUTCH(START\_CHAR(tty),tty->write\_q);
7. return 0;
8. }
9. return -EINVAL; /\* not implemented \*/

// Flushes data that has been written but not yet sent, or received but not yet read. If the

// parameter arg is 0, the input queue is flushed ; if it is 1, the output queue is flushed; // if it is 2, the input and output queues are both flushed.

1. case TCFLSH:
2. if (arg==0)
3. flush(tty->read\_q);
4. else if (arg==1)
5. flush(tty->write\_q);
6. else if (arg==2) {
7. flush(tty->read\_q);
8. flush(tty->write\_q);
9. } else
10. return -EINVAL;
11. return 0;

// TIOCEXCL: Sets the terminal serial line dedicated mode.

// TIOCNXCL: Resets the terminal serial line dedicated mode. // TIOCSCTTY: Set tty as the control terminal. (TIOCNOTTY - no control terminal).

// TIOCGPGRP: Read terminal process group number (that is, read the foreground process group // number). First verify the user buffer length, then copy the pgrp field of the terminal tty // to the user buffer. At this point the parameter arg is the user buffer pointer.

1. case TIOCEXCL:
2. return -EINVAL; /\* not implemented \*/ 201 case TIOCNXCL:

202 return -EINVAL; /\* not implemented \*/ 203 case TIOCSCTTY:

1. return -EINVAL; /\* set controlling term NI \*/
2. case TIOCGPGRP: // implement function tcgetpgrp().
3. verify\_area((void \*) arg,4);
4. put\_fs\_long(tty->pgrp,(unsigned long \*) arg); 208 return 0;

// Set the terminal process group number pgrp (that is, set the foreground process group number). // The parameter arg is now a pointer to the process group number pgrp in the user buffer. The // prerequisite for executing this command is that the process must have a control terminal.

// If the current process does not have a control terminal, or dev is not its control terminal, // or the control terminal is now the terminal dev being processed, but the session number of // the process is different from the session number of the terminal dev, then a terminalless // error message is returned.

// Then we get the process group number from the user buffer and verify the validity of the

// group number. If the group number pgrp is less than 0, an invalid group number error message

// is returned; if the session number of pgrp is different from the current process, an permission

// error message is returned. Otherwise we can set the process group number of the terminal

to prgp. At this point prgp becomes the foreground process group.

1. case TIOCSPGRP: // implement function tcsetpgrp().
2. if ((current->tty < 0) ||
3. (current->tty != dev) ||
4. (tty->session != current->session))
5. return -ENOTTY;
6. pgrp=get\_fs\_long((unsigned long \*) arg); // get from user buffer.
7. if (pgrp < 0)
8. return -EINVAL;
9. if (session\_of\_pgrp(pgrp) != current->session)
10. return -EPERM;
11. tty->pgrp = pgrp;
12. return 0;

// TIOCOUTQ: Returns the number of characters that remains in the output queue. First verify // the user buffer length, then copy the number of characters in the queue to the user. At this // point the parameter arg is the user buffer pointer.

// TIOCINQ: Returns the number of characters not yet read in the input auxiliary queue. The

// user buffer length is first verified, and then the number of characters in the auxiliary // queue is copied to the user. At this point the parameter arg is the user buffer pointer.

1. case TIOCOUTQ:
2. verify\_area((void \*) arg,4);
3. put\_fs\_long(CHARS(tty->write\_q),(unsigned long \*) arg); 224 return 0;
4. case TIOCINQ:
5. verify\_area((void \*) arg,4);
6. put\_fs\_long(CHARS(tty->secondary), 228 (unsigned long \*) arg);
7. return 0;

// TIOCSTI: Simulate terminal input operations. The command takes a pointer to a character as // a parameter and assumes that the character was typed on the terminal. The user must have // superuser privileges or read permission on the control terminal.

// TIOCGWINSZ: Read terminal device window size (see the winsize structure in termios.h).

// TIOCSWINSZ: Sets the terminal device window size information (see winsize structure).

1. case TIOCSTI:
2. return -EINVAL; /\* not implemented \*/ 232 case TIOCGWINSZ:

233 return -EINVAL; /\* not implemented \*/ 234 case TIOCSWINSZ:

1. return -EINVAL; /\* not implemented \*/

// TIOCMGET: Returns the current status bit flag set for the MODEM status control pin.

// (see lines 185 -- 196 in termios.h).

// TIOCMBIS: Sets the state of a single MODEM state control pin (true or false).

// TIOCMBIC: Resets the state of a single MODEM state control pin.

// TIOCMSET: Sets the state of the MODEM status pin. If a bit is set, the corresponding status // pin will be asserted.

1. case TIOCMGET:
2. return -EINVAL; /\* not implemented \*/ 238 case TIOCMBIS:

239 return -EINVAL; /\* not implemented \*/ 240 case TIOCMBIC:

241 return -EINVAL; /\* not implemented \*/ 242 case TIOCMSET:

1. return -EINVAL; /\* not implemented \*/

10.8 Summary

TIOCGSOFTCAR: Read the software carrier detect flag (1 - on; 0 - off).

// TIOCSSOFTCAR: Set the software carrier detect flag (1 - on; 0 - off).

1. case TIOCGSOFTCAR:
2. return -EINVAL; /\* not implemented \*/ 246 case TIOCSSOFTCAR:

247 return -EINVAL; /\* not implemented \*/ 248 default:

1. return -EINVAL;
2. }
3. }

252

### 10.7.3 Information

#### 10.7.3.1 Baud Rate and Baud Rate Factor

The baud rate is calculated as: baud rate = 1.8432MHz / (16 X baud rate factor).

The corresponding relationship between the common baud rate and the baud rate factor is shown in Table 10-9.

Table 10-9 Baud rate and baud rate factor table

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| Baud rate | Baud rate factor | | Baud rate | Baud rate factor | |
|  |  |  |  |
|  | MSB,LSB | Value |  | MSB,LSB | Value |
| 50 | 0x09,0x00 | 2304 | 1200 | 0x00,0x60 | 96 |
| 75 | 0x06,0x00 | 1536 | 1800 | 0x00,0x40 | 64 |
| 110 | 0x04,0x17 | 1047 | 2400 | 0x00,0x30 | 48 |
| 134.5 | 0x03,0x59 | 857 | 4800 | 0x00,0x18 | 24 |
| 150 | 0x03,0x00 | 768 | 9600 | 0x00,0x1c | 12 |
| 200 | 0x02,0x40 | 576 | 19200 | 0x00,0x06 | 6 |
| 300 | 0x01,0x80 | 384 | 38400 | 0x00,0x03 | 3 |
| 600 | 0x00,0xc0 | 192 |  |  |  |

## 10.8 Summary

This chapter describes the implementation of the character device in detail, and introduces the working principle and implementation code of the local terminal device and the dumb terminal based on serial communication. We first give the hierarchical relationship of modules accessing character devices in the UNIX operating system, as well as several common types of terminals. Then combined with the termios data structure and three buffer queue structures used by the terminal, the definitions of the canonical mode (cooked mode) and the non-canonical mode (raw mode) and its program implementation are described in detail, and the console terminal and serial terminal are explained. We then introduced and annotated each program in detail in the order of the files.

In the next chapter, we will detail the basic functions of the math coprocessor and the basic data types used, and specify the implementation code for the software emulation of the math coprocessor in the Linux kernel.

# 11 Math Coprocessor (math)

The kernel directory kernel/math directory contains the math coprocessor simulation programs, which contains a total of nine C programs, as shown in Listing 11-1. The content of this chapter is closely related to the specific hardware structure, so the reader needs to have a deep knowledge of Intel CPU and coprocessor instruction code structure. Fortunately, this content has little to do with the kernel implementation, so skipping this chapter does not prevent the reader from a complete understanding of the kernel implementation. However, if you understand the contents of this chapter, it will be very helpful to implement system-level applications (such as assembly and disassembly) and to develop coprocessor floating-point handlers.

List 11-1 linux/kernel/math

**Name**

**Size**

**Last modified time**

**(**

**GMT**

**)**

**Desc**

Makefile

3377

bytes

1991

-

12

-

31

12:26:48

add.c

1999

bytes

1992

-

01

-

01

16:42:02

compare.c

904

bytes

1992

-

01

-

17:15:34

01

convert.c

4348

bytes

1992

-

01

-

01

19:07:43

div.c

2099

bytes

1992

-

01

-

01:41:43

01

ea.c

1807

bytes

1991

-

12

-

31

11:57:05

error.c

234

bytes

1991

-

12

-

28

12:42:09

get\_put.c

5145

bytes

1992

-

01

-

01:38:13

01

math\_emulate.c

11540

bytes

1992

-

01

-

21:12:05

07

mul.c

bytes

1517

1992

-

01

-

01

01:42:33
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## 11.1 Function Description

Performing computationally intensive operations on a computer can usually be done in three ways. One is to perform calculations directly using CPU normal instructions. Since general CPU instructions are a class of general-purpose instructions, the use of these instructions for complex and large-scale computation requires complex computational subroutines, and generally only those skilled in mathematics and computers can program these subroutines. Another method is to configure a dedicated math coprocessor chip for the CPU. Using a coprocessor chip can greatly simplify the difficulty of mathematical programming, and the speed and efficiency of the operation will be doubled, but additional hardware investment is required. Another method is to use an emulator at the kernel level of the system to simulate the computational functions of the coprocessor. This method may be the one with the lowest speed and efficiency, but it is as easy to use as a coprocessor to program the calculation program, and can run the program without any changes to the program on a machine with a coprocessor and therefore has good code compatibility.

In the early days of Linux 0.1x and even Linux 0.9x kernel development, the math coprocessor chip 80387

(or its compatible chip) was expensive and has always been a luxury in ordinary PCs. Therefore, unless there is a large amount of scientific calculations or where it is particularly needed, the 80387 chip will not be installed in a general PC. Although the math coprocessor feature is built into the current Intel processor, the coprocessor emulator code is no longer required in the current operating system. But because the 80387 emulation program is completely based on the analog 80387 chip processing structure and analysis of instruction code structure. So after learning the contents of this chapter, we can not only fully understand the programming method of the 80387 coprocessor, but also help to write system-level programs like assembler and disassembler.

If the 80386 PC does not include the 80387 math coprocessor chip, then when the CPU executes a coprocessor instruction, it will cause a "device nonexistent" exception interrupt. The processing code for this exception procedure starts at line 158 of sys\_call.s. If the operating system has already set the EM bit of the CPU control register CR0 at initialization, then the math\_emulate() function in the math\_emulate.c program is called to "interpret" each instruction of the coprocessor with the software.

The math coprocessor emulator math\_emulate.c in the Linux 0.12 kernel fully emulates the way the 80387 chip executes coprocessor instructions. Before processing a coprocessor instruction, the program first creates a "soft" 80387 environment in memory using data structures and other types, including emulating all 80387 internal stack accumulator groups ST[], control word registers CWD, status word register SWD, and feature word TWD (TAG word) registers, Then, the current coprocessor instruction opcode causing the exception is analyzed, and the corresponding mathematical simulation operation is performed according to the specific opcode. Therefore, before describing the processing of the math\_emulate.c program, it is necessary to introduce the internal structure and basic working principle of the 80387.

### 11.1.1 Floating point data type

This section focuses on the types of floating point data used by the coprocessor. First, let's briefly review several representations of integers, and then explain several standard representations of floating-point numbers and temporary real-number representations used in operations in 80387.

1. Integer data type

For Intel 32-bit CPUs, there are three basic unsigned data types: byte, word, and double word, with 8, 16, and 32 bits, respectively. The representation of an unsigned number is simple. Each bit in a byte represents a binary number and has different weights depending on where it is located. For example, an 8-bit unsigned binary number 0b10001011 can be expressed as:

U = 0b10001011 = 1 x 27 + 0 x 26 + 0 x 25 + 0 x 24 + 1 x 23 + 0 x 22 + 1 x 21 + 1 x 20 = 139

It corresponds to the decimal number 139. The one with the smallest weight (2^0) is usually called the Least Significant Bit (LSB), and the bit with the largest weight (2^7) is called the Most Significant Bit (MSB).

Moreover, there are usually three types of integer data representations with negative values in the computer: Two's complement, biased number, and Sign magnitude representation. Table 11-1 gives some of the values represented by these three forms.

Table 11-1 Several representations of integers

|  |  |  |  |
| --- | --- | --- | --- |
| Decimal | 2's complement | Biased (127) | Sign magnitude |
| 128 | Not Available (NA) | 0b11111111 | NA |
| 127 | 0b01111111 | 0b11111110 | 0b01111111 |
| 126 | 0b01111110 | 0b11111101 | 0b01111110 |
| 2 | 0b00000010 | 0b10000001 | 0b00000010 |
| 1 | 0b00000001 | 0b10000000 | 0b00000001 |
| 0 | 0b00000000 | 0b01111111 | 0b00000000 |
| -0 | NA | NA | 0b10000000 |
| -1 | 0b11111111 | 0b01111110 | 0b10000001 |
| -2 | 0b11111110 | 0b01111101 | 0b10000010 |
| -126 | 0b10000010 | 0b00000001 | 0b11111110 |
| -127 | 0b10000001 | 0b00000000 | 0b11111111 |
| -128 | 0b10000000 | NA | NA |

The 2's complement notation is the integer representation used by most computer CPUs today, because the simple addition of unsigned numbers of the CPU is also applicable to data operations in this format. Using this notation, a negative number is the number plus one after each bit is inverted. The MSB bit is the sign bit of the number. MSB = 0 for a positive number; MSB = 1 for a negative number. The 80386 CPU has 8-bit (1 byte), 16-bit (1 word) and 32-bit (double word) 2's complement data types. The data range that can be represented by each is: -128 -- 127, -32768 -- 32767 , -2147483648 -- 2146473647.

The biased representation of numbers is typically used to represent index field values in the floating point format. Adding a number to the specified biased value is the biased number representation of the number. As can be seen from Table 11-1, the numerical values of this representation have an order of magnitude of unsigned numbers. Therefore, this representation is easy to compare numerical values, that is, the large value of the biased representation value is always a large number of unsigned values, while the other two representations are not.

The signed number representation has a bit dedicated to the representation of sign (0 for positive number and 1 for negative number), while other bits are identical to the values represented by unsigned integers. The valid number (mantissa) portion of a floating point number uses the representation method, and the sign bit represents the sign of the entire floating point number.

In addition, a format we call a temporary integer type is used in the 80387 emulator, as shown in Figure 11-1. It is 10 bytes long and can represent a 64-bit integer data type. The lower 8 bytes can represent a maximum of 63 unsigned numbers, while the highest 2 bytes use only the most significant bits to indicate the positive or negative value. For 32-bit integer values, the lower 4 bytes are used, and the 16-bit integer value is represented by the lower 2 bytes.
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Figure 11-1 Temporary integer format supported by the emulator

1. 2. BCD data type

The BCD (Binary Coded Decimal) code value is a binary coded decimal value. For compressed BCD code, each byte can represent a two-digit decimal number, where each 4 bits represents a digit of 0-9. For example, the compressed BCD code representation of the decimal number 59 is 0x01011001. For uncompressed BCD codes, each byte uses only the lower 4 bits to represent a 1-digit decimal number.

The 80387 coprocessor supports the representation and operation of a 10-byte compressed BCD code, which can represent an 18-bit decimal number, as shown in Figure 11-2. Similar to the temporary integer format, where the highest byte uses only the sign bit (most significant bit) to indicate the positive or negative of the value, and the remaining bits are not used. If the BCD code data is negative, the highest valid bit of at the highest byte is used to indicate a negative value. Otherwise all bits of the highest byte are 0.
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Figure 11-2 BCD code data type supported by 80387

1. Floating point data type

A number with an integer part and a fractional (mantissa) part is called a real number or a floating point number. In fact, an integer is a real number with a fraction part of 0 and is a subset of the real set. Since computers use fixed-length bits to represent a number, computers are not able to accurately represent all real numbers. Since the number of bits allocated to the fractional part is not fixed in order to represent the most accurate real value in a fixed length bit when the computer represents a real number, that is, the decimal point can be "floating", so the real data type represented by the computer also known as floating point numbers. In order to facilitate the porting of the program, the floating point number representation specified by IEEE Standard 754 (or 854) is currently used in the computer to represent the real number.

The general format of this real number representation is shown in Figure 11-3. It consists of a Significand part, an Exponent part, and a Sign bit. Significand is composed of an integer 1 and a fraction part. The 80387 coprocessor supports three real types, and the number of bits used in each part is shown in Figure 11-4. With the exception of the 80-bit temporary real ( or called extended-real) format, all of these data types exist in memory only. When they are loaded into 80387 coprocessor data registers, they are converted into temporary-real format and operated on in that format.
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Figure 11-3 Floating-point general format
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Figure 11-4 Real number format used by the 80387 coprocessor

In Figure 11-4, S is a sign bit of one bit. S=1 indicates a negative real number; S=0 indicates a positive real number. The Significand gives the significant digits or mantissa of the real number. When using the exponential form, a real number can be expressed in a variety of forms. For example, the decimal real number 10.34 can be expressed as 1034.0 x 10^-2, or 10.34 x 10^0, or 1.034 x 10^1 or 0.1034 x 10^2, and the like. In order for the calculation to get the maximum precision value, we always normalize the real number, that is, adjust the exponent value of the real number so that the binary most significant value is always 1, and the decimal point is on the right side. Therefore, the correct normalization result of the above example is 1.034 x 10^1. For binary numbers it is 1.XXXXX \* 2^N (where X is 1 or 0). If we always use this form to represent a real number, then the left of the decimal point must be 1. So in the short real (single precision) and long real (double precision) formats of 80387, this '1' does not need to be explicitly expressed. Therefore, in a binary real number of a short real number or a long real number, 0x0111...010 is actually 0x1.0111...010.

The exponent field in the format contains the power of 2 required to represent a number as a normalized form. As mentioned earlier, in order to facilitate comparison of the size of the numbers, the 80387 uses the biased number form to store the exponent value. The biased bases of the short real number, long real number, and the extended real number (temporary real number) are 127, 1023, and 16383, respectively, and the corresponding hexadecimals are 0x7F, 0x3FF, and 0x3FFF, respectively. Therefore, a short real exponment value of 0b10000000 actually represents the 2^1 (0b01111111 + 0b00000001).

In addition, the temporary real number is the format of the number represented by the 80387 internal operation. Its most significant number 1 is explicitly placed at bit 63, and regardless of the data type you are giving (for example, integer, short real or BCD code, etc.), 80387 will convert it to this temporary real number format. The purpose of the 80387 is to maximize accuracy and minimize overflow exceptions during the operation. Explicitly indicating 1 is because 80387 does need this bit during the operation (used to represent very small values). When a short or long real number entered into 80387 is converted to a temporary real number format, a 1 is explicitly placed at bit 63.

During the processing, the program defines a data structure for the temporary real number in the linux/math\_emu.h file:

1. typedef struct {
2. long a,b; // a is lower 32 bits, b is upper 32 bits (including 1 fixed bit).
3. short exponent;
4. } temp\_real;

Among them, the 64-bit mantissa is represented by two long variables. The variable a is the lower 32 bits, and b is the upper 32 bits (including the 1 fixed bit). In addition, in order to solve the problem of byte alignment of the gcc compiler in the data structure at the time, another structure with the same function is defined.

1. typedef struct {
2. short m0,m1,m2,m3;
3. short exponent;
4. } temp\_real\_unaligned;

4. Special real numbers

Similar to the case where some values in the above table cannot be represented, some values expressed in real numbers also have special meaning. For temporary real numbers in the 80-bit length format, 80387 does not use all of the range values it can represent. Table 11-2 is all possible values that can be represented by the temporary real number in use of 80387, where the 1 bit of the left side of the dashed line of the significant number column indicates the bit 63 of the temporary real number, that is, the bit of the value 1 is explicitly indicated. Short real numbers and long real numbers do not have this bit, so there are no pseudo denormalized categories in the table. Let's take a look at some of the special values: zero, infinity, denormalized, pseudo-normalized, and the signalling NaN (Not a Number) and quiet NaN.

Table 11-2 The type and range of values that temporary real numbers represent.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Sign | Biased Exponent | Significand | | Types |
| 0/1 | 11...11 | 1 | 11...11 | NaNs - QNaNs  Quiet NaNs |
| 0/1 | 11...11 | 1 | ... |
| 0/1 | 11...11 | 1 | 10...00 | Indefinite |
| 0/1 | 11...11 | 1 | 01...11 | Signalling NaNs - SNaNs |
| 0/1 | 11...11 | 1 | ... |
| 0/1 | 11...11 | 1 | 00...01 |
| 0/1 | 11...11 | 1 | 00...00 | Infinite |
| 0/1 | 11...10 | 1 | 11...11 | Normals |
| 0/1 | ... | 1 | ... |
| 0/1 | 00...01 | 1 | 00...00 |
| 0/1 | 00...00 | 1 | 11...11 | Pseudo-Denormals |
| 0/1 | 00...00 | 1 | ... |
| 0/1 | 00...00 | 1 | 00...00 |
| 0/1 | 00...00 | 0 | 11...11 | Denormals |
| 0/1 | 00...00 | 0 | ... |
| 0/1 | 00...00 | 0 | 00...01 |
| 0/1 | 00...00 | 0 | 00...00 | Zero |

Zero is the value where the exponent and the significand are both 0, and the remaining exponents with a value of 0 are reserved, that is, the value of the exponent of 0 cannot represent a normal real value. Infinite are values where the exponent value is all 1, the significand value is all zeros, and all remaining values with exponent values of 0x11...11 are also reserved.

The denormals number is a special class value used to represent very small values. It can indicate a progressive underflow or a loss of progressive accuracy. The value is usually required to be represented as a normalized number (left shift until the most significant bit of the significant number is bit 1), whereas the most significant digit of the non-normalized number is not 1. At this time, the biased exponent 0x00...00 is a special representation of the short real number, the long real number, and the temporary real number exponent value of 2^-126, 2^-1022, 2^-16382, respectively. This representation is special because the biased exponent value 0x00...01 also represents the same exponent values 2^-126, 2^-1022, 2^-16382 for the three real types, respectively.

The pseudo-denormals class value is the value of the most significant bit of the significand is 1, and the bit of the denormals class value is 0. Pseudo-denormal numbers are rare, they can be represented by normalized class numbers but not. Since it has been explained above that the special biased exponent 0x00...00 has the same value as the exponent 0x00...01 of the normalized number, the pseudo denormalized class number can be expressed as a normalized class value.

Another special case is NaN (Not a Number). NaN comes in two forms: it produces signals (Signaling NaN) and does not produce signals or is called Quiet NaN. An invalid operation exception is thrown when a signalling NaN (SNaN) is used for operation, while a quiet NaN (QNaN) does not. SNaN can be used to determine that all variables have been initialized before use. The method is that the program can initialize the variables to SNaN values, so that if an uninitialized value is used during the operation, an exception is thrown. Of course, NaN class values can also be used to store other information.

80387 itself does not produce a value of the SNaN class, but it will produce a value of the QNaN class. When a invalid operation exception occurs, 80387 will generate a QNaN class value, and the result of the operation will be an indefinite type value. The indefinite value is a special QNaN class value. Each data type has a number that represents an indefinite value. For integers, the largest negative number is used to represent its indefinite.

There are also some temporary real values that are not supported by 80387, that is, those that are not listed in the above table. If 80387 encounters these unsupported values, an invalid operation exception will be thrown.

### 11.1.2 Math Coprocessor Function and Structure

Although the 80386 is a general-purpose microprocessor, its instructions are not very suitable for mathematical calculations. Therefore, if you use 80386 to perform mathematical calculations, you need to compile very complex programs, and the execution efficiency is relatively low. As an auxiliary processing chip of the 80386, the 80387 greatly expands the programmer's programming range. What the programmers were not likely to do before, using the coprocessor, can be done easily and quickly and accurately.

The 80387 has a special set of registers that allow the 80387 to operate directly on orders of magnitude larger or smaller than the 80386 can handle. The 80386 uses a binary complement to represent a number. This method is not suitable for representing decimals. The 80387 does not use the 2's complement method to represent the value. It uses the 80-bit (10-byte) format specified by IEEE Standard 754. This format not only has broad compatibility, but also the ability to represent large (or small) values in binary. For example, it can represent values as large as 1.21 X 10^4932 and can handle numbers as small as 3.3 X 10^-4932. The 80387 does not maintain a fixed decimal point position. If the value is small, it uses more decimal places; if the value is large, it uses a few decimal places. Therefore the position of the decimal point can be "floating". This is also the origin of the term "floating point".

To support floating point operations, the 80387 contains three sets of registers, as shown in Figure 11-5. (1) Eight 80-bit data registers (accumulators) that can be used to temporarily store eight floating-point operands, and that these accumulators can perform stack operations; (2) Three 16-bit status and control registers: a status word register SWD, a control word register CWD, and a feature (TAG) register; (3) Four 32-bit error pointer registers (FIP, FCS, FOO, and FOS) are used to determine the instruction and memory operands that caused the 80387 internal exception.
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Figure 11-5 80387 registers

1. Stack floating point accumulator

During the execution of floating-point instructions, eight 80-bit physical register sets are used as stack accumulators. Although each 80-bit register has a fixed physical order position (ie 0--7 on the left), the current top of the stack is indicated by ST (ie ST(0)). The remaining accumulators under ST are indicated by the name ST(i) (i = 1 -- 7). As for which 80-bit physical register is the current stack top ST, it is specified by the specific operation process. The 3-bit field named TOP in the status word register (shown in Figure 11-6) contains the absolute position of the 80-bit physical register corresponding to the current top ST. A push or load operation will decrement the TOP field value by one and store the new value in the new ST. After the push operation, the original ST becomes ST(1), and the original ST(7) becomes the current ST. That is, the names of all accumulators have changed from the original ST(i) to ST((i+1)&0x7). A pop or store operation will read the value from the current TOP register ST and store it in memory, and increment the TOP field value by 1. Therefore, after the pop operation, the original ST (ie ST(0)) becomes ST(7), and the original ST(1) becomes the new ST. That is, the names of all accumulators are changed from the original ST(i) to ST((i-1)& 0x7).

ST acts like an accumulator because it is used as an implicit operand for all floating point instructions. If there is another operand, then the second operand can be one of any remaining accumulators ST(i), or a memory operand. Each accumulator in the stack provides an 80-bit space stored in a temporary real format for a real number, with the most significant bit being the sign bit, bits 78--64 being the 15-bit exponent field, and bits 63--0 being 64-bit valid number field.

Floating-point instructions are designed to take full advantage of this accumulator stack mode. A floating-point load instruction (FLD, etc.) reads an operand from memory and pushes it onto the stack, while a floating-point store instruction takes a value from the current top of the stack and writes it to memory. If the value in the stack is no longer needed, the pop operation can also be performed at the same time. Operations such as summation and multiplication will take the contents of the current ST register as one operand and the other from other registers or memory, and save the result in ST after the calculation. There is also a type of "operate and pop-up" operation for computing between ST and ST(1). This form of operation performs a pop-up and then places the result in a new ST.

1. Status and Control Register

Three 16-bit registers (TAG words, control words, and status words) control the operation of floating point instructions and provide status information for them. Their specific format is shown in Figure 11-6, which will be explained one by one below.

15 8 7 0

Control Word 0 0 0 0 RC PC 0 1 PM UM OM ZM DM IM

Rounding Control Field Precision Control Field Exception Masks

RC Rounding Mode PC Precision Stat Mask Condition

* 1. Round to nearest(even) 00 24-bit Sigle Precision IE IM Invalid Operation
  2. Round down(toward -∞) 01 Reserved DE DM Denormal OPed
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UE UM Underflow

PE PM Precision

15 8 7 0

Status Word B C3 TOP C2 C1 C0 ES SF PE UE OE ZE DE IE

Tag Word Tag7 Tag6 Tag5 Tag4 Tag3 Tag2 Tag1 Tag0

Status Word Field Tag Word coding

Field Description Tag Accumulator
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Figure 11-6 Control, Status, and Tag Register Format

1. Control Word

The 16-bit Control Word can be used to program various processing options to control the operation of the 80387. It can be divided into three parts: (1) RC (Rounding Control) of bits 11--10 is a rounding control field for rounding the calculation result; (2) The PC (Precision Control) of bits 9-8 is a precision control field for adjusting the accuracy of the calculation result before saving to the specified memory

Function Description

location. All other operations use temporary real format precision, or use the precision specified by the instruction; (3) Bit 5--0 is the exception mask bit used to control coprocessor exception handling. These 6 bits correspond to the six anomalies that may occur in 80387, each of which can be masked separately. If a particular exception occurs and its corresponding mask bit is not set, then 80387 will notify the CPU of the exception and will cause the CPU to generate an exception int 16. However, if the corresponding mask bit is set, then 80387 will handle and correct the abnormal problem itself without notifying the CPU. This register can be read and written at any time. The specific meaning of each bit is shown in Figure 11-6.

1. Status Word

During operation, the 80387 sets the bits in the Status Word for the program to detect specific conditions. When an exception occurs, it lets the CPU determine the cause of the exception. Because all six exceptions of the coprocessor will cause the CPU to generate the same exception int16. C. Tag Word

The Tag Word register contains eight 2-bit Tag fields for eight physical floating point data registers. These tag fields indicate that the corresponding physical register contains a valid, zero, or special floating point value, respectively, or is empty. Special values are those that are infinite, non-numeric, denormalized, or unsupported. The tag field can be used to detect the overflow of the accumulator stack. If the push operation decrements TOP and points to a non-empty register, an overflow on the stack occurs. If a pop operation attempts to read or pop an empty register, it will cause an underflow of the stack. Both the overflow and underflow of the stack will throw an invalid operation exception.

1. Error-Pointer Register

The error-pointer register is a four 32-bit 80387 register containing 80387 pointers to the last executed instruction and the data used, as shown in Figure 11-6. The first two registers FIP (FPU Instruction Pointer) and FCS (FPU Code Selector) are pointers to the two opcodes in the last executed instruction (ignoring the prefix code). FCS is the segment selector and opcode, and FIP is the intra-segment offset. The last two registers, FOO (FPU Operand Offset) and FOS (FPU Operand Selector), are the last pointers to the instruction memory operands. In FOS is the segment selector, and FOO is the intra-segment offset value. If the last executed coprocessor instruction does not contain a memory operand, the last two register values are useless. The instructions FLDENV, FSTENV, FNSTENV, FRSTOR, FSAVE, and FNSAVE are used to load and store the contents of these four registers. The first three instructions load or store a total of 28 bytes of content: control word, status word and feature word, and four error pointer registers. The control word, status word, and feature word are all operated in 32 bits, and the upper 16 bits are 0. The last three instructions are used to load or store all 108 bytes of register contents of the coprocessor.

1. 4. Floating-point instruction format

The simulation of the coprocessor is to analyze the specific floating-point instruction opcode and operands, and use the 80386 ordinary instructions to perform the corresponding emulation operations according to the structure of each instruction. There are more than 70 instructions in the math coprocessor 80387, which are divided into 5 categories, as shown in Table 11-3. The operation code of each instruction has 2 bytes, and the upper 5 bits of the first byte are binary 11011. The 5-bit value (0x1b or decimal 27) is exactly the ASCII code value of the character ESC (escape), so all math coprocessor instructions are visually referred to as ESC escape instructions. The same ESC bit can be ignored when simulating floating-point instructions, as long as the value of the lower 11 bits is determined.

Table 11-3 Floating-point instruction type

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  | 1st Byte | | | | 2nd Byte | | | | | | | | Option Fields | |
| 1 | 1 1 0 1 1 | OPA | | 1 | MOD | | 1 | OPB | | R/M | |  | SIB | DISP |
| 2 | 1 1 0 1 1 | MF | | OPA | MOD | |  | OPB | | R/M | |  | SIB | DISP |
| 3 | 1 1 0 1 1 | d | P | OPA | 1 | 1 |  | OPB | | ST(i) | |  |  |  |
| 4 | 1 1 0 1 1 | 0 | 0 | 1 | 1 | 1 | 1 |  | | OP | |  |  |  |
| 5 | 1 1 0 1 1 | 0 | 1 | 1 | 1 | 1 | 1 |  | | OP | |  |  |  |
|  | 15 -- 11 | 10 | 9 | 8 | 7 | 6 | 5 | 4 | 3 | 2 | 1 | 0 |  |  |

The meanings of the fields in the table are as follows (refer to the 80X86 processor manual for the specific meaning and detailed description of these fields):

* 1. OP (Operation opcode) is the instruction opcode. In some instructions, it is divided into two parts: OPA and OPB.
  2. MF (Memory Format) is a memory format: 00-32-bit real number; 01-32-bit integer; 10-64-bit real number; 11-64-bit integer.
  3. P(Pop) indicates whether to perform a popup process after the operation: 0 - no need; 1 - pop up the stack after the operation.
  4. d (destination) indicates the accumulator that saves the result of the operation: 0 - ST(0); 1 - ST(i).
  5. MOD (Mode) and R/M (Register/Memory) are the operation mode field and the operand position field.
  6. SIB (Scale Index Base) and DISP (Displacement) are optional follow-up fields with MOD and R/M field instructions.

In addition, all assembly language mnemonics for floating point instructions start with the letter F, for example: FADD, FLD, and so on. There are also some standard representations as follows:

* 1. FI All instructions for operating integer data start with FI, such as FIADD, FILD, etc.
  2. FB All instructions for operating BCD type data start with FB, such as FBLD, FBST, etc.
  3. FxxP All instructions that perform a pop operation are terminated with the letter P, such as FSTP, FADDP, etc.
  4. FxxPP All instructions that perform two pop operations are terminated with the letter PP, such as

FCOMPP, FUCOMPP, etc.;

* 1. e) FNxx Except for instructions starting with FN, all instructions will detect unmasked operation exceptions before execution. Instructions that start with FN do not detect arithmetic anomalies, such as FNINIT, FNSAVE, and so on.

## 11.2 math-emulation.c

### 11.2.1 Function

All functions in the math\_emulate.c program can be divided into three categories: the first class is "device does not exist" exception handler interface function math\_emulate(), this class has only one such function; The second type is the floating-point instruction emulation processing main function do\_emu(), and this class only has this one function; In addition, all functions are simulation operation auxiliary functions, including functions in the other C programs.

In a PC that does not include a 80387 coprocessor chip, if the emulation flag EM = 1 is set in CR0 during kernel initialization, then the CPU will generate an exception int7 when the CPU encounters a floating-point instruction, and the math\_emulate(long \_\_\_false) function at line 476 in this program is called during the exception processing.

In the math\_emulate() function, if it is judged that the current process has not used the co-processing operation of the simulation, the 80387 control word, the status word and the feature word (Tag Word) of the simulation are initialized, and all 6 coprocessor exception mask bits in the control word are set, and the status word and the tag word are reset, and then call the simulation processing main function do\_emu(). The parameters used when calling are the return address pointers that call the math\_emulate() function during interrupt processing as follows. The info structure is actually a structure of some data in the stack that has been gradually pushed onto the stack since the CPU generated the interrupt int7, so it is basically the same as the distribution of data in the kernel stack when the system-call is executed. See line 11 of the include/linux/math\_emu.h file and the beginning of kernel/sys\_call.s.

1. struct info {
2. long \_\_\_math\_ret; // caller (int7) return address.
3. long \_\_\_orig\_eip; // a place where the original EIP is temporarily saved.
4. long \_\_\_edi; // registers pushed on stack during int7 processing.
5. long \_\_\_esi;
6. long \_\_\_ebp;
7. long \_\_\_sys\_call\_ret; // process system-call's return code.
8. long \_\_\_eax; // below are the same as stacks of the system-call.
9. long \_\_\_ebx;
10. long \_\_\_ecx;
11. long \_\_\_edx;
12. long \_\_\_orig\_eax; // its -1 if not a system-call.
13. long \_\_\_fs;
14. long \_\_\_es;
15. long \_\_\_ds;
16. long \_\_\_eip; // pushed by CPU automatically.
17. long \_\_\_cs;
18. long \_\_\_eflags;
19. long \_\_\_esp;
20. long \_\_\_ss;
21. };

The do\_emu() function (line 52) first determines whether there is a coprocessor internal exception for the simulation based on the status word. If there is one, set the busy bit B (bit 15) of the status word, otherwise reset the busy bit B. Then, the two-byte floating-point instruction code that generates the coprocessor exception is obtained from the EIP field in the above info structure, and is used for performing software simulation operation processing after masking the ESC code (binary 11011) bit portion therein. For ease of processing, the function uses five switch statements to process five types of floating point instruction codes. For example, the first switch statement (line 75) is used to handle floating-point instructions that do not involve addressing memory operands, while the last two switch statements (lines 419, 432) are dedicated to handling instructions with operands related to memory. For the latter type of instruction, the basic flow of the process is to first obtain the effective address of the memory operand according to the addressing mode byte in the instruction code, and then read the corresponding data from the effective address (integer, Real number or BCD code value). The read value is then converted to a temporary real number format used by the 80387 internal processing. After the calculation is completed, the value of the temporary real number format is converted into the original data type, and finally saved to the user data area.

In addition, when simulating a specific floating point instruction, if the floating point instruction is found to be invalid, the program will immediately call the abandon execution function \_\_math\_abort(). This function will send the specified signal to the current process, and modify the stack pointer esp to point to the return address (\_\_\_math\_ret) of the math\_emulate() function in the interrupt process, and immediately return to the interrupt handler.

### 11.2.2 Code annotation

Program 11-1 linux/kernel/math/math\_emulate.c

1. /\*
2. \* linux/kernel/math/math\_emulate.c
3. \*
4. \* (C) 1991 Linus Torvalds
5. \*/

6

1. /\*
2. \* Limited emulation 27.12.91 - mostly loads/stores, which gcc wants
3. \* even for soft-float, unless you use bruce evans' patches. The patches
4. \* are great, but they have to be re-applied for every version, and the 11 \* library is different for soft-float and 80387. So emulation is more 12 \* practical, even though it's slower.
5. \*
6. \* 28.12.91 - loads/stores work, even BCD. I'll have to start thinking
7. \* about add/sub/mul/div. Urgel. I should find some good source, but I'll 16 \* just fake up something.
8. \*
9. \* 30.12.91 - add/sub/mul/div/com seem to work mostly. I should really 19 \* test every possible combination.

20 \*/

21

1. /\*
2. \* This file is full of ugly macros etc: one problem was that gcc simply
3. \* didn't want to make the structures as they should be: it has to try to
4. \* align them. Sickening code, but at least I've hidden the ugly things 26 \* in this one file: the other files don't need to know about these things.
5. \*
6. \* The other files also don't care about ST(x) etc - they just get addresses 29 \* to 80-bit temporary reals, and do with them as they please. I wanted to 30 \* hide most of the 387-specific things here.

31 \*/

32

// <signal.h> Signal header file. Define signal symbol constants, signal structures, and

// signal manipulation function prototypes.

// <linux/math\_emu.h> Coprocessor emulation header file. A coprocessor data structure and

// a floating point representation structure are defined.

// <linux/kernel.h> Kernel header file. Contains prototype definitions of some of the

// commonly used functions of the kernel.

// <asm/segment.h> Segment operation header file. An embedded assembly function is defined

// for segment register operations. 33 #include <signal.h>

34

1. #define \_\_ALIGNED\_TEMP\_REAL 1
2. #include <linux/math\_emu.h>
3. #include <linux/kernel.h>
4. #include <asm/segment.h>

39

1. #define bswapw(x) \_\_asm\_\_("xchgb %%al,%%ah":"=a" (x):"" ((short)x)) // exchange 2 bytes.
2. #define ST(x) (\*\_\_st((x))) // get simulated ST(x) value.
3. #define PST(x) ((const temp\_real \*) \_\_st((x))) // get pointr to the simulated ST(x).

43

1. /\*
2. \* We don't want these inlined - it gets too messy in the machine-code.
3. \*/

// The following are simulation functions for floating-point instructions of the same name.

1. static void fpop(void);
2. static void fpush(void);
3. static void fxchg(temp\_real\_unaligned \* a, temp\_real\_unaligned \* b);
4. static temp\_real\_unaligned \* \_\_st(int i);

51

// Perform floating-point instruction simulation.

// The function first checks if there is an unmasked exception flag set in the simulated I387

// structure status word register, and if so, sets the busy flag B in the status word. Then

// save the instruction pointer, and take out the 2-byte floating-point instruction code code

// at the pointer EIP, and then analyze the code and process it according to its meaning. For // different code types, Linus uses several different switch blocks for simulation processing.

// The argument is a pointer to the info structure.

1. static void do\_emu(struct info \* info)
2. {
3. unsigned short code;
4. temp\_real tmp;
5. char \* address; 57

// The function first checks if the exception flag is set in the status word register, and if

// so, sets the busy flag B (bit 15) in the status word, otherwise resets the B flag. Then we

// save the original instruction pointer. Then, let's see if the code that executes this function

// is user code. If not (ie the caller's code segment selector is not equal to 0x0f), then there

// is code in the kernel that uses floating point instructions, but this is not allowed. The // kernel then shuts down after displaying the CS, EIP, and "Needs Mathematical Simulation in // the Kernel" information for the floating-point instructions.

1. if (I387.cwd & I387.swd & 0x3f)
2. I387.swd |= 0x8000; // sets the busy flag B.
3. else
4. I387.swd &= 0x7fff; // clear the flag B.
5. ORIG\_EIP = EIP; // save the original EIP.
6. /\* 0x0007 means user code space \*/
7. if (CS != 0x000F) { // if not in user code space, STOP.
8. printk("math\_emulate: %04x:%08x\n\r",CS,EIP);
9. panic("Math emulation needed in kernel");
10. }

// Then we get the 2-byte floating-point instruction code at the pointer EIP. Since the Intel

// CPU stores data in the "Little endien" style, the code fetched at this time is exactly reversed // from the first and second bytes of the instruction. So we need to swap the order of the two // bytes in 'code'. Then mask out the ESC bit in the first code byte (binary 11011).

// Next, the floating point instruction pointer EIP is saved to the fip field in the TSS segment

// i387 structure, and the CS is saved to the fcs field, and the slightly processed floating

// point instruction code is placed in the upper 16 bits of the fcs field. These values are

// saved so that the program can be processed like a real coprocessor in the event of a simulated // processor exception. Finally, let the EIP point to the subsequent floating point instruction // or operand.

1. code = get\_fs\_word((unsigned short \*) EIP); // get 2 bytes floating-point code.
2. bswapw(code); // exchange bytes.
3. code &= 0x7ff; // Mask the ESC part in the code.
4. I387.fip = EIP; // save EIP, code selector and code.
5. \*(unsigned short \*) &I387.fcs = CS;
6. \*(1+(unsigned short \*) &I387.fcs) = code;
7. EIP += 2; // point to next instruction code.

// Then we analyze the code and process it according to its meaning. For different code type // values, Linus uses several different switch blocks for processing.

// (1) First, if the instruction opcode has a fixed code value (independent of the register // or the like), it is processed below.

// The macro math\_abort() is used to terminate the coprocessor emulation operation, defined // in the file linux/math\_emu.h, line 52. The actual implementation code is at line 488 of the // program. See the description before line 50 of the linux/math\_emu.h file.

1. switch (code) {
2. case 0x1d0: /\* fnop \*/ // like nop.
3. return;
4. case 0x1d1: case 0x1d2: case 0x1d3: // invalid code, send signal and exit.
5. case 0x1d4: case 0x1d5: case 0x1d6: case 0x1d7:
6. math\_abort(info,1<<(SIGILL-1));
7. case 0x1e0: // FCHS - Change the ST sign bit: ST = -ST.
8. ST(0).exponent ^= 0x8000;
9. return;
10. case 0x1e1: // FABS - get absolute value. ST = |ST|.
11. ST(0).exponent &= 0x7fff;
12. return;
13. case 0x1e2: case 0x1e3: // invalid code. send signal and exit.
14. math\_abort(info,1<<(SIGILL-1));
15. case 0x1e4: // FTST - Test TS and set Cn in status word.
16. ftst(PST(0));
17. return;
18. case 0x1e5: // FXAM - Check TS and modify Cn in status word.
19. printk("fxam not implemented\n\r");
20. math\_abort(info,1<<(SIGILL-1));
21. case 0x1e6: case 0x1e7: // invalid code. send signal and exit.
22. math\_abort(info,1<<(SIGILL-1));
23. case 0x1e8: // FLD1 - Load constant 1.0 to accumulator ST.
24. fpush();
25. ST(0) = CONST1;
26. return;
27. case 0x1e9: // FLDL2T - Load constant Log2(10) to ST.
28. fpush();
29. ST(0) = CONSTL2T;
30. return;
31. case 0x1ea: // FLDL2E - Load constant Log2(e) to ST.
32. fpush();
33. ST(0) = CONSTL2E;
34. return;
35. case 0x1eb: // FLDPI - Load constant Pi to ST.
36. fpush();
37. ST(0) = CONSTPI;
38. return;
39. case 0x1ec: // FLDLG2 - Load constant Log10(2) to ST.
40. fpush();
41. ST(0) = CONSTLG2;
42. return;
43. case 0x1ed: // FLDLN2 - Load constant Loge(2) to ST.
44. fpush();
45. ST(0) = CONSTLN2;
46. return;
47. case 0x1ee: // FLDZ - Load constant 0.0 to ST.
48. fpush();
49. ST(0) = CONSTZ;
50. return;
51. case 0x1ef: // invalid code. send signal and exit.
52. math\_abort(info,1<<(SIGILL-1));
53. case 0x1f0: case 0x1f1: case 0x1f2: case 0x1f3:
54. case 0x1f4: case 0x1f5: case 0x1f6: case 0x1f7:
55. case 0x1f8: case 0x1f9: case 0x1fa: case 0x1fb:
56. case 0x1fc: case 0x1fd: case 0x1fe: case 0x1ff:
57. printk("%04x fxxx not implemented\n\r",code + 0xc800);
58. math\_abort(info,1<<(SIGILL-1));
59. case 0x2e9: // FUCOMPP - no order comparison.
60. fucom(PST(1),PST(0));
61. fpop(); fpop();
62. return;
63. case 0x3d0: case 0x3d1: // FNOP - on 387. !! should be 0x3e0, 0x3e1.
64. return;
65. case 0x3e2: // FCLEX - Clears exception flag in status word.
66. I387.swd &= 0x7f00;
67. return;
68. case 0x3e3: // FINIT - Initializes the coprocessor.
69. I387.cwd = 0x037f;
70. I387.swd = 0x0000;
71. I387.twd = 0x0000;
72. return;
73. case 0x3e4: // FNOP - on 80387.
74. return;
75. case 0x6d9: // FCOMPP - compares ST(1) with ST, pops twice.
76. fcom(PST(1),PST(0));
77. fpop(); fpop();
78. return;
79. case 0x7e0: // FSTSW AX - Saves status word to AX register.
80. \*(short \*) &EAX = I387.swd;
81. return;
82. }

// (2) Next, we process the instruction that the last 3 bits of the 2nd byte are REG. That is, // the code in the form of "11011,XXXXXXXX,REG", and the prefix "11011" alread be cleared. // The macro real\_to\_real(a, b) is used for assignment between two temporary reals, defined // in file linux/math\_emu.h, line 72.

1. switch (code >> 3) {
2. case 0x18: // FADD ST, ST(i)
3. fadd(PST(0),PST(code & 7),&tmp);
4. real\_to\_real(&tmp,&ST(0));
5. return;
6. case 0x19: // FMUL ST, ST(i)
7. fmul(PST(0),PST(code & 7),&tmp);
8. real\_to\_real(&tmp,&ST(0));
9. return;
10. case 0x1a: // FCOM ST(i)
11. fcom(PST(code & 7),&tmp);
12. real\_to\_real(&tmp,&ST(0));
13. return;
14. case 0x1b: // FCOMP ST(i)
15. fcom(PST(code & 7),&tmp);
16. real\_to\_real(&tmp,&ST(0));
17. fpop();
18. return;
19. case 0x1c: // FSUB ST, ST(i)
20. real\_to\_real(&ST(code & 7),&tmp);
21. tmp.exponent ^= 0x8000;
22. fadd(PST(0),&tmp,&tmp);
23. real\_to\_real(&tmp,&ST(0));
24. return;
25. case 0x1d: // FSUBR ST, ST(i)
26. ST(0).exponent ^= 0x8000;
27. fadd(PST(0),PST(code & 7),&tmp);
28. real\_to\_real(&tmp,&ST(0));
29. return;
30. case 0x1e: // FDIV ST, ST(i)
31. fdiv(PST(0),PST(code & 7),&tmp);
32. real\_to\_real(&tmp,&ST(0));
33. return;
34. case 0x1f: // FDIVR ST, ST(i)
35. fdiv(PST(code & 7),PST(0),&tmp);
36. real\_to\_real(&tmp,&ST(0));
37. return;
38. case 0x38: // FLD ST(i)
39. fpush();
40. ST(0) = ST((code & 7)+1);
41. return;
42. case 0x39: // FXCH ST(i) 199 fxchg(&ST(0),&ST(code & 7));
43. return;
44. case 0x3b: // FSTP ST(i)
45. ST(code & 7) = ST(0);
46. fpop();
47. return;
48. case 0x98: // FADD ST(i), ST
49. fadd(PST(0),PST(code & 7),&tmp);
50. real\_to\_real(&tmp,&ST(code & 7));
51. return;
52. case 0x99: // FMUL ST(i), ST
53. fmul(PST(0),PST(code & 7),&tmp);
54. real\_to\_real(&tmp,&ST(code & 7));
55. return;
56. case 0x9a: // FCOM ST(i)
57. fcom(PST(code & 7),PST(0));
58. return;
59. case 0x9b: // FCOMP ST(i)
60. fcom(PST(code & 7),PST(0));
61. fpop();
62. return;
63. case 0x9c: // FSUBR ST(i), ST
64. ST(code & 7).exponent ^= 0x8000;
65. fadd(PST(0),PST(code & 7),&tmp);
66. real\_to\_real(&tmp,&ST(code & 7));
67. return;
68. case 0x9d: // FSUB ST(i), ST
69. real\_to\_real(&ST(0),&tmp);
70. tmp.exponent ^= 0x8000;
71. fadd(PST(code & 7),&tmp,&tmp);
72. real\_to\_real(&tmp,&ST(code & 7));
73. return;
74. case 0x9e: // FDIVR ST(i), ST
75. fdiv(PST(0),PST(code & 7),&tmp);
76. real\_to\_real(&tmp,&ST(code & 7));
77. return;
78. case 0x9f: // FDIV ST(i), ST
79. fdiv(PST(code & 7),PST(0),&tmp);
80. real\_to\_real(&tmp,&ST(code & 7));
81. return;
82. case 0xb8: // FFREE ST(i)
83. printk("ffree not implemented\n\r");
84. math\_abort(info,1<<(SIGILL-1));
85. case 0xb9: // FXCH ST(i) 243 fxchg(&ST(0),&ST(code & 7));
86. return;
87. case 0xba: // FST ST(i)
88. ST(code & 7) = ST(0);
89. return;
90. case 0xbb: // FSTP ST(i)
91. ST(code & 7) = ST(0);
92. fpop();
93. return;
94. case 0xbc: // FUCOM ST(i)
95. fucom(PST(code & 7),PST(0));
96. return;
97. case 0xbd: // FUCOMP ST(i)
98. fucom(PST(code & 7),PST(0));
99. fpop();
100. return;
101. case 0xd8: // FADDP ST(i), ST
102. fadd(PST(code & 7),PST(0),&tmp);
103. real\_to\_real(&tmp,&ST(code & 7));
104. fpop();
105. return;
106. case 0xd9: // FMULP ST(i), ST
107. fmul(PST(code & 7),PST(0),&tmp);
108. real\_to\_real(&tmp,&ST(code & 7));
109. fpop();
110. return;
111. case 0xda: // FCOMP ST(i)
112. fcom(PST(code & 7),PST(0));
113. fpop();
114. return;
115. case 0xdc: // FSUBRP ST(i), ST
116. ST(code & 7).exponent ^= 0x8000;
117. fadd(PST(0),PST(code & 7),&tmp);
118. real\_to\_real(&tmp,&ST(code & 7));
119. fpop();
120. return;
121. case 0xdd: // FSUBP ST(i), ST
122. real\_to\_real(&ST(0),&tmp);
123. tmp.exponent ^= 0x8000;
124. fadd(PST(code & 7),&tmp,&tmp);
125. real\_to\_real(&tmp,&ST(code & 7));
126. fpop();
127. return;
128. case 0xde: // FDIVRP ST(i), ST
129. fdiv(PST(0),PST(code & 7),&tmp);
130. real\_to\_real(&tmp,&ST(code & 7));
131. fpop();
132. return;
133. case 0xdf: // FDIVP ST(i), ST
134. fdiv(PST(code & 7),PST(0),&tmp);
135. real\_to\_real(&tmp,&ST(code & 7));
136. fpop();
137. return;
138. case 0xf8: // FFREE ST(i)
139. printk("ffree not implemented\n\r");
140. math\_abort(info,1<<(SIGILL-1));
141. fpop();
142. return;
143. case 0xf9: // FXCH ST(i) 302 fxchg(&ST(0),&ST(code & 7));
144. return;
145. case 0xfa: // FSTP ST(i)
146. case 0xfb: // FSTP ST(i)
147. ST(code & 7) = ST(0);
148. fpop();
149. return;
150. }

// (3) Next, we process the code in the form of the second byte 7--6 is MOD, the bit 2--0 is // R/M, that is, "11011, XXX, MOD, XXX, R/M". The MOD will be processed in each subroutine, // so first let the code AND 0xe7 (ie 0b11100111) to mask out the MOD.

1. switch ((code>>3) & 0xe7) {
2. case 0x22: // FST - Saves single precision real (short real)
3. put\_short\_real(PST(0),info,code);
4. return;
5. case 0x23: // FSTP - Saves single precision real (short real)
6. put\_short\_real(PST(0),info,code);
7. fpop();
8. return;
9. case 0x24: // FLDENV - Load status and control registers, etc.
10. address = ea(info,code); // get efficient address.
11. for (code = 0 ; code < 7 ; code++) {
12. ((long \*) & I387)[code] =
13. get\_fs\_long((unsigned long \*) address);
14. address += 4;
15. }
16. return;
17. case 0x25: // FLDCW - Load control word.
18. address = ea(info,code);
19. \*(unsigned short \*) &I387.cwd =
20. get\_fs\_word((unsigned short \*) address);
21. return;
22. case 0x26: // FSTENV - Store status and control registers, etc.
23. address = ea(info,code);
24. verify\_area(address,28);
25. for (code = 0 ; code < 7 ; code++) {
26. put\_fs\_long( ((long \*) & I387)[code],
27. (unsigned long \*) address);
28. address += 4;
29. }
30. return;
31. case 0x27: // FSTCW - Store control word.
32. address = ea(info,code);
33. verify\_area(address,2);
34. put\_fs\_word(I387.cwd,(short \*) address);
35. return;
36. case 0x62: // FIST - Stores short integer.
37. put\_long\_int(PST(0),info,code);
38. return;
39. case 0x63: // FISTP - Stores short integer.
40. put\_long\_int(PST(0),info,code);
41. fpop();
42. return;
43. case 0x65: // FLD - Load an extended (temporary) real number.
44. fpush();
45. get\_temp\_real(&tmp,info,code);
46. real\_to\_real(&tmp,&ST(0));
47. return;
48. case 0x67: // FSTP - Store the temporary real.
49. put\_temp\_real(PST(0),info,code);
50. fpop();
51. return;
52. case 0xa2: // FST - Stores double precision (long) real.
53. put\_long\_real(PST(0),info,code);
54. return;
55. case 0xa3: // FSTP - Stores double precision (long) real.
56. put\_long\_real(PST(0),info,code);
57. fpop();
58. return;
59. case 0xa4: // FRSTOR - Restores all 108 bytes register contents.
60. address = ea(info,code);
61. for (code = 0 ; code < 27 ; code++) {
62. ((long \*) & I387)[code] =
63. get\_fs\_long((unsigned long \*) address);
64. address += 4;
65. }
66. return;
67. case 0xa6: // FSAVE - Saves all 108 bytes register contents.
68. address = ea(info,code);
69. verify\_area(address,108);
70. for (code = 0 ; code < 27 ; code++) {
71. put\_fs\_long( ((long \*) & I387)[code],
72. (unsigned long \*) address);
73. address += 4;
74. }
75. I387.cwd = 0x037f;
76. I387.swd = 0x0000;
77. I387.twd = 0x0000;
78. return;
79. case 0xa7: // FSTSW - Store status word.
80. address = ea(info,code);
81. verify\_area(address,2);
82. put\_fs\_word(I387.swd,(short \*) address);
83. return;
84. case 0xe2: // FIST - Stores short integer.
85. put\_short\_int(PST(0),info,code);
86. return;
87. case 0xe3: // FISTP - Stores short integer.
88. put\_short\_int(PST(0),info,code);
89. fpop();
90. return;
91. case 0xe4: // FBLD - Loads the number of BCD type.
92. fpush();
93. get\_BCD(&tmp,info,code);
94. real\_to\_real(&tmp,&ST(0));
95. return;
96. case 0xe5: // FILD - Loads a long integer.
97. fpush();
98. get\_longlong\_int(&tmp,info,code);
99. real\_to\_real(&tmp,&ST(0));
100. return;
101. case 0xe6: // FBSTP - Stores number of BCD type.
102. put\_BCD(PST(0),info,code);
103. fpop();
104. return;
105. case 0xe7: // BISTP - Stores a long integer. 415 put\_longlong\_int(PST(0),info,code);
106. fpop();
107. return;
108. }

// (4) The second type of floating point instructions are processed below. First, the number

// of the specified type is taken according to the MF of the bit 10--9 of the instruction code, // and then separately processed according to the combined value of the OPA and the OPB. That // is, the instruction code in the form of "11011, MF, 000, XXX, R/M" is processed.

1. switch (code >> 9) {
2. case 0: // MF = 00, short real (32-bit real).
3. get\_short\_real(&tmp,info,code);
4. break;
5. case 1: // MF = 01, short integer (32-bit integer).
6. get\_long\_int(&tmp,info,code);
7. break;
8. case 2: // MF = 10, long real (64-bit real).
9. get\_long\_real(&tmp,info,code);
10. break;
11. case 4: // MF = 11, a long integer (64-bit). should be 'case 3'!
12. get\_short\_int(&tmp,info,code);
13. }

// (5) Process the OPB code in the second byte of the floating point instruction.

1. switch ((code>>3) & 0x27) {
2. case 0: // FADD
3. fadd(&tmp,PST(0),&tmp);
4. real\_to\_real(&tmp,&ST(0));
5. return;
6. case 1: // FMUL
7. fmul(&tmp,PST(0),&tmp);
8. real\_to\_real(&tmp,&ST(0));
9. return;
10. case 2: // FCOM
11. fcom(&tmp,PST(0));
12. return;
13. case 3: // FCOMP
14. fcom(&tmp,PST(0));
15. fpop();
16. return;
17. case 4: // FSUB
18. tmp.exponent ^= 0x8000;
19. fadd(&tmp,PST(0),&tmp);
20. real\_to\_real(&tmp,&ST(0));
21. return;
22. case 5: // FSUBR
23. ST(0).exponent ^= 0x8000;
24. fadd(&tmp,PST(0),&tmp);
25. real\_to\_real(&tmp,&ST(0));
26. return;
27. case 6: // FDIV
28. fdiv(PST(0),&tmp,&tmp);
29. real\_to\_real(&tmp,&ST(0));
30. return;
31. case 7: // FDIVR
32. fdiv(&tmp,PST(0),&tmp);
33. real\_to\_real(&tmp,&ST(0));
34. return;
35. }

// Process the instruction code of the form "11011, XX, 1, XX, 000, R/M".

1. if ((code & 0x138) == 0x100) { // FLD, FILD
2. fpush();
3. real\_to\_real(&tmp,&ST(0));
4. return;
5. }

// The rest are invalid instructions.

1. printk("Unknown math-insns: %04x:%08x %04x\n\r",CS,EIP,code);
2. math\_abort(info,1<<(SIGFPE-1));
3. }

475

// The 80387 emulation interface function called in exception Interrupts int7.

// If the current process has not used the coprocessor, set the use of the coprocessor flag

// used\_math, and then initialize the 80387 control word, status word and tag word. Finally, // use the return address when int 7 invokes this function as a parameter to call the floating // point instruction emulation function do\_emu(). The parameter \_\_\_false is \_orig\_eip.

1. void math\_emulate(long \_\_\_false)
2. {
3. if (!current->used\_math) {
4. current->used\_math = 1;
5. I387.cwd = 0x037f;
6. I387.swd = 0x0000;
7. I387.twd = 0x0000;
8. }
9. /\* &\_\_\_false points to info->\_\_\_orig\_eip, so subtract 1 to get info \*/
10. do\_emu((struct info \*) ((&\_\_\_false) - 1));
11. }

487

// Terminate the simulation.

// When an invalid instruction code or an unimplemented instruction is processed, the function

// first restores the original EIP of the program and then sends a specified signal to the current

// process. Finally, the stack pointer is pointed to the return address when int7 invokes this // function, and directly returns to the interrupt. This function will be used in the macro // math\_abort(). See the linux/math\_emu.h file at line 50 for more instructions.

1. void \_\_math\_abort(struct info \* info, unsigned int signal)
2. {
3. EIP = ORIG\_EIP;
4. current->signal |= signal;
5. \_\_asm\_\_("movl %0,%%esp ; ret"::"g" ((long) info));
6. }

494

// Accumulator stack pop-up operation.

// Increase the TOP field of the status word by 1 and modulo 7 .

1. static void fpop(void)
2. {
3. unsigned long tmp;

498

1. tmp = I387.swd & 0xffffc7ff;
2. I387.swd += 0x00000800;
3. I387.swd &= 0x00003800;

11.3 error.c

1. I387.swd |= tmp;
2. }

504

// Accumulator stack Push operation.

// The TOP field of status word is decremented by 1 (ie, 7 is added) and modulo 7.

1. static void fpush(void)
2. {
3. unsigned long tmp;

508

1. tmp = I387.swd & 0xffffc7ff;
2. I387.swd += 0x00003800;
3. I387.swd &= 0x00003800;
4. I387.swd |= tmp;
5. }

514

// Swap the values of the two accumulator registers.

1. static void fxchg(temp\_real\_unaligned \* a, temp\_real\_unaligned \* b)
2. {
3. temp\_real\_unaligned c;

518

1. c = \*a;
2. \*a = \*b;
3. \*b = c;
4. }

523

// Get the ST(i) memory pointer in the I387 structure.

// Take the TOP field value in the status word, add the specified physical data register number // and modulo 7, and finally return the pointer corresponding to ST(i).

1. static temp\_real\_unaligned \* \_\_st(int i)
2. {
3. i += I387.swd >> 11; // Get the TOP field in the status word.
4. i &= 7;
5. return (temp\_real\_unaligned \*) (i\*10 + (char \*)(I387.st\_space)); 529 }

530

## 11.3 error.c

### 11.3.1 Function

When the coprocessor detects that it has an error, it will notify the CPU via the 80387 chip ERROR pin. The error.c program is used to process the error signal sent by the coprocessor, mainly to execute the math\_error() function.

### 11.3.2 Code annotation

Program 11-2 linux/kernel/math/error.c

1. /\*
2. \* linux/kernel/math/error.c
3. \*
4. \* (C) 1991 Linus Torvalds
5. \*/

6

// <signal.h> Signal header file. Define signal symbol constants, signal structures, and

// signal manipulation function prototypes.

// <linux/sched.h> The scheduler header file defines the task structure task\_struct, the // data of the initial task 0, and some embedded assembly function macro statements

// about the descriptor parameter settings and acquisition.

7 #include <signal.h>

8

9 #include <linux/sched.h>

10

// Coprocessor error handling function called in int16.

// The following code is used to handle the error sent by the coprocessor. It causes 80387 to

// clear all exception flags and busy bits in the status word. If the last task used coprocessor, // then set the coprocessor error signal flag. After returning, the function will jump to the // system-call interrupt return place of ret\_from\_sys\_call to continue execution.

11 void math\_error(void) 12 {

1. \_\_asm\_\_("fnclex"); // clear all exception flags and busy bit in status word.
2. if (last\_task\_used\_math) // if used coprocessor, set signal flag.
3. last\_task\_used\_math->signal |= 1<<(SIGFPE-1);
4. }

17

## 11.4 ea.c

### 11.4.1 Function

The ea.c program is used to calculate the effective address used by the operand when simulating floating-point instructions. In order to analyze the effective address information in an instruction, we must have an understanding of the instruction encoding method. The general encoding format for Intel processor instructions is shown in Figure 11-7.
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Figure 11-7 General instruction encoding format

As can be seen from the figure, each instruction can have up to 5 fields. The prefix field can consist of 0 to

4 bytes and is used to modify the next instruction. The opcode field is the main field that indicates the operation of the instruction. Each instruction must have at least 1 byte of operation code. If necessary, the instruction opcode field indicates whether or not to follow a MODRM operand indicator, which is used to explicitly indicate the type and number of operands. For memory operands, the address displacement field is used to give the offset of the operand. The MOD subfield of the MODRM field indicates whether the instruction contains an address offset field and its length. The immediate constant field gives the operand required by the instruction opcode, which is the simplest operand given in the instruction. See the Intel manual for a detailed description of the immediate operands, register operands, and memory operand encoding.

The encoding format of all instructions is shown schematically in Figure 11-8. The figure shows the instruction formats for 10 different encoding methods. Wherein, the symbol OPCode or OPC is an operation code; REG is a register field; the R/M field is used to indicate a register as an operand, or is combined with a MOD field to specify an addressing mode. Some MODR/M encodings require a second addressing byte (called SIB byte) to indicate the addressing mode. This byte has three subfield contents: (1) Scale - scale (S) field specifies the scale factor; (2) index - index ( The Idx) field specifies the index register; (3) the Base - Base field specifies the base address register.
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Figure 11-8 Instruction encoding and addressing format summary

The ea() function in this program is used to calculate the effective address based on the addressing mode byte in the instruction. It first takes the MOD field and the R/M field value in the instruction code. If MOD=0b11, it means a single-byte instruction with no offset field. If the R/M field = 0b100 and MOD is not 0b11, it means 2-byte address mode addressing. At this time, the function sib() which processes the second operand instruction byte SIB (Scale, Index, Base) is called to obtain the offset value and return. If the R/M field is 0b101 and MOD is 0, it indicates a single-byte address mode encoding followed by a 32-byte offset value. For the rest of the case, it is processed according to the MOD.

### 11.4.2 Code annotation

Program 11-3 linux/kernel/math/ea.c

1. /\*
2. \* linux/kernel/math/ea.c
3. \*
4. \* (C) 1991 Linus Torvalds
5. \*/

6

1. /\*
2. \* Calculate the effective address.
3. \*/ 10

// <stddef.h> The standard definition header file. NULL, offsetof(TYPE, MEMBER) are defined. // <linux/math\_emu.h> Coprocessor emulation header file. A coprocessor data structure and

// a floating point representation structure are defined.

// <asm/segment.h> Segment operation header file. An embedded assembly function is defined

// for segment register operations.

11 #include <stddef.h>

12

1. #include <linux/math\_emu.h>
2. #include <asm/segment.h> 15

// The offset position of each register in the info structure. offsetof() is used to find the // offset position of the specified field in the structure. See the include/stddef.h file.

1. static int \_\_regoffset[] = {
2. offsetof(struct info,\_\_\_eax),
3. offsetof(struct info,\_\_\_ecx),
4. offsetof(struct info,\_\_\_edx),
5. offsetof(struct info,\_\_\_ebx),
6. offsetof(struct info,\_\_\_esp),
7. offsetof(struct info,\_\_\_ebp),
8. offsetof(struct info,\_\_\_esi),
9. offsetof(struct info,\_\_\_edi)
10. };

26

// Get the contents of the register at the specified position in the info structure.

27 #define REG(x) (\*(long \*)(\_\_regoffset[(x)]+(char \*) info))

28

// Get the value of the second operand indication byte SIB (Scale, Index, Base).

1. static char \* sib(struct info \* info, int mod)
2. {
3. unsigned char ss,index,base;
4. long offset = 0; 33

// The SIB byte is first taken from the user code segment, then the field bit values are taken. 34 base = get\_fs\_byte((char \*) EIP);

1. EIP++;
2. ss = base >> 6; // scale size.
3. index = (base >> 3) & 7;
4. base &= 7;

// If the index code is 0b100, it means there is no index offset value. Otherwise index offset // value offset = register content \* scale factor.

1. if (index == 4)
2. offset = 0;
3. else
4. offset = REG(index);
5. offset <<= ss;

// If the MOD in the previous MODRM byte is not zero, or if Base is not equal to 0b101, it means

// that there is an offset value in the register specified by base. Therefore, the offset needs // to be added to the contents of the base corresponding register. If MOD=1, the offset value // is 1 byte (8-bit). Otherwise, if MOD=2, or base=0b101, the offset value is 4 bytes.

1. if (mod || base != 5)
2. offset += REG(base);
3. if (mod == 1) {
4. offset += (signed char) get\_fs\_byte((char \*) EIP);
5. EIP++;
6. } else if (mod == 2 || base == 5) {
7. offset += (signed) get\_fs\_long((unsigned long \*) EIP);
8. EIP += 4;
9. }

// Finally save and return the offset value.

1. I387.foo = offset;
2. I387.fos = 0x17;
3. return (char \*) offset;
4. } 57

// Calcating the effective address base on the addressing mode byte in the instruction code.

1. char \* ea(struct info \* info, unsigned short code)
2. {
3. unsigned char mod,rm;
4. long \* tmp = &EAX;
5. int offset = 0; 63

// First take the MOD field and the R/M field value in the instruction code. If MOD=0b11, it

// means a single-byte instruction with no offset field. If the R/M field = 0b100 and MOD is // not 0b11, it means 2-byte address mode addressing, so call sib() to find the offset value // and return.

1. mod = (code >> 6) & 3; // MOD field.
2. rm = code & 7; // R/M field.
3. if (rm == 4 && mod != 3)
4. return sib(info,mod);

// If the R/M field is 0b101 and MOD is 0, it indicates a single-byte address mode encoding // followed by a 32-byte offset value. Then take the 4-byte offset value in the user code, save // it and return it.

1. if (rm == 5 && !mod) {
2. offset = get\_fs\_long((unsigned long \*) EIP);
3. EIP += 4;
4. I387.foo = offset;
5. I387.fos = 0x17;
6. return (char \*) offset;
7. }

// For the rest of the case, it is processed according to the MOD. First, the value of the contents

// of the corresponding register of the R/M code is taken out as the pointer tmp. For MOD=0, // there is no offset value. For MOD=1, the code is followed by a 1-byte offset value. For MOD=2, // there is a 4-byte offset after the code. Finally save and return the valid address value.

1. tmp = & REG(rm);
2. switch (mod) {
3. case 0: offset = 0; break;
4. case 1:
5. offset = (signed char) get\_fs\_byte((char \*) EIP);
6. EIP++;
7. break;
8. case 2:
9. offset = (signed) get\_fs\_long((unsigned long \*) EIP);
10. EIP += 4; 85 break;
11. case 3:
12. math\_abort(info,1<<(SIGILL-1));
13. }
14. I387.foo = offset;
15. I387.fos = 0x17;
16. return offset + (char \*) \*tmp;
17. }

93

## 11.5 convert.c

### 11.5.1 Function

The convert.c program contains data type conversion functions during the 80387 emulation operation. Before performing the simulation calculation, we need to convert the integer or real type provided by the user into the temporary real number format used in the simulation, and then convert back to the original format after the simulation is completed. For example, Figure 11-9 shows a schematic diagram of a conversion of a short real into a temporary real number format.
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Figure 11-9 Conversion diagram of short real to temporary real format

### 11.5.2 Code annotation

Program 11-4 linux/kernel/math/convert.c

1. /\*
2. \* linux/kernel/math/convert.c
3. \*
4. \* (C) 1991 Linus Torvalds
5. \*/

6

7 #include <linux/math\_emu.h>

8

1. /\*
2. \* NOTE!!! There is some "non-obvious" optimisations in the temp\_to\_long 11 \* and temp\_to\_short conversion routines: don't touch them if you don't
3. \* know what's going on. They are the adding of one in the rounding: the
4. \* overflow bit is also used for adding one into the exponent. Thus it
5. \* looks like the overflow would be incorrectly handled, but due to the 15 \* way the IEEE numbers work, things are correct.
6. \*
7. \* There is no checking for total overflow in the conversions, though (ie 18 \* if the temp-real number simply won't fit in a short- or long-real.)

19 \*/

20

// Convert short real to temporary real number.

// The short real number is 32 bits long, its significant number (mantissa) is 23 bits long, // the exponent is 8 bits, and there is 1 sign bit.

1. void short\_to\_temp(const short\_real \* a, temp\_real \* b)
2. {

// First we handle the case where the short real number is 0. If it is 0, the significand // the temporary real number b is set to 0. The sign bit of the temporary real number is then // set according to the short real sign bit, ie the most significant bit of exponent.

1. if (!(\*a & 0x7fffffff)) {
2. b->a = b->b = 0; // set significand of the temp real = 0.
3. if (\*a)
4. b->exponent = 0x8000; // set sign bit.
5. else
6. b->exponent = 0;
7. return; 30 }

// For a general short real, first determine the exponent value corresponding to the temporary

// real number. Here we need to use the concept of the integer number biased representation

// method, see section 11.1. The biase number of the short real exponent is 127, while the biase

// of the temporary real exponent is 16383. Therefore, after extracting the exponent value in

// the short real, it is necessary to change the biase value to 16383. This forms the exponent

// value in the temporary real format. Also, if the short real number is negative, you need

// to set the sign bit of the temporary real (bit 79). Next set the mantissa. The method is

// to shift the short real number to the left by 8 bits, and let the 23 most significant digit

// of the mantissa be at the bit 62 of the temporary real number. Bit 63 of the temporary real // mantissa needs to be set to 1, which requires an OR 0x80000000 operation. Finally, the low // 32-bit significant number of the temporary real is cleared.

1. b->exponent = ((\*a>>23) & 0xff)-127+16383; // change biased value to 16383.
2. if (\*a<0)
3. b->exponent |= 0x8000; // add negative sign if need.
4. b->b = (\*a<<8) | 0x80000000; // put mantissa, set 63th bit.
5. b->a = 0;
6. }

37

// Convert long real to temporary real.

// The method is exactly the same as short\_to\_temp().However, the long real is 64 bits long, // its significant number (mantissa) is 52 bits long, the exponent is 11 bits, and there is // 1 sign bit. In addition, the long real exponent biased value is 1023.

1. void long\_to\_temp(const long\_real \* a, temp\_real \* b)
2. {
3. if (!a->a && !(a->b & 0x7fffffff)) {
4. b->a = b->b = 0;
5. if (a->b)
6. b->exponent = 0x8000; // set sign bit.
7. else
8. b->exponent = 0;
9. return;
10. }
11. b->exponent = ((a->b >> 20) & 0x7ff)-1023+16383; // change biased value to 16383.
12. if (a->b<0)
13. b->exponent |= 0x8000;
14. b->b = 0x80000000 | (a->b<<11) | (((unsigned long)a->a)>>21); // place 1.
15. b->a = a->a<<11;
16. }

54

// Convert temporary real to short real.

// The procedure is the opposite of short\_to\_temp() but we requires handling precision and

// rounding issues.

1. void temp\_to\_short(const temp\_real \* a, short\_real \* b)
2. {

// If the exponent part is 0, the short real number is set to -0 or 0 depending on whether or // not there is a sign bit. refer to Table 11-2.

1. if (!(a->exponent & 0x7fff)) {
2. \*b = (a->exponent)?0x80000000:0;
3. return; 60 }

// First, the exponent portion is processed, that is, the amount of the exponent bias (16383) // is replaced by the biased amount 127 of the short real number, and the sign bit is set if // it is a negative number.

1. \*b = ((((long) a->exponent)-16383+127) << 23) & 0x7f800000;
2. if (a->exponent < 0) // set sign if negative.
3. \*b |= 0x80000000;

// Then get the highest 23 bits of the signifcand from the temporary real number and perform // the rounding operation according to the rounding setting in the control word.

1. \*b |= (a->b >> 8) & 0x007fffff; // get higher 23bits of the temp real.
2. switch (ROUNDING) {
3. case ROUND\_NEAREST:
4. if ((a->b & 0xff) > 0x80)
5. ++\*b;
6. break;
7. case ROUND\_DOWN:
8. if ((a->exponent & 0x8000) && (a->b & 0xff))
9. ++\*b;
10. break; 74 case ROUND\_UP:
11. if (!(a->exponent & 0x8000) && (a->b & 0xff))
12. ++\*b;
13. break;
14. }
15. }

80

// Convert temporary real to long real number.

// The long real is 64 bits long, its significant number (mantissa) is 52 bits long, the exponent // is 11 bits, and there is 1 sign bit, and the exponent biased value is 1023.

1. void temp\_to\_long(const temp\_real \* a, long\_real \* b)
2. {
3. if (!(a->exponent & 0x7fff)) {
4. b->a = 0;
5. b->b = (a->exponent)?0x80000000:0;
6. return;
7. }
8. b->b = (((0x7fff & (long) a->exponent)-16383+1023) << 20) & 0x7ff00000;
9. if (a->exponent < 0)
10. b->b |= 0x80000000;
11. b->b |= (a->b >> 11) & 0x000fffff; 92 b->a = a->b << 21;
12. b->a |= (a->a >> 11) & 0x001fffff;
13. switch (ROUNDING) {
14. case ROUND\_NEAREST:
15. if ((a->a & 0x7ff) > 0x400)
16. \_\_asm\_\_("addl $1,%0 ; adcl $0,%1"
17. :"=r" (b->a),"=r" (b->b)
18. :"" (b->a),"1" (b->b));
19. break; 101 case ROUND\_DOWN:
20. if ((a->exponent & 0x8000) && (a->b & 0xff))
21. \_\_asm\_\_("addl $1,%0 ; adcl $0,%1"
22. :"=r" (b->a),"=r" (b->b)
23. :"" (b->a),"1" (b->b));
24. break; 107 case ROUND\_UP:
25. if (!(a->exponent & 0x8000) && (a->b & 0xff))
26. \_\_asm\_\_("addl $1,%0 ; adcl $0,%1"
27. :"=r" (b->a),"=r" (b->b)
28. :"" (b->a),"1" (b->b));
29. break;
30. }
31. }

115

// Convert temporary real to a temporary integer format.

// Temporary integers are also represented by 10 bytes. The lower 8 bytes are unsigned integer

// values, and the upper 2 bytes represent exponent value and sign bit. If the highest significant

// byte of the upper 2 bytes is 1, it indicates a negative number; if the bit is 0, it indicates // a positive number.

1. void real\_to\_int(const temp\_real \* a, temp\_int \* b)
2. {
3. int shift = 16383 + 63 - (a->exponent & 0x7fff);
4. unsigned long underflow;

120

1. b->a = b->b = underflow = 0;
2. b->sign = (a->exponent < 0);
3. if (shift < 0) {
4. set\_OE();
5. return;
6. }
7. if (shift < 32) {
8. b->b = a->b; b->a = a->a;
9. } else if (shift < 64) {
10. b->a = a->b; underflow = a->a;
11. shift -= 32;
12. } else if (shift < 96) {
13. underflow = a->b;
14. shift -= 64;
15. } else
16. return;
17. \_\_asm\_\_("shrdl %2,%1,%0" // 32-bit shift right.
18. :"=r" (underflow),"=r" (b->a)
19. :"c" ((char) shift),"" (underflow),"1" (b->a));
20. \_\_asm\_\_("shrdl %2,%1,%0"
21. :"=r" (b->a),"=r" (b->b)
22. :"c" ((char) shift),"" (b->a),"1" (b->b));
23. \_\_asm\_\_("shrl %1,%0"
24. :"=r" (b->b)
25. :"c" ((char) shift),"" (b->b));
26. switch (ROUNDING) {
27. case ROUND\_NEAREST:
28. \_\_asm\_\_("addl %4,%5 ; adcl $0,%0 ; adcl $0,%1"
29. :"=r" (b->a),"=r" (b->b)
30. :"" (b->a),"1" (b->b)
31. ,"r" (0x7fffffff + (b->a & 1))
32. ,"m" (\*&underflow));
33. break; 154 case ROUND\_UP:
34. if (!b->sign && underflow)
35. \_\_asm\_\_("addl $1,%0 ; adcl $0,%1"
36. :"=r" (b->a),"=r" (b->b)
37. :"" (b->a),"1" (b->b));
38. break; 160 case ROUND\_DOWN:
39. if (b->sign && underflow)
40. \_\_asm\_\_("addl $1,%0 ; adcl $0,%1"
41. :"=r" (b->a),"=r" (b->b)
42. :"" (b->a),"1" (b->b));
43. break;
44. }
45. }

168

// Convert a temporary integer to a temporary real format.

1. void int\_to\_real(const temp\_int \* a, temp\_real \* b)
2. {

// Since the original value is an integer, when converting to a temporary real, the exponent // adds 63 in addition to the biased amount of 16383. This means that the significand needs // to be multiplied by 2^63, which means that the significand are also integer values.

1. b->a = a->a;
2. b->b = a->b;
3. if (b->a || b->b)
4. b->exponent = 16383 + 63 + (a->sign? 0x8000:0);
5. else {
6. b->exponent = 0;
7. return; 178 }

// The normal real number after the conversion format is normalized, that is, the high significant // bit of the significand is not zero.

1. while (b->b >= 0) {
2. b->exponent--;
3. \_\_asm\_\_("addl %0,%0 ; adcl %1,%1"
4. :"=r" (b->a),"=r" (b->b)
5. :"" (b->a),"1" (b->b));
6. }
7. }

186

## 11.6 add.c

### 11.6.1 Function

The add.c program is used to handle the addition during the simulation. In order to calculate the mantissa of the floating-point number, we need to first symbolize the mantissa, and then perform non-symbolization after the calculation, and then resume using the temporary real format to represent the floating-point number. A schematic diagram of the symbolization and non-symbolic format conversion of floating-point mantissas is shown in Figure 11-10.
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Figure 11-10 Transformation between temporary real and simulation formats

### 11.6.2 Code annotation

Program 11-5 linux/kernel/math/add.c

1. /\*
2. \* linux/kernel/math/add.c
3. \*
4. \* (C) 1991 Linus Torvalds
5. \*/

6

1. /\*
2. \* temporary real addition routine.
3. \*
4. \* NOTE! These aren't exact: they are only 62 bits wide, and don't do
5. \* correct rounding. Fast hack. The reason is that we shift right the
6. \* values by two, in order not to have overflow (1 bit), and to be able
7. \* to move the sign into the mantissa (1 bit). Much simpler algorithms,
8. \* and 62 bits (61 really - no rounding) accuracy is usually enough. The
9. \* only time you should notice anything weird is when adding 64-bit 16 \* integers together. When using doubles (52 bits accuracy), the 17 \* 61-bit accuracy never shows at all.

18 \*/

19

20 #include <linux/math\_emu.h>

21

// Get a negative number (two's complement) representation of a number.

// The operation is to invert the mantissa (significand) of the temporary real number and add // 1 to it. The parameter 'a' is a pointer to a temporary real structure. The combination of // its fields a and b is the significand of the temporary real.

1. #define NEGINT(a) \
2. \_\_asm\_\_("notl %0 ; notl %1 ; addl $1,%0 ; adcl $0,%1" \
3. :"=r" (a->a),"=r" (a->b) \
4. :"" (a->a),"1" (a->b))

26

// Signified the mantissa.

// That is, transform the temporary real number into an exponential and integer representation // to facilitate the simulation operation. So we call it the simulation format here.

// The operation is to move the 64-bit binary mantissa right by 2 bits (so the exponent needs

// to add 2). Since the highest bit of the exponent field is the sign bit, if the exponent value

// is less than zero, the number is a negative. So we represent the mantissa in complements // (take negative) and then take the exponent to a positive value. At this time, the mantissa // contains not only the significand shifted by 2 bits but also the sign bit of the value.

1. static void signify(temp\_real \* a)
2. {

// On line 30: %0 is a->a; %1 is a->b. The assembly instruction "shrdl $2, %1, %0" performs

// a double-precision (64-bit) right shift, which shifts the combined mantissa <b, a> to the

// right by 2 bits. Since this move does not change the value in %1 (a->b), it also needs to // be shifted to the right by 2 bits.

1. a->exponent += 2; // increases exponent by 2.
2. \_\_asm\_\_("shrdl $2,%1,%0 ; shrl $2,%1" // mantissa is shifted to right by 2 bits.
3. :"=r" (a->a),"=r" (a->b)
4. :"" (a->a),"1" (a->b));
5. if (a->exponent < 0)
6. NEGINT(a); // be negative.
7. a->exponent &= 0x7fff; // remove the sign bit (if any). 36 }

37

// Unsignified the mantissa.

// Convert the emulation format to a temporary real format. That is, the real number represented // by the exponent and the integer is converted into a temporary real format.

1. static void unsignify(temp\_real \* a)
2. {

// For the number with a value of 0, do not process, just return. Otherwise, we first reset

// the sign bit of the temporary rea, and then determine whether the high 32-bit field a->b

// of the mantissa has a sign bit. If so, add a sign bit to the exponent field and also represent

// (complement) the mantissa as an unsigned number. Finally, the mantissa is normalized, and

// the exponent value is decremented accordingly. That is, we perform a left shift operation // so that the most significant bit of the mantissa is not 0 (the last a->b value appears to // be like a negative value).

1. if (!(a->a || a->b)) { // ret if zero.
2. a->exponent = 0;
3. return;
4. }
5. a->exponent &= 0x7fff; // reset the sign bit.
6. if (a->b < 0) { // if negative, let mantissa be a positive.
7. NEGINT(a);
8. a->exponent |= 0x8000; // add a sign bit.
9. }
10. while (a->b >= 0) {
11. a->exponent--; // the mantissa is normalized.
12. \_\_asm\_\_("addl %0,%0 ; adcl %1,%1"
13. :"=r" (a->a),"=r" (a->b)
14. :"" (a->a),"1" (a->b));
15. }
16. }

56

// Simulate floating-point addition instruction.

// Temporary real number parameter: src1 + src2 -> result.

57 void fadd(const temp\_real \* src1, const temp\_real \* src2, temp\_real \* result) 58 {

1. temp\_real a,b;
2. int x1,x2,shift; 61

// First take the exponential values x1, x2 of the two numbers (with the sign bit removed), // then let the variable a be equal to the maximum value, and let the variable 'shift' equal // the exponential difference (ie, the multiple of 2 of the difference).

1. x1 = src1->exponent & 0x7fff;
2. x2 = src2->exponent & 0x7fff;
3. if (x1 > x2) {
4. a = \*src1;
5. b = \*src2;
6. shift = x1-x2;
7. } else {
8. a = \*src2;

11.7 compare.c

1. b = \*src1;
2. shift = x2-x1;
3. }

// If the difference between the two is too large, greater than or equal to 2^64, we can ignore

// the small number (ie b value). So you can return value a directly. Otherwise, if the difference

// is greater than or equal to 2^32, then we can ignore the lower 32-bit value of the small

// value b. So we shift b's high long field value b.b to the right by 32 bits, that is, put

// it in b.a. Then increase the exponent of b by 32 times. That is, the exponent difference // is subtracted by 32. After this adjustment, the mantissas of the two added numbers fall

// substantially in the same range.

1. if (shift >= 64) {
2. \*result = a;
3. return;
4. }
5. if (shift >= 32) {
6. b.a = b.b;
7. b.b = 0;
8. shift -= 32;
9. }

// Then we make a fine adjustment to adjust the exponent of the two to the same value. The // adjustment method is to shift the mantissa of the small value b to the right by 'shift' bits.

// Thus the exponents of the two are the same, in the same order of magnitude. So we can add // the two mantissas. Before adding, we need to convert them into a simulation format and convert // it back to the temporary real format after the addition operation.

1. \_\_asm\_\_("shrdl %4,%1,%0 ; shrl %4,%1" // Double precision (64 bit) right shift.
2. :"=r" (b.a),"=r" (b.b)
3. :"" (b.a),"1" (b.b),"c" ((char) shift));
4. signify(&a); // change format.
5. signify(&b);
6. \_\_asm\_\_("addl %4,%0 ; adcl %5,%1" // adding by using normal instructions.
7. :"=r" (a.a),"=r" (a.b)
8. :"" (a.a),"1" (a.b),"g" (b.a),"g" (b.b));
9. unsignify(&a); // change back to temp real format.
10. \*result = a;
11. }

93

## 11.7 compare.c

### 11.7.1 Function

The compare.c program is used to compare the size of two temporary real numbers in the accumulator during the simulation.

### 11.7.2 Code annotation

Program 11-6 linux/kernel/math/compare.c

1. /\*
2. \* linux/kernel/math/compare.c

11.7 compare.c

1. \*
2. \* (C) 1991 Linus Torvalds
3. \*/

6

1. /\*
2. \* temporary real comparison routines
3. \*/

10

11 #include <linux/math\_emu.h>

12

// Reset the C3, C2, C1, and C0 condition bits in the status word.

13 #define clear\_Cx() (I387.swd &= ~0x4500)

14

// The temporary real is normalized, that is, expressed as an exponent and a significand.

// For example: 102.345 is expressed as 1.02345 X 10^2. 0.0001234 is expressed as 1.234 X 10^-4.

// Of course, these numbers are represented in binary in the function.

1. static void normalize(temp\_real \* a)
2. {
3. int i = a->exponent & 0x7fff; // get the exponent (ignore sign bit).
4. int sign = a->exponent & 0x8000; // get sign.

19

// If the 64-bit significant number (mantissa) of the temporary real a is 0, then a is equal // to 0. So clear the exponent of a and return.

1. if (!(a->a || a->b)) {
2. a->exponent = 0;
3. return; 23 }

// If the mantissa of a has a zero-valued bit at the far left, shift the mantissa to the left // and adjust the exponent value (decrement). Until the MSB (most significant bit) of the b // field is 1 (when b appears as a negative value). Finally add the sign bit.

1. while (i && a->b >= 0) {
2. i--;
3. \_\_asm\_\_("addl %0,%0 ; adcl %1,%1"
4. :"=r" (a->a),"=r" (a->b)
5. :"" (a->a),"1" (a->b));
6. }
7. a->exponent = i | sign;
8. }

32

// Simulate floating-point instructions FTST (Floating-point Test).

// That is, the top stack accumulator ST(0) is compared with 0, and the condition bits in the

// status word are set according to the comparison result. If ST > 0.0, C3, C2, and C0 are // respectively 000; if ST < 0.0, the condition bit is 001; if ST == 0.0, the condition bit // is 100; if not, the condition bit is 111.

1. void ftst(const temp\_real \* a)
2. {
3. temp\_real b; 36

// First, the condition flag in the status word is cleared, and the comparison value b (ST)

// is normalized. If b is not equal to zero and the sign bit is set (is a negative number), // condition bit C0 is set, otherwise condition bit C3 is set.

1. clear\_Cx();
2. b = \*a;
3. normalize(&b);
4. if (b.a || b.b || b.exponent) {
5. if (b.exponent < 0)
6. set\_C0();
7. } else
8. set\_C3();
9. }

46

// Simulate floating-point instruction FCOM (Floating-point Compare).

// Compare the two parameters src1, src2 and set the condition bits according to the comparison // result. If src1 > src2, C3, C2, and C0 are respectively 000; if src1 < src2, the condition // bit is 001; if the two are equal, the condition bit is 100.

1. void fcom(const temp\_real \* src1, const temp\_real \* src2)
2. {
3. temp\_real a;

50

1. a = \*src1;
2. a.exponent ^= 0x8000; // invert the sign bit.
3. fadd(&a,src2,&a); // add the two (ie subtract).
4. ftst(&a); // test results, set the condition. 55 }

56

// Simulate floating-point instruction FUCOM (no order comparison).

// This function is used for comparison operations where one of the operands is a NaN.

1. void fucom(const temp\_real \* src1, const temp\_real \* src2)
2. {
3. fcom(src1,src2);
4. }

61

## 11.8 get\_put.c

### 11.8.1 Function

The get\_put.c program handles all access to user memory: fetch and store instructions/real values/BCD values. This is the only part that involves other data formats. All other operations in the simulation process use the temporary real number format.

### 11.8.2 Code annotation

Program 11-7 linux/kernel/math/get\_put.c

1. /\*
2. \* linux/kernel/math/get\_put.c
3. \*
4. \* (C) 1991 Linus Torvalds
5. \*/

6

1. /\*
2. \* This file handles all accesses to user memory: getting and putting
3. \* ints/reals/BCD etc. This is the only part that concerns itself with
4. \* other than temporary real format. All other cals are strictly temp\_real.
5. \*/

// <signal.h> Signal header file. Define signal symbol constants, signal structures, and

// signal manipulation function prototypes.

// <linux/math\_emu.h> Coprocessor emulation header file. A coprocessor data structure and

// a floating point representation structure are defined.

// <linux/kernel.h> Kernel header file. Contains prototype definitions of some of the

// commonly used functions of the kernel.

// <asm/segment.h> Segment operation header file. An embedded assembly function is defined

// for segment register operations.

1. #include <signal.h>

13

1. #include <linux/math\_emu.h>
2. #include <linux/kernel.h>
3. #include <asm/segment.h>

17

// Get a short real (single precision real number) in user memory.

// According to the content in the addressing mode byte in the floating-point instruction code

// and the content in the current register in the info structure, the effective address

// (see file math/ea.c) where the short real number is located is obtained, and then the // corresponding real value is read from the user data area. Finally, the user's short real // number is converted into a temporary real number (math/convert.c) and returned. // Parameters: tmp – a pointer to a temporary real; info - info structure pointer; // code – instruction code.

18 void get\_short\_real(temp\_real \* tmp, 19 struct info \* info, unsigned short code)

1. {
2. char \* addr;
3. short\_real sr;

23

24 addr = ea(info,code); // calculate effective address. 25 sr = get\_fs\_long((unsigned long \*) addr); // get from user data area.

26 short\_to\_temp(&sr,tmp); // convert to temp real format. 27 }

28

// Get a long real (double precision real number) in user memory.

// This function is handled in the same way as get\_short\_real().

1. void get\_long\_real(temp\_real \* tmp,
2. struct info \* info, unsigned short code)
3. {
4. char \* addr;
5. long\_real lr;

34

1. addr = ea(info,code); // get effective address.
2. lr.a = get\_fs\_long((unsigned long \*) addr); // get long real.
3. lr.b = get\_fs\_long(1 + (unsigned long \*) addr);
4. long\_to\_temp(&lr,tmp); // convert to temp real format. 39 }

40

// Take the temporary real number in the user's memory.

// First, according to the contents of the addressing mode byte in the floating-point instruction

// code and the contents of the current register in the info structure, obtain the effective

// address (math/ea.c) where the temporary real number is located, and then read the

// corresponding temporary real value from the user data area.

// Parameters: tmp – a pointer to a temporary real number; info – info structure pointer; // code – instruction code.

1. void get\_temp\_real(temp\_real \* tmp,
2. struct info \* info, unsigned short code)
3. {
4. char \* addr;

45

1. addr = ea(info,code); // get effective address.
2. tmp->a = get\_fs\_long((unsigned long \*) addr);
3. tmp->b = get\_fs\_long(1 + (unsigned long \*) addr);
4. tmp->exponent = get\_fs\_word(4 + (unsigned short \*) addr);
5. }

51

// Get a short integer in the user's memory.

// The function first obtains the effective address of the short integer according to the content

// in the addressing mode byte in the floating-point instruction code and the contents of the

// current register in the info structure, and then reads the corresponding integer value from // the user data area, and save as a temporary integer format. Finally, convert the temporary // integer value to a temporary real number.

// Temporary integers are also represented by 10 bytes. The lower 8 bytes are unsigned integer

// values, and the upper 2 bytes represent exponent value and sign bits. If the highest // significant byte of the upper 2 bytes is 1, it means a negative number; if the most significant // bit is 0, it means a positive number.

// Parameters: tmp – a pointer to a temporary real number; info – info structure pointer; // code – instruction code.

1. void get\_short\_int(temp\_real \* tmp,
2. struct info \* info, unsigned short code)
3. {
4. char \* addr;
5. temp\_int ti;

57

1. addr = ea(info,code); // get effective in the instruction code.
2. ti.a = (signed short) get\_fs\_word((unsigned short \*) addr);
3. ti.b = 0;
4. if (ti.sign = (ti.a < 0)) // set sign bit if it is a negative.
5. ti.a = - ti.a; // and unsignify the mantissa part.
6. int\_to\_real(&ti,tmp); // change to temp real. 64 }

65

// Get a long integer in the user's memory and convert it to a temporary real format.

// This function is handled in the same way as get\_short\_int() above.

1. void get\_long\_int(temp\_real \* tmp,
2. struct info \* info, unsigned short code)
3. {
4. char \* addr;
5. temp\_int ti;

71

1. addr = ea(info,code);
2. ti.a = get\_fs\_long((unsigned long \*) addr);
3. ti.b = 0;
4. if (ti.sign = (ti.a < 0))
5. ti.a = - ti.a;
6. int\_to\_real(&ti,tmp);
7. }

79

// Get a 64-bit long integer (extended long integer) in user memory.

// First, according to the contents of the addressing mode byte in the floating-point instruction

// code and the contents of the current register in the info structure, the effective address

// of the 64-bit long integer is obtained, and then the corresponding integer value is read

// from the user data area and saved as a temporary integer. Finally, convert the temporary // integer value to a temporary real number.

// Parameters: tmp –temporary real pointer; info – info pointer; code – instruction code.

1. void get\_longlong\_int(temp\_real \* tmp,
2. struct info \* info, unsigned short code)
3. {
4. char \* addr;
5. temp\_int ti;

85

1. addr = ea(info,code); // get effective address.
2. ti.a = get\_fs\_long((unsigned long \*) addr); // get 64-bit longlong integer.
3. ti.b = get\_fs\_long(1 + (unsigned long \*) addr);
4. if (ti.sign = (ti.b < 0)) // set sign bit if it is a negative, 90 \_\_asm\_\_("notl %0 ; notl %1\n\t" // and complement, carry adjustment.
5. "addl $1,%0 ; adcl $0,%1"
6. :"=r" (ti.a),"=r" (ti.b)
7. :"" (ti.a),"1" (ti.b));
8. int\_to\_real(&ti,tmp); // change to temporary real. 95 }

96

// Multiply a 64-bit integer (such as N) by 10.

// This macro is used in the conversion of the following BCD code values into a temporary real // number format. The method is: N<<1 + N<<3.

1. #define MUL10(low,high) \
2. \_\_asm\_\_("addl %0,%0 ; adcl %1,%1\n\t" \
3. "movl %0,%%ecx ; movl %1,%%ebx\n\t" \
4. "addl %0,%0 ; adcl %1,%1\n\t" \
5. "addl %0,%0 ; adcl %1,%1\n\t" \
6. "addl %%ecx,%0 ; adcl %%ebx,%1" \
7. :"=a" (low),"=d" (high) \
8. :"" (low),"1" (high):"cx","bx")

105

// 64-bit addition. Add the 32-bit unsigned number val to the 64-bit <high,low>.

1. #define ADD64(val,low,high) \
2. \_\_asm\_\_("addl %4,%0 ; adcl $0,%1":"=r" (low),"=r" (high) \
3. :"" (low),"1" (high),"r" ((unsigned long) (val)))

109

// Take the BCD code value in the user's memory and convert it to temporary real format.

// The function first obtains the effective address of the BCD code according to the content

// in the addressing mode byte in the floating-point instruction code and the content in the

// registers in the info structure, and then reads the corresponding BCD code of 10 bytes from // the user data area (where 1 byte is used for sign) and is converted to a temporary integer // form. Finally, the temporary integer value is converted to a temporary real number. // Parameters: tmp – a pointer to a temporary real number; info – info structure pointer; // code – instruction code.

1. void get\_BCD(temp\_real \* tmp, struct info \* info, unsigned short code)
2. {
3. int k;
4. char \* addr;
5. temp\_int i;
6. unsigned char c; 116

// Get the memory effective address of the BCD code value, and then start processing from the

// last BCD code byte (most significant bit). First obtain the sign bit of the BCD code value

// and set the sign bit of the temporary integer. The 9-byte BCD code value is then converted // to a temporary integer format, and finally the temporary integer value is converted to a // temporary real number.

1. addr = ea(info,code); // get effective address.
2. addr += 9; // point to the last (10th) byte.
3. i.sign = 0x80 & get\_fs\_byte(addr--); // get sign bit.
4. i.a = i.b = 0;
5. for (k = 0; k < 9; k++) { // change to temporary integer.
6. c = get\_fs\_byte(addr--); 123 MUL10(i.a, i.b);
7. ADD64((c>>4), i.a, i.b);
8. MUL10(i.a, i.b);
9. ADD64((c&0xf), i.a, i.b);
10. }
11. int\_to\_real(&i,tmp); // change to temporary real. 129 }

130

// Save the result in the short (single precision) real format to the user data area.

// The function first obtains the effective address addr in the instruction code, and then // converts the result of the temporary real into a short real format and stores it at the location // of addr.

// Parameters: tmp – temporary real format result value; info – info structure pointer; // code – instruction code.

1. void put\_short\_real(const temp\_real \* tmp,
2. struct info \* info, unsigned short code)
3. {
4. char \* addr;
5. short\_real sr;

136

137 addr = ea(info,code); // get effective address. 138 verify\_area(addr,4); // verify the data area.

1. temp\_to\_short(tmp,&sr); // convert to short real.
2. put\_fs\_long(sr,(unsigned long \*) addr); // store at location addr. 141 }

142

// Save the result in the long (double precision) real format to the user data area.

// This function is handled in the same way as put\_real\_real() above.

1. void put\_long\_real(const temp\_real \* tmp,
2. struct info \* info, unsigned short code)
3. {
4. char \* addr;
5. long\_real lr;

148

1. addr = ea(info,code);
2. verify\_area(addr,8);
3. temp\_to\_long(tmp,&lr);
4. put\_fs\_long(lr.a, (unsigned long \*) addr);
5. put\_fs\_long(lr.b, 1 + (unsigned long \*) addr);
6. }

155

// Save the result in the temporary real format to the user data area.

// The function first obtains the address addr for saving the result, and after verifying that // there is enough (10 bytes) of user memory at the address, then stores the temporary real // number to the addr.

// Parameters: tmp – temporary real format result value; info – info structure pointer; // code – instruction code.

1. void put\_temp\_real(const temp\_real \* tmp,
2. struct info \* info, unsigned short code)
3. {
4. char \* addr;

160

1. addr = ea(info,code); // get effective address.
2. verify\_area(addr,10); // verify there is enough uesr memory.
3. put\_fs\_long(tmp->a, (unsigned long \*) addr); // store temp real to user area.
4. put\_fs\_long(tmp->b, 1 + (unsigned long \*) addr);
5. put\_fs\_word(tmp->exponent, 4 + (short \*) addr);
6. }

167

// Save the result in the short integer format to the user data area.

// The function first obtains the address addr for saving the result, and then converts the

// result of the temporary real format into a temporary integer format. If it is a negative // number, set the integer sign bit. Finally, the integer is saved to the user memory. // Parameters: tmp – temporary real format result value; info – info structure pointer; // code – instruction code.

1. void put\_short\_int(const temp\_real \* tmp,
2. struct info \* info, unsigned short code)
3. {
4. char \* addr;
5. temp\_int ti;

173

1. addr = ea(info,code); // get effective address.
2. real\_to\_int(tmp,&ti); // change to temp integer.
3. verify\_area(addr,2); // verify user area (need 2 bytes)
4. if (ti.sign)
5. ti.a = -ti.a; // negative the result.
6. put\_fs\_word(ti.a,(short \*) addr); // store to user data area. 180 }

181

// Save the result in a long integer format to the user data area.

// This function is handled in the same way as put\_short\_int() above.

1. void put\_long\_int(const temp\_real \* tmp,
2. struct info \* info, unsigned short code)
3. {
4. char \* addr;
5. temp\_int ti;

187

1. addr = ea(info,code); // get effective address.
2. real\_to\_int(tmp,&ti); // change to temp integer.
3. verify\_area(addr,4); // verify user area (4 bytes).
4. if (ti.sign) // if signed, negative the result.
5. ti.a = -ti.a;
6. put\_fs\_long(ti.a,(unsigned long \*) addr); // store to the user data area. 194 }

195

// Save the result in the 64-bit integer format to the user data area.

// The function first obtains the address addr for saving the result, and then converts the

// result of the temporary real format into a temporary integer format. If it is a negative // number, set the integer sign bit. Finally, the integer is saved to the user memory. // Parameters: tmp – temporary real format result value; info – info structure pointer; // code – instruction code.

1. void put\_longlong\_int(const temp\_real \* tmp,
2. struct info \* info, unsigned short code)
3. {
4. char \* addr;
5. temp\_int ti;

201

1. addr = ea(info,code); // get effective address.
2. real\_to\_int(tmp,&ti); // change to temporary integer.
3. verify\_area(addr,8); // verify that 8 bytes are available.
4. if (ti.sign) // if signed, change to negative value.
5. \_\_asm\_\_("notl %0 ; notl %1\n\t" // invert and add one.
6. "addl $1,%0 ; adcl $0,%1"
7. :"=r" (ti.a),"=r" (ti.b)
8. :"" (ti.a),"1" (ti.b));
9. put\_fs\_long(ti.a,(unsigned long \*) addr); // store to the user data area.
10. put\_fs\_long(ti.b,1 + (unsigned long \*) addr);
11. }

213

// The unsigned number <high, low> is divided by 10 and the remainder is placed in rem.

1. #define DIV10(low,high,rem) \
2. \_\_asm\_\_("divl %6 ; xchgl %1,%2 ; divl %6" \
3. :"=d" (rem),"=a" (low),"=b" (high) \
4. :"" (0),"1" (high),"2" (low),"c" (10))

218

// Save the result in the BCD code format to the user data area.

// This function first obtains the address addr for saving the result and verifies the user

// space for storing the 10-byte BCD code. The result of the temporary real number format is // then converted to data in BCD code format and saved to the user memory. If it is negative, // the most significant bit of the highest memory byte is set.

// Parameters: tmp – temporary real format result value; info – info structure pointer; // code – instruction code.

219 void put\_BCD(const temp\_real \* tmp,struct info \* info, unsigned short code) 220 {

1. int k,rem;
2. char \* addr;
3. temp\_int i;
4. unsigned char c; 225
5. addr = ea(info,code); // get the address for storing result.
6. verify\_area(addr,10); // verify memory space.
7. real\_to\_int(tmp,&i); // change to temporary integer.
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1. if (i.sign) // if signed, set MSB bit of high byte.
2. put\_fs\_byte(0x80, addr+9);
3. else // otherwise reset the MSB bit.
4. put\_fs\_byte(0, addr+9);
5. for (k = 0; k < 9; k++) { // change to BCD code and stored.
6. DIV10(i.a,i.b,rem); 235 c = rem;
7. DIV10(i.a,i.b,rem);
8. c += rem<<4;
9. put\_fs\_byte(c,addr++);
10. }
11. }

241

## 11.9 mul.c

### 11.9.1 Function

The functions in the mul.c program use the CPU's normal arithmetic instructions to simulate the 80387 multiplication.

### 11.9.2 Code annotation

Program 11-8 linux/kernel/math/mul.c

1. /\*
2. \* linux/kernel/math/mul.c
3. \*
4. \* (C) 1991 Linus Torvalds
5. \*/

6

1. /\*
2. \* temporary real multiplication routine.
3. \*/

10

11 #include <linux/math\_emu.h>

12

// Shift the 16-byte value at the parameter c pointer to the left by 1 bit (multipl by 2).

1. static void shift(int \* c)
2. {
3. \_\_asm\_\_("movl (%0),%%eax ; addl %%eax,(%0)\n\t"
4. "movl 4(%0),%%eax ; adcl %%eax,4(%0)\n\t"
5. "movl 8(%0),%%eax ; adcl %%eax,8(%0)\n\t"
6. "movl 12(%0),%%eax ; adcl %%eax,12(%0)"
7. ::"r" ((long) c):"ax");
8. }

21

// Two temporary reals are multiplied, the result is placed at the c pointer (16 bytes).

1. static void mul64(const temp\_real \* a, const temp\_real \* b, int \* c)
2. {
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1. \_\_asm\_\_("movl (%0),%%eax\n\t"
2. "mull (%1)\n\t"
3. "movl %%eax,(%2)\n\t"
4. "movl %%edx,4(%2)\n\t"
5. "movl 4(%0),%%eax\n\t" 29 "mull 4(%1)\n\t"
6. "movl %%eax,8(%2)\n\t"
7. "movl %%edx,12(%2)\n\t"
8. "movl (%0),%%eax\n\t"
9. "mull 4(%1)\n\t"
10. "addl %%eax,4(%2)\n\t"
11. "adcl %%edx,8(%2)\n\t" 36 "adcl $0,12(%2)\n\t"

37 "movl 4(%0),%%eax\n\t" 38 "mull (%1)\n\t"

1. "addl %%eax,4(%2)\n\t"
2. "adcl %%edx,8(%2)\n\t"
3. "adcl $0,12(%2)"
4. ::"b" ((long) a),"c" ((long) b),"D" ((long) c)
5. :"ax","dx");
6. }

45

// Simulation floating-point calculation instruction FMUL (Floating-point Multiply).

// Temporary reals src1 \* scr2 -> result.

46 void fmul(const temp\_real \* src1, const temp\_real \* src2, temp\_real \* result) 47 {

1. int i,sign;
2. int tmp[4] = {0,0,0,0};

50

// First determine the sign of the multiplication of the two numbers. The sign is equal to the

// sign bit XOR of both. Then calculate the multiplied exponent value. The exponent needs to

// be added when multiplying. However, since the exponent is stored in a biased number format, // the biased amount is added twice when the exponents of the two numbers are added, so it is // necessary to subtract a biased number ( The biased number of the temporary real is 16383).

1. sign = (src1->exponent ^ src2->exponent) & 0x8000;
2. i = (src1->exponent & 0x7fff) + (src2->exponent & 0x7fff) - 16383 + 1;

// If the resulting exponent becomes negative, it means that the two numbers are multiplied // to produce an underflow. So directly return the signed zero value.

// If the result exponent is greater than 0x7fff, it indicates that an overflow occurred, so // the status word overflow exception flag is set and returned.

1. if (i<0) {
2. result->exponent = sign;
3. result->a = result->b = 0;
4. return; 57 }
5. if (i>0x7fff) {
6. set\_OE();
7. return; 61 }

// If the mantissas of two numbers are multiplied and the result is not 0, the resulting mantissa

// is normalized. That is, the resulting mantissa value is shifted to the left so that the most

// significant bit is 1, and the exponent is adjusted accordingly. If the mantissa of the 16-byte
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// result obtained by multiplying the mantissa of the two numbers is 0, the exponent is also // set to 0. Finally, the multiplication result is saved in the temporary real 'result'.

1. mul64(src1,src2,tmp);
2. if (tmp[0] || tmp[1] || tmp[2] || tmp[3])
3. while (i && tmp[3] >= 0) {
4. i--;
5. shift(tmp);
6. }
7. else
8. i = 0;
9. result->exponent = i | sign;
10. result->a = tmp[2];
11. result->b = tmp[3];
12. }

74

## 11.10 div.c

### 11.10.1 Function

The div.c program uses the CPU normal calculation instructions to simulate the division of the 80387 coprocessor.

### 11.10.2 Code annotation

Program 11-9 linux/kernel/math/div.c

1. /\*
2. \* linux/kernel/math/div.c
3. \*
4. \* (C) 1991 Linus Torvalds
5. \*/

6

1. /\*
2. \* temporary real division routine.
3. \*/

10

11 #include <linux/math\_emu.h>

12

// Shift the contents of the 4 bytes to the left by 1 bit (multiply by 2).

1. static void shift\_left(int \* c)
2. {
3. \_\_asm\_\_ \_\_volatile\_\_("movl (%0),%%eax ; addl %%eax,(%0)\n\t"
4. "movl 4(%0),%%eax ; adcl %%eax,4(%0)\n\t"
5. "movl 8(%0),%%eax ; adcl %%eax,8(%0)\n\t"
6. "movl 12(%0),%%eax ; adcl %%eax,12(%0)"
7. ::"r" ((long) c):"ax");
8. }

21

// Shift the contents of the 4 bytes pointed to by pointer c to the right by 1 bit.
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1. static void shift\_right(int \* c)
2. {
3. \_\_asm\_\_("shrl $1,12(%0) ; rcrl $1,8(%0) ; rcrl $1,4(%0) ; rcrl $1,(%0)"
4. ::"r" ((long) c));
5. }

27

// 16-byte subtraction function.

// 16-byte subtraction, (a - b) -> a. Finally, ok is set according to whether there is a borrow // flag (CF=1). If there is no borrow (CF=0) then ok = 1, otherwise ok = 0.

1. static int try\_sub(int \* a, int \* b)
2. {
3. char ok;

31

1. \_\_asm\_\_ \_\_volatile\_\_("movl (%1),%%eax ; subl %%eax,(%2)\n\t"
2. "movl 4(%1),%%eax ; sbbl %%eax,4(%2)\n\t"
3. "movl 8(%1),%%eax ; sbbl %%eax,8(%2)\n\t"
4. "movl 12(%1),%%eax ; sbbl %%eax,12(%2)\n\t"
5. "setae %%al":"=a" (ok):"c" ((long) a),"d" ((long) b));
6. return ok;
7. }

39

// 16-byte division function.

// Parameter a / b -> c. The method is to simulate multi-byte division using subtraction.

1. static void div64(int \* a, int \* b, int \* c)
2. {
3. int tmp[4];
4. int i;
5. unsigned int mask = 0;

45

1. c += 4;
2. for (i = 0 ; i<64 ; i++) {
3. if (!(mask >>= 1)) {
4. c--;
5. mask = 0x80000000;
6. }
7. tmp[0] = a[0]; tmp[1] = a[1];
8. tmp[2] = a[2]; tmp[3] = a[3];
9. if (try\_sub(b,tmp)) {
10. \*c |= mask;
11. a[0] = tmp[0]; a[1] = tmp[1];
12. a[2] = tmp[2]; a[3] = tmp[3];
13. }
14. shift\_right(b);
15. }
16. }

62

// Simulate floating point instruction FDIV.

// Temporary real division: src1 / src 2 -> result.

63 void fdiv(const temp\_real \* src1, const temp\_real \* src2, temp\_real \* result) 64 {

1. int i,sign;
2. int a[4],b[4],tmp[4] = {0,0,0,0}; 67
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1. sign = (src1->exponent ^ src2->exponent) & 0x8000;
2. if (!(src2->a || src2->b)) {
3. set\_ZE();
4. return;
5. }
6. i = (src1->exponent & 0x7fff) - (src2->exponent & 0x7fff) + 16383;
7. if (i<0) {
8. set\_UE();
9. result->exponent = sign;
10. result->a = result->b = 0;
11. return;
12. }
13. a[0] = a[1] = 0;
14. a[2] = src1->a;
15. a[3] = src1->b;
16. b[0] = b[1] = 0;
17. b[2] = src2->a;
18. b[3] = src2->b;
19. while (b[3] >= 0) {
20. i++;
21. shift\_left(b);
22. }
23. div64(a,b,tmp);
24. if (tmp[0] || tmp[1] || tmp[2] || tmp[3]) {
25. while (i && tmp[3] >= 0) {
26. i--;
27. shift\_left(tmp);
28. }
29. if (tmp[3] >= 0)
30. set\_DE();
31. } else
32. i = 0;
33. if (i>0x7fff) {
34. set\_OE();
35. return;
36. }
37. if (tmp[0] || tmp[1])
38. set\_PE();
39. result->exponent = i | sign;
40. result->a = tmp[2];
41. result->b = tmp[3];
42. }

110

## 11.11 Summary

This chapter describes the method and code implementation of the Linux kernel for emulating the 80387 math coprocessor chip. First, we introduced several commonly used integer and floating point types, described the 80387 runtime and the temporary real types used in software simulation, and gave their specific representation format. Then we introduce the composition and working mathod of the math coprocessor, and
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explain the working implementation of each emulation code program with the math\_emulate.c program as the main line.

In the next chapter we provide a comprehensive introduction to the MINIX file system used by kernel 0.12. After a brief description of the MINIX file system structure and various file types, we will detail how the cache used to access the file system works. It also briefly describes the role of each underlying file and function and the main functions for accessing data in various files, including file and directory management functions provided by system calls. Later, before starting to comment on the code in detail, an example of a simple file system on the block device was specifically presented and described.

# 12 File System (fs)

This chapter covers the implementation code for the file system in the Linux kernel and the cache manager for block devices. When developing the Linux 0.12 kernel file system, Mr. Linus mainly referred to the MINIX operating system at the time, and used the 1.0 version of the MINIX file system. Therefore, when reading the contents of this chapter, you can first read about the MINIX file system. For the introduction of the working principle and implementation method of the cache, you can first browse the book "Design of UNIX Operating System" by Mr. M.J.Bach.

There are 18 source files associated with the file system implementation, as shown in Listing 12-1. The cross-references between these files and the functions in them can be found in Section 5.10.

List 12-1 linux/fs

**Filename** **Size Last modified time (GMT)** **Desc.** Makefile 7176 bytes 1992-01-12 19:49:06 bitmap.c 4007 bytes 1992-01-11 19:57:29 block\_dev.c 1763 bytes 1991-12-09 21:11:23 buffer.c 9072 bytes 1991-12-06 20:21:00 char\_dev.c 2103 bytes 1991-11-19 09:10:22 exec.c 9908 bytes 1992-01-13 23:36:33 fcntl.c 1455 bytes 1991-10-02 14:16:29 file\_dev.c 1852 bytes 1991-12-01 19:02:43 file\_table.c 122 bytes 1991-10-02 14:16:29 inode.c 7166 bytes 1992-01-10 22:27:26 ioctl.c 1136 bytes 1991-12-21 01:58:35 namei.c 18958 bytes 1992-01-12 04:09:58 open.c 4862 bytes 1992-01-08 20:01:36 pipe.c 2834 bytes 1992-01-10 22:18:11 read\_write.c 2802 bytes 1991-11-25 15:47:20 select.c 6381 bytes 1992-01-13 22:25:23 stat.c 1875 bytes 1992-01-11 20:39:19
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|  |  |  |
| --- | --- | --- |
| super.c | 5603 bytes | 1991-12-09 21:11:34 |
| truncate.c | 1692 bytes | 1992-01-11 19:47:28 |

## 12.1 Main Functions

The file system is an important part of the operating system and is the place where the operating system stores a large amount of programs and data for a long time. When the system loads the executable program, it needs to be quickly read from the file system to the memory to run. Some temporary files generated during the system operation also need to be dynamically saved in the file system. Therefore, the file system needs to use high-speed devices to store programs and data, so the operating system usually uses a block device that can store a large amount of information as a device of the file system. In addition, UNIX-like operating systems usually access devices through device files, so the composition and implementation of the file system is very complicated.

The procedures noted in this chapter are large, but through the analysis of the Linux source code directory structure in Section 5.10 (see Figure 5-29), we can divide these files into four parts for discussion. The first part is about the high-speed buffer (cache) management program, which mainly implements the function of high-speed data access to block devices such as hard disks. This part of the content is concentrated in the buffer.c program; The second part of the code describes the low-level generic functions of the file system. The management of file index nodes, the allocation and release of disk data blocks, and the conversion algorithm of file names and i nodes are described; The third part of the program is about reading and writing data in the file, including access to data in character devices, pipes, and block read and write files; The fourth part of the program mainly involves the implementation of the system-call interface of the file, mainly related to the system-calls of file opening, closing, creation and related file directory operations.

Let's first introduce the basic structure of the MINIX file system, and then explain the four parts separately.

### 12.1.1 MINIX file system

At present, the version of the MINIX operating system is 2.0, and the file system used is version 2.0. It is different from the version before the 1.5 version of the system, and its capacity has been expanded. However, since the Linux kernel annotated in this book uses the MINIX file system version 1.0, only the version 1.0 file system is briefly introduced here.

The MINIX file system is basically the same as the standard UNIX file system. It consists of six parts: (1) Boot block, (2) Super block, (3) i node bitmap, (4) Logic block bitmap, (5) i nodes , (6) Data Blocks. For a common disk block device, the distribution of its parts is shown in Figure 12-1.
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Figure 12-1 Schematic diagram of the layout of each part of the MINIX file system

In the figure, the entire block device is divided into disk blocks in units of 1 KB, so for a 360 KB floppy disk device, there are 360 disk blocks in the above figure, and each square represents one disk block. As we will see in the following description, in the MINIX 1.0 file system, the disk block size is exactly the same as the logical block size, which is also 1 KB. Therefore 360KB discs also contain 360 logical blocks. We will sometimes mix these two names in the discussion that follows.

The boot block is an execution code and data disk block that can be automatically read by the ROM BIOS when the computer is powered on. However, not all disk devices in a system are used as boot devices, so for disks that are not used for booting, this disk block may contain no code. However, any disk block device must have boot block space to maintain the uniformity of the MINIX file system format. That is, the file system simply leaves a space for storing the boot block on the block device. If you put the kernel image file in the file system, you can store the actual bootloader in the first block of the device where the filesystem resides (ie the boot blockspace), and let it get and load the kernel image file in the filesystem.

For a large-capacity hard disk block device, several partitions can usually be divided on it, and a different complete file system can be stored in each partition, as shown in Figure 12-2. The figure shows that there are 4 partitions, which store the FAT32 file system, NTFS file system, MINIX file system and EXT2 file system. The first sector of the hard disk is the master boot sector, which stores the hard disk boot code and partition table information. The information in the partition table indicates the type of each partition on the hard disk, the starting position parameter and the ending position parameter, and the total number of sectors occupied in the hard disk. See the hard disk partition table structure after the kernel/blk\_drv/hd.c file.
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Figure 12-2 Partitions and file systems on hard disk devices

The super block is used to store the structure information of the file system on the disk device, and describes the size of each part. The structure is shown in Figure 12-3. Where s\_ninodes represents the total number of i-nodes on the device; s\_nzones represents the total number of logical blocks in the logical block on the device; s\_imap\_blocks and s\_zmap\_blocks represent the number of disk blocks occupied by the i-node bitmap and the logical block bitmap, respectively; s\_firstdatazone represents the first logical block number occupied by the beginning of the data area on the device; S\_log\_zone\_size is the number of disk blocks contained in each logical block represented by a base 2 logarithm. For the MINIX 1.0 file system, this value is 0, so the size of its logical block is equal to the disk block size, which is 1 KB. s\_max\_size is the maximum file length in bytes, which does not exceed 4GB. Of course, this length value will be limited by the disk capacity. S\_magic is the file system magic number used to indicate the type of file system. For the MINIX 1.0 file system, its magic number is 0x137f.

In the Linux 0.12 system, the loaded file system superblock is stored in the superblock table (array) super\_block[]. There are 8 entries in this table, so the Linux 0.12 system can load up to 8 file systems at the same time. The superblock table will be initialized in the mount\_root() function of the super.c program. In the read\_super() function, a superblock will be set in the table for the newly loaded filesystem, and the superblock will be released in the put\_super() function.

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| available in  disk and memory   |  |  |  | | --- | --- | --- | | Field name | Data type | Description | | s\_ninodes | short | Number of i-nodes | | s\_nzones | short | Number of zones. | | s\_imap\_blocks | short | Number of blocks for i-node bitmap | | s\_zmap\_blocks | short | Number of blocks for logic bitmap | | s\_firstdatazone | short | Fisrt logic block no.in data zone. | | s\_log\_zone\_size | short | Log2(DiskBlocks/LogicBlocks) | | s\_max\_size | long | Maximum file size | | s\_magic | short | FS magic number (0x137f) | | s\_imap[8] | buffer\_head \* | i-node bitmap block array in cache. | | s\_zmap[8] | buffer\_head \* | Logic block bitmap block array in cache. | | s\_dev | short | Device no of the super block. | | s\_isup | m\_inode \* | i-node of the installed fs. | | s\_imount | m\_inode \* | i-node the fs installed to. | | s\_time | long | Modified time. | | s\_wait | task\_struct \* | Tasks waiting for this superblock. | | s\_lock | char | Locked flag. | | s\_rd\_only | char | Readonly flag. | | s\_dirt | char | Modified flag (dirty flag) |   available only in memory. |

Figure 12-3 Super block structure of MINIX file system

The logic block bitmap is used to describe the usage of each data block on the disk. In addition to the first bit (bit 0), each bit in the logical block bitmap represents, in turn, a logical block in the data area on the disk. Therefore, bit 1 of the logic block bitmap represents the first data disk block in the data area on the disk, not the first disk block (boot block) on the disk. When a data disk block is occupied, the corresponding bit in the logic block bitmap is set. Since the function to find the free disk block returns a value of 0 when all disk data blocks are occupied, the lowest bit (bit 0) of the logic block bitmap is idle and is set to 1 when the file system is created.

From the structure of the super block, we can also see that the logic block bitmap uses up to 8 buffer blocks (s\_zmap[8]), and each block size is 1024 bytes, and each bit represents the occupation status of one disk block. Therefore a buffer block can represent 8192 disk blocks, and 8 buffer blocks can represent a total of 65,536 disk blocks, so the maximum block device capacity (length) that MINIX file system 1.0 can support is 64 MB.

The i-node is used to store index information for each file and directory name on the disk device. The i-node bitmap is used to indicate whether the i-node is used, and each bit represents an i-node. For a size of 1K block, a disk block can represent the usage of 8192 i-nodes. Similar to the case of a logical block bitmap, since the function that looks for an idle i-node returns a value of 0 when all i-nodes are used, the lowest bit (bit 0) of the first byte of the i-node bitmap and the corresponding i-node 0 is left idle, and the bit position in the corresponding bit map of the i-node 0 is set to 1 in advance when the file system is created. Therefore, only the state of 8191 i-nodes can be represented in the first i-node bitmap block.

The i-node part of the disk holds the index node of the file or directory name in the file system, and each file or directory name has an i-node. Each i-node structure stores information about the corresponding file or directory, such as the file host's id (uid), the file's group id (gid), the file length, the access modification time, and the location of the file data block on the disk. A total of 32 bytes are used for the entire i-node structure, as shown in Figure 12-4.

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| f  ields in disk  and memory    total 32 bytes    fields  available    only in memory | |  |  |  | | --- | --- | --- | | Field name | Data type | Description | | i\_mode | short | File types & attributes (rwx bits) | | i\_uid | short | File owner's user id. | | i\_size | long | File size (bytes) | | i\_mtime | long | Modified time (from 1970.1.1:0,sec) | | i\_gid | char | File group id | | i\_nlinks | char | Number of links (how many directory entries point to this i-node). | | i\_zone[9] | short | Logic block no. occupied by file: zone[0]-zone[6] direct block no. zone[7] indirect block no.  zone[8] 2nd indirect block no.  Note: for device file, zone[0] is device no. of the specified device file. | | i\_wait | task\_struct \* | tasks waiting for the i-node. | | i\_atime | long | Last access time. | | i\_ctime | long | i-node modified time. | | i\_dev | short | Device no the i-node belongs. | | i\_num | short | i-node no. | | i\_count | short | Reference count of the i-node. 0 - idle. | | i\_lock | char | i-node is locked. | | i\_dirt | char | i-node has been modified (dirty flag). | | i\_pipe | char | i-node is used for pipe. | | i\_mount | char | i-node was installed with other fs. | | i\_seek | char | Search flag (for lseek). | | i\_update | char | i-node updated flag. | |

Figure 12-4 i-node structure of MINIX file system version 1.0

The i\_mode field is used to save the file type and access rights properties. Its bits 15-12 are used to save the file type, bits 11-9 hold the information set when the file is executed, and bits 8-0 indicate the access rights of the file, as shown in Figure 12-5. See the file include/sys/stat.h on lines 20 -- 50 and file include/fcntl.h for details.
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Figure 12-5 i-node mode field content

The data in the file is stored in the data area of the disk block, and a file name is associated with the data disk block through the corresponding i-node. The number of these disk blocks is stored in the logical block array i\_zone[] of the i-node. The i\_zone[] array is used to store the disk block number of the file corresponding to the i-node. i\_zone[0] to i\_zone[6] are used to store the 7 disk block numbers at the beginning of the file, called direct blocks. If the file length is less than or equal to 7K bytes, the disk block it uses can be quickly found according to its i-node. If the file is larger, you need to use an indirect block (i\_zone[7]), which holds the additional block number. For the MINIX file system it can store 512 disk block numbers, so 512 disk blocks can be addressed. If the file is larger, you need to use a secondary indirect disk block (i\_zone[8]). The primary disk block of the secondary indirect block functions similarly to the one-time indirect disk block, so 512\*512 disk blocks can be addressed using the secondary indirect disk block, as shown in Figure 12-6. So for MINIX file system version 1.0, the maximum length of a file is (7 + 512 + 512 \* 512) = 262,663 KB.

In addition, for device files in the /dev/ directory, they do not occupy the data disk blocks in the disk data area, that is, the length of their files is zero. The i-node of the device file name is only used to save the attributes and device numbers of the device it defines. The device number is stored in zone[0] of the device file i node.
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Figure 12-6 The function of the logical block array of the i-node

Here again, when all i-nodes are used, the function that looks for the idle i-node will return a value of 0. Therefore, the lowest bit of the i-node bitmap and the i-node 0 are not used. The structure of i-node 0 is initialized to all zeros, and the bit position of 0 in the i-node bitmap is set when the file system is created. For a PC, the length of one sector (512 bytes) is generally used as the data block length of the block device. The MINIX file system treats two consecutive sectors of data (1024 bytes) as one block of data, called a disk block, and its length is the same as the buffer block length in the cache. The number is counted from the first disk block on the disk, that is, the boot block is the 0th disk block.

The above logical block or block is a power multiple of 2 of the disk block. A logical block length can be equal to 1, 2, 4 or 8 disk block lengths. For the Linux kernel discussed in this book, the length of the logic block is equal to the length of the disk block, so the two terms have the same meaning in the code comments. However, the term data logic block (or data disk block) refers to the disk block numbered from the first data disk block in the data portion of the disk device.

### 12.1.2 File Types, Attributes, and Directory Items

#### 12.1.2.1 File types and attributes

Files in UNIX-like operating systems can be generally divided into six categories: (1) regular file; (2) directory name; (3) symbolic link file; (4) named pipe file; (5) character device file; (6) block device files. If you execute the "ls -l" command at the shell command line prompt, we can know the type of the file from the listed file status information, as shown in Figure 12-7.

L

ast modified time

owner

others

p

ermissions

-

rwxr

-

xr

-

x 1 ftpadm ftp 479

Sep

26

README

17:28

File

types

'

-

' Regular file

'd' Directory name

's' Symbolic link

'p' Named pipe

'c' Character device file

'b' Block device file

group

file name

File size

group name

owner

name

Link

count

Figure 12-7 File information displayed by the command ‘ls –l’

In the figure, the first character of the file information displayed indicates the type of the listed file. For example, the '-' in the figure indicates that the file is a regular (normal) file.

A regular file ('-') is a file that the file system does not interpret and can contain byte streams of any length. For example, source files, binary executables, documents, and script files.

The directory ('d') also appears as a file in the UNIX-like operating system, but file system management interprets its contents so that people can see which files are contained in a directory and how they are organized together to form a hierarchical file system.

A symbolic link ('s') is used to reference another file with a different file name. A symbolic link can connect to a file in another file system. Deleting a symbolic link does not affect the file being connected. There is also a connection method called "hard link". It has the same status as the linked file in the symbolic link described here, and is treated as a general file, but cannot be linked across file systems (or devices) and increments the link count value of the file. See the description of the link count below.

A named pipe ('p') file is a file created when the system creates a named pipe and can be used for communication between unrelated processes.

Character device ('c') files are used to access character devices, such as tty terminals, memory devices, and network devices, by operating files.

A block device ('b') file is used to access devices such as hard disks, floppy disks, and the like. In UNIX-like operating systems, block device files and character device files are generally stored in the /dev directory of the system.

In the Linux kernel, the file type information is stored in the i\_mode field of the corresponding i-node and is represented by the upper 4 bits. When working with the file system, the system uses some macros that determine file types, such as S\_ISBLK, S\_ISDIR, etc. These macros are defined in the include/sys/stat.h file. In the figure, the file type character is followed by three sets of file permission attributes composed of one set of three characters, which are used to indicate the access rights of the file host, the same group of users, and other users to the file. 'rwx' indicates permission to read, write, and execute the file, respectively. For directory name files, executable means that you can enter the directory. When operating on the permissions of a file, they are generally represented in octal. For example, '755' (0b111, 101, 101) indicates that the file host can read/write/execute the file, and the same group of users and others can read and execute the file. In the Linux 0.12 source code, the file permission information is also stored in the i\_mode field of the i-node, and the lower 9 bits of the field are used to represent the three sets of permissions, and are often represented by the variable mode. Macros for file permissions are defined in the file include/fcntl.h.

The 'Link Count' field in the figure indicates the number of times the file was referenced by a hard link. When the count is reduced to zero, the file is deleted. 'Username' indicates the name of the file host, and 'Group name' is the name of the group to which the user belongs.

#### 12.1.2.2 File System Directory Item Structure

The Linux 0.12 system uses the MINIX file system version 1.0. Its directory structure and directory entry structure is the same as that of the traditional UNIX file system, and is defined in the include/linux/fs.h file. In a directory of the file system, directory entries for all file names in the directory are stored in data blocks of the directory file. For example, the directory entry for all file names under the directory name root/ is stored in the data block of the root/ directory name file. All file name information in the root directory of the file system is stored in the data block of the specified i-node (ie, the i-node of number 1). The file name directory entry structure is as follows:

// Defined in the include/linux/fs.h file.

#define NAME\_LEN 14 // maximum name length.

#define ROOT\_INO 1 // root i-node.

// File directory entry structure. struct dir\_entry { unsigned short inode; // i-node number.

char name[NAME\_LEN]; // filename. };

Each file directory entry includes only a file name string of 14 bytes in length and a 2-byte i-node number corresponding to the file name. Therefore, a logical disk block can store 1024/16=64 directory entries. Other information about the file is stored in the i-node structure specified by the i-node number. The structure mainly includes information such as file access attribute, host, length, access save time, and disk block. The i-node of each inode number is located at a fixed location on the disk.

When a file is opened, the file system will find its i-node number according to the given file name, and find the disk block location where the file is located by its corresponding i-node information, as shown in Figure 12-8. For example, to find the i-node number of the file name /usr/bin/vi, the file system first starts from the root directory with the fixed i-node number (1), that is, the name is found from the data block of the i-node number 1. The directory entry of usr, thus getting the i node number of the file /usr. According to the i-node number, the file system can smoothly obtain the directory /usr, and the directory entry of the file name bin can be found therein. In this way, we also know the i-node number of /usr/bin, so we can know the location of the directory /usr/bin directory, and find the directory entry of the vi file in the directory. Finally, we can get the i-node number of the file path name /usr/bin/vi, so that the i-node structure information can be obtained from the disk.
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Figure 12-8 Find the file disk block location by file name

If you look at the distribution of a file on disk, the process of searching for a file block information can be represented by Figure 12-9 (where boot blocks, super blocks, i-nodes, and logical block bitmaps are not shown).
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Figure 12-9 Get its data block from the file name

We can find the corresponding directory entry by the file name specified by the user program. According to the i-node number in the directory entry, the corresponding i-node structure in the i-node table can be found. The i-node structure contains the block number information of the file data, so that the data information corresponding to the file name can be finally obtained. In the figure, there are two directory entries pointing to the same i-node, so the same data on the disk can be obtained based on the two file names. There is a link count field i\_nlinks in each i-node structure that records the number of directory entries pointing to the i-node, that is, the hard link count value of the file. In this case, the value of this field is 2. When performing a delete file operation, the kernel will actually delete the data of the file on the disk only when the i-node link count value is equal to zero. In addition, since the i-node number in the directory entry can only be used in the current file system, the directory entry of one file system cannot be used to point to the i-node in another file system, that is, the hard link cannot cross the file system.

Unlike hard links, file name directory entries for symbolic link types do not directly point to the corresponding i-node. The symbolic link directory entry stores the pathname string of a file in the data block of the corresponding file. When accessing a symbolic link directory entry, the kernel reads the contents of the file and then accesses the specified file based on the pathname string. Therefore, symbolic links may not limited to a file system. We can create a symbolic link in a file system that points to a file name in another file system. There are also two special file directory entries in each directory, whose names are fixed to '.' and '..' respectively. The '.' directory entry gives the i-node number of the current directory, and the '..' directory entry gives the i-node number of the parent directory. Therefore, when a relative path name is given, the file system can use these two special directory entries for lookup operations. For example, to find '../kernel/Makefile', you can first get the i-node number of the parent directory according to the '..' directory entry of the current directory, and then perform the lookup operation according to the process described above.

For a directory entry for each directory file, the link count field in its i-node also indicates the number of directory entries connected to that directory. Therefore, the link count value for each directory file is at least 2. One of them is a link to a directory entry that contains a directory file, and the other is a link to a '..' directory entry in the directory. For example, if we create a subdirectory named 'mydir' in the current directory, the link between the current directory and the subdirectory is shown in Figure 12-10.
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Figure 12-10 Directory file entries and subdirectory links

The figure shows that we have created a 'mydir' subdirectory in the directory with i node number 56, and the i node number of this subdirectory is 123. The '.' directory entry in the 'mydir' subdirectory points to its own i-node 123, while its '..' directory entry points to the i-node 56 of its parent directory. It can be seen that since the directory entry of a directory always has two links, if there are subdirectories, the number of i-node links of the parent directory is equal to the number of 2+ subdirectories.

#### 12.1.2.3 Directory Structure Example

Take the Linux 0.12 system as an example, let's look at its root directory structure. After running the Linux 0.12 system in the bochs simulation system, we first list its file system root directory entries, including the implied '.' and '..' directory entries. Then we use the hexdump command to view the contents of the data block of the '.' or '..' file, you can see the contents of each directory item contained in the root directory.

[/usr/root]# cd / [/]# ls -la total 10 drwxr-xr-x 10 root root 176 Mar 21 2004 . drwxr-xr-x 10 root 4096 176 Mar 21 2004 .. drwxr-xr-x 2 root 4096 912 Mar 21 2004 bin drwxr-xr-x 2 root root 336 Mar 21 2004 dev drwxr-xr-x 2 root root 224 Mar 21 2004 etc drwxr-xr-x 8 root root 128 Mar 21 2004 image drwxr-xr-x 2 root root 32 Mar 21 2004 mnt drwxr-xr-x 2 root root 64 Mar 21 2004 tmp drwxr-xr-x 10 root root 192 Mar 29 2004 usr drwxr-xr-x 2 root root 32 Mar 21 2004 var

[/]# hexdump .

0000000 0001 002e 0000 0000 0000 0000 0000 0000 // .

0000010 0001 2e2e 0000 0000 0000 0000 0000 0000 // ..

0000020 0002 6962 006e 0000 0000 0000 0000 0000 // bin

0000030 0003 6564 0076 0000 0000 0000 0000 0000 // dev

0000040 0004 7465 0063 0000 0000 0000 0000 0000 // etc

0000050 0005 7375 0072 0000 0000 0000 0000 0000 // usr

0000060 0115 6e6d 0074 0000 0000 0000 0000 0000 // mnt

0000070 0036 6d74 0070 0000 0000 0000 0000 0000 // tmp

0000080 0000 6962 2e6e 656e 0077 0000 0000 0000 // idle, not used.

0000090 0052 6d69 6761 0065 0000 0000 0000 0000 // image

00000a0 007b 6176 0072 0000 0000 0000 0000 0000 // var

00000b0

[/]#

After executing the 'hexdump.' command, all directory entries contained in the i-node data block are listed. Each row corresponds to a directory entry. The first two bytes of each line are the i-node number, and the next 14 bytes are the file name or directory name string. If the i-node number in a directory entry is 0, it means that the directory entry is not used, or the corresponding file has been deleted or removed. The i-node numbers of the first two directory entries ('.' and '..') are all number 1. This is a special feature of the file system root directory structure, which is different from the rest of the subdirectory structure.

Now let's look at the etc/ subdirectory entry. Also using the hexdump command on the etc/ directory, we can display the directory entries contained in the etc/ subdirectory, as shown below.

[/]# ls etc -la total 32 drwxr-xr-x 2 root root 224 Mar 21 2004 . drwxr-xr-x 10 root root 176 Mar 21 2004 .. -rw-r--r-- 1 root root 137 Mar 4 2004 group

-rw-r--r-- 1 root root 11801 Mar 4 2004 magic

-rw-r--r-- 1 root root 11 Jan 22 18:12 mtab

-rw-r--r-- 1 root root 142 Mar 5 2004 mtools

-rw-r--r-- 1 root root 266 Mar 4 2004 passwd

-rw-r--r-- 1 root root 147 Mar 4 2004 profile -rw-r--r-- 1 root root 57 Mar 4 2004 rc

-rw-r--r-- 1 root root 1034 Mar 4 2004 termcap

-rwx--x--x 1 root root 10137 Jan 15 1992 update

[/]# hexdump etc

0000000 0004 002e 0000 0000 0000 0000 0000 0000 // .

0000010 0001 2e2e 0000 0000 0000 0000 0000 0000 // ..

0000020 0007 6372 0000 0000 0000 0000 0000 0000 // rc

0000030 000b 7075 6164 6574 0000 0000 0000 0000 // update

0000040 0113 6574 6d72 6163 0070 0000 0000 0000 // termcap

0000050 00ee 746d 6261 0000 0000 0000 0000 0000 // mtab 0000060 0000 746d 6261 007e 0000 0000 0000 0000 // not used.

0000070 007c 616d 6967 0063 0000 0000 0000 0000 // magic

0000080 0016 7270 666f 6c69 0065 0000 0000 0000 // profile

0000090 007e 6170 7373 6477 0000 0000 0000 0000 // passwd 00000a0 0081 7267 756f 0070 0000 0000 0000 0000 // group

00000b0 01ee 746d 6f6f 736c 0000 0000 0000 0000 // mtools

00000c0

[/]#

At this point, we can see that the data block corresponding to the etc/ directory name i-node contains the directory entry information of all the files in the subdirectory. The i-node of the directory entry '.' is the i-node number 4 of the etc/ directory entry, and the i-node of '..' is the i-node number 1 of the etc/parent directory.

### 12.1.3 High speed buffer (Buffer cache)

A high-speed buffer is a must for the file system to access data in a block device. In order to access data in the file system on the block device, the kernel can access the block device each time for a read or write operation. But the time of each I/O operation is very slow compared to the processing speed of the memory and CPU. In order to improve the performance of the system, the kernel opens up a high-speed data buffer (buffer cache) in memory and divides it into buffer blocks equal in size to the disk data block for use and management, in order to reduce the number of times of accessing block devices. In the Linux kernel, the buffer cache is located between the kernel code area and the main memory area, as shown in Figure 5-5. The data block in each block device that has been used recently is stored in the buffer cache. When you need to read data from a block device, the buffer manager first looks in the buffer cache. If the corresponding data is already in the buffer, there is no need to read it from the block device again. If the data is not in the buffer cache, a command to read the block device is issued to read the data into the cache. When data needs to be written to the block device, the system will request a free buffer block in the cache to temporarily store the data. As for when to actually write the data to the device, it is achieved through the device data synchronization function.

The program that implements the buffer cache in the Linux kernel is buffer.c. Other programs in the file system call its block read and write functions by specifying the device number and data logic block number that need to be accessed. These interface functions are: block read function bread (), block advance read-ahead function breada () and page block read function bread\_page (). The page block read function reads the number of buffer blocks (4 blocks) that can be accommodated in one page of memory at a time.

### 12.1.4 File System Lower Level Functions

The underlying processing functions of the file system are contained in the following five files:

* The bitmap.c program includes a release and occupancy handler for the i-node bitmap and the logic block bitmap. The functions that operate on the i-node bitmap are free\_inode() and new\_inode(), and the functions that operate on the logic block bitmap are free\_block() and new\_block().
* The truncate.c program includes a function truncate() that truncates the length of the data file to zero. It cuts the file length on the device specified by the i-node to 0 and releases the device logic block occupied by the file data.
* The inode.c program includes a function iput() that allocates the i-node function and a function iput() that puts back the memory i-node, and a function bmap() that takes the logical block number of the file data block on the device.
* The namei.c program mainly includes the function namei(). This function maps the given file pathname to its i-node using iget(), iput(), and bmap().
* The super.c program is designed to handle file system superblocks, including the functions get\_super(), put\_super(), and free\_super(). Also included are several file system load/unload handlers and system-calls such as sys\_mount().

The hierarchical relationship between functions in these files is shown in Figure 12-11.
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Figure 12-11 File system low-level function hierarchy

### 12.1.5 File Data Access Operations

The access operation code for the data in the file mainly involves five files: block\_dev.c, file\_dev.c, char\_dev.c, pipe.c, and read\_write.c. The read and write functions involved are shown in Figure 12-12. The first four files can be thought of as block devices, character devices, pipeline devices, and interface programs for ordinary files and file read/write system-calls. They collectively implement the read() and write() system-calls in read\_write.c. By judging the attributes of the file being manipulated, the two system-calls will call the relevant processing functions in these files to operate.
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The functions block\_read() and block\_write() in the block\_dev.c program are used to read and write data from a block device special file. The parameters used specify the device number to be accessed, the starting position and length of the read and write.

The file\_read() and file\_write() functions in the file\_dev.c program are used to access general regular files. By giving the i-node and file structure of the file, we can know the device number where the file is located and the current read-write pointer of the file.

The pipe read and write functions read\_pipe() and write\_pipe() are implemented in the pipe.c file. It also implements the system-call pipe() that creates an anonymous pipe. Pipes are mainly used to transfer data between processes in a first-in, first-out manner, or they can be used to synchronize processes. There are two types of pipes: named pipes and unnamed pipes. Named pipes are created using the open call of the file system, while unnamed pipes are created using the system-call pipe(). When using pipes, the regular file read(), write(), and close() functions are used. Only the descendants of the pipe() call can share access to the unnamed pipe, and all processes can access the named pipe as long as the permission is granted.

For pipe read and write, it can be seen that one process writes data to one end of the pipe, while another process reads data from the other end of the pipe. The way the kernel accesses the data in the pipeline is exactly the same as the way it accesses the data in a normal formal file. The difference between allocating storage for pipes and allocating space for regular files is that pipes use only direct blocks of i-nodes. The kernel manages the direct block of the i-node as a circular queue of the pipeline, and ensures the order of first-in first-out by modifying the read-write pointer.

For character device files, the system-calls read() and write() call the rw\_char() function in char\_dev.c. Character devices include console terminals (tty), serial terminals (ttyx), and memory character devices. In addition, the kernel uses the file structure, the file table file\_table[], and the in-memory i-node table inode\_table[] to manage operational access to the file. The definition of these data structures and tables can be found in the header file include/linux/fs.h. The file structure is defined as follows.

struct file { unsigned short f\_mode; // file operating mode (RW bits) unsigned short f\_flags; // file open and control flags. unsigned short f\_count; // file handler count. struct m\_inode \* f\_inode; // point to i-node in memory (the v-node). off\_t f\_pos; // current read/write position.

}; struct file file\_table[NR\_FILE] // file table array, total 64 items.

It is used to establish a relationship between a file handle and an i-node entry in a memory i-node table. The file type and access attribute field f\_mode have the same meaning as the i\_mode field in the file i-node structure, as described above; The f\_flags field is a combination of some open operation control flags given by the parameter flag in the open file function open() and control function fcntl(), which are defined in file include/fcntl.h. There are some of the following flags:

// file access mode used by open() and fcntl(). Only one of three can be used at the same time.

1. #define O\_RDONLY 00 // open file in read only mode.
2. #define O\_WRONLY 01 // open file in write only mode.
3. #define O\_RDWR 02 // open file with read/write mode.

// File creation flags for open(). Can be used with the above access mode in a 'bit or' mode.

1. #define O\_CREAT 00100 // create if not exist (not used by fcntl).
2. #define O\_EXCL 00200 // exclude using file flag.
3. #define O\_NOCTTY 00400 // no control tty.
4. #define O\_TRUNC 01000 // truncate to 0 if file exist and in write mode.
5. #define O\_APPEND 02000 // open in append mode, point to eof.
6. #define O\_NONBLOCK 04000 // open in nonblack mode.
7. #define O\_NDELAY O\_NONBLOCK

The file reference count field f\_count in the file structure indicates the number of times the file is referenced by the file handle; The memory i-node structure field f\_inode points to the memory i-node structure item in the corresponding i-node table of this file. The file table is an array of file structure items in the kernel. In the Linux 0.12 kernel, the file table can have up to 64 items, so the entire system can open up to 64 files at the same time. In the process data structure (that is, the process control block or process descriptor), the file structure pointer array filp[NR\_OPEN] field of the open file is specifically defined. Where NR\_OPEN = 20, so each process can open up to 20 files at the same time. The sequence number of the pointer array item corresponds to the file descriptor (file handle), and the pointer of the item points to the file item opened in the file table. For example, filp[0] is the file structure pointer corresponding to the currently open file descriptor 0 (handle 0) of the process.

The i-node table inode\_table[NR\_INODE] in the kernel is an array of memory i-node structures, where NR\_INODE = 32, so at the moment the kernel can only store 32 memory i-node information at the same time. The relationship between the file opened by a process and the kernel file table and the corresponding memory i-node can be represented by Figure 12-13. One file in the figure is opened as standard input for the process (file handle 0) and the other is opened as standard output (file handle 1).
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Figure 12-13 The structures used by the process to open the file

### 12.1.6 File and Directory Management System-Calls

User access to the file system are achieved through the system-calls provided by the kernel. The upper layer implementation of the system-calls for the file basically consists of the five files listed in Figure 12-14.

open.c

exec.c

fcntl.c

stat.c

ioctl.c

Figure 12-14 File system upper layer operating programs

The open.c file is used to implement system-calls related to file operations. There are mainly file creation, opening and closing, file host and attribute modification, file access permission modification, file time modification, and system file root change.

The exec.c program implements the loading and execution of binary executables and shell script files. The main function is do\_execve(), which is the C handler for the system-call interrupt (int 0x80) function number \_\_NR\_execve(), and is the main implementation function of the exec() function cluster.

Fcntl.c implements the file control system-call fcntl(), and two file handle duplication system-calls dup() and dup2(). Dup2() needs to specify the value of the new handle, while dup() returns the unused handle with the smallest current value. The handle duplication operation is mainly used for standard input/output redirection and pipeline operations of files.

The ioctl.c file implements the input/output control system-call ioctl(), which mainly calls the tty\_ioctl() function to control the I/O of the terminal.

The stat.c file is used to implement the file status information system-calls stat() and fstat(). Stat() uses the file name to get the information, and fstat() uses the file handle (descriptor) to get the information.

### 12.1.7 Analysis of a File System in 360KB Floppy Disk

In order to deepen the understanding of the file system structure shown in Figure 12-1, we used the Linux 0.12 system to create a MINIX 1.0 file system in the 360KB floppy image, which only stores a file named hello.c.

We first run the following command in the Linux 0.12 system in the bochs environment to create a file system.

[/usr/root]# mkfs /dev/fd1 360 // Create a 360KB file system in the 2nd fd.

120 inodes // 120 i-nodes and 360 disk (logic) blocks.

360 blocks

Firstdatazone=8 (8) // Starting block number of the data zone is 8.

Zonesize=1024 // Block size is 1024 bytes.

Maxsize=268966912 // Maximum file szie(obviously incorrect).

[/usr/root]# mount /dev/fd1 /mnt // Mount to the /mnt directory and copy a file.

[/usr/root]# cp hello.c /mnt

[/usr/root]# ll -a /mnt // There are 3 directory entries. total 3 drwxr-xr-x 2 root root 48 Feb 23 17:48 . drwxr-xr-x 10 root root 176 Mar 21 2004 ..

-rw------- 1 root root 74 Feb 23 17:48 hello.c

[/usr/root]# umount /dev/fd1 // Unmount the file system.

[/usr/root]#

In the above series of operations, after executing the mkfs command on the floppy disk (image file) in the second floppy drive, a MINIX file system is created on the disk. It can be seen from the content displayed after the execution of the command that the file system contains a total of 120 i-nodes and 360 disk blocks. The first block number in the data zone of the disk is 8, and the size of the logical block is 1024 bytes, which is the same with disk block, and the file maximum size that can be stored is 268,966,912 bytes (obviously wrong).

Then we use the mount command to mount the device to the directory /mnt, and then copy the file hello.c to it, and then unmount the file system. Now we have created a MINIX file system with only one file, which is stored in the disk image file (diskb.img) corresponding to the second floppy drive of bochs.

Now let's look at the specific content of this file system. For convenience, here we use the hexdump command in the Linux 0.12 system to observe the contents. You can also exit the bochs system and view it using an editing program such as notepad++ that can modify the binary. After executing the hexdump command on the device /dev/fd1, the following is displayed (slightly sorted out).

[/usr/root]# hexdump /dev/fd1 | more

0000000 44eb 4d90 6f74 6c6f 2073 0020 0102 0001 // 0x0000 - 0x03ff (1KB) is boot block.

0000010 e002 4000 f00b 0009 0012 0002 0000 0000

0000020 0000 0000 0000 0000 0000 0000 0000 0000

* // the data in this range is 0.

0000400 0078 0168 0001 0001 0008 0000 1c00 1008 // 0x0400 - 0x07ff (1KB) is super block.

0000410 137f 0000 0000 0000 0000 0000 0000 0000

0000420 0000 0000 0000 0000 0000 0000 0000 0000

\*

0000800 0007 0000 0000 0000 0000 0000 0000 ff00 // 0x0800 - 0x0bff (1KB) is i-node bitmap.

0000810 ffff ffff ffff ffff ffff ffff ffff ffff

* // the data in this range is 1.

0000c00 0007 0000 0000 0000 0000 0000 0000 0000 // 0x0c00 - 0x0fff (1KB),logical blk bitmap.

0000c10 0000 0000 0000 0000 0000 0000 0000 0000

0000c20 0000 0000 0000 0000 0000 0000 fffe ffff

0000c30 ffff ffff ffff ffff ffff ffff ffff ffff

\*

0001000 41ed 0000 0030 0000 c200 421c 0200 0008 // 0x1000 - 0x1fff (4KB) is 120 i-nodes.

0001010 0000 0000 0000 0000 0000 0000 0000 0000

0001020 8180 0000 004a 0000 c200 421c 0100 0009

0001030 0000 0000 0000 0000 0000 0000 0000 0000

* //// The following is data block contents.

0002000 0001 002e 0000 0000 0000 0000 0000 0000 // 0x2000 - 0x23ff (1KB), root i-node data

0002010 0001 2e2e 0000 0000 0000 0000 0000 0000

0002020 0002 6568 6c6c 2e6f 0063 0000 0000 0000

0002030 0000 0000 0000 0000 0000 0000 0000 0000

\*

0002400 6923 636e 756c 6564 3c20 7473 6964 2e6f // 0x2400 - 0x27ff (1KB), the hello.c file.

0002410 3e68 0a0a 6e69 2074 616d 6e69 2928 7b0a

0002420 090a 7270 6e69 6674 2228 6548 6c6c 2c6f

0002430 7720 726f 646c 5c21 226e 3b29 090a 6572

0002440 7574 6e72 3020 0a3b 0a7d 0000 0000 0000

0002450 0000 0000 0000 0000 0000 0000 0000 0000

--More--

Now let's analyze the contents given above one by one. According to Figure 12-1, the first disk block of the MINIX 1.0 file system is a boot block, so disk block 0 (0x0000 - 0x03ff, 1KB) is the boot block content. Regardless of whether your disk is used to boot the system, each newly created file system will retain a boot disk block. For newly created disk image files, the boot disk block contents should all be zero. The content in the boot disk block in the above display data is the data left in the original image file, that is, the mkfs command does not modify the contents of the boot disk block when the file system is created.

Disk block 1 (0x0400 - 0x07ff, 1 KB) is the content of the super block. According to the super block data structure of the MINIX file system (see Figure 12-3), we can know the file system super block information listed in Table 12-1, which has a total of 18 bytes. Since the logarithm of the number of disk blocks per logical block to 2 is 0, for the MINIX file system, the disk block size is equal to the logical block (block) size.

Table 12-1 MINIX file system super block in 360KB disk

|  |  |  |
| --- | --- | --- |
| Field Name | Description | Content or Value |
| s\_ninodes | Number of i-nodes | 0x0078 (=120 in decimal) |
| s\_nzones | Zone block (logical block) number | 0x0168 (=360 in decimal) |
| s\_imap\_blocks | Number of blocks occupied by i-node bitmap | 0x0001 |
| s\_zmap\_blocks | Number of blocks in zone bitmap | 0x0001 |
| s\_firstdatazone | First data block number | 0x0008 |
| s\_log\_zone\_size | Log2(blocks/zone) | 0x0000 |
| s\_max\_size | Maximum file size | 0x10081c00 = 268966912 Bytes |
| s\_magic | FS magic number | 0x137f |

Disk block 2 (0x0800 - 0x0bff, 1 KB) contains i-node bitmap information. Since there are a total of 120 i-nodes in the file system, and each bit represents an i-node structure, the file system actually occupies 120/8 = 15 bytes in the 1 KB-sized disk block. The bit value of 0 indicates that the corresponding i-node structure is not occupied, and 1 indicates that it is occupied or reserved. The remaining unused byte bits in the disk block are initialized to 1 by the mkfs command.

From the data of the disk block 2, we can see that the first byte value is 0x07 (0b0000111), that is, the first three bits of the i-node bitmap have been occupied. As can be seen from the foregoing description, the first bit (bit 0) is reserved. The 2nd and 3rd bits respectively indicate that the file system's No. 1 and No. 2 i-nodes have been used, that is, the following i-node areas already contain two i-node structures. In fact, node 1 is used as the root i-node of the file system, and node 2 is used for the only file hello.c on the file system, the contents of which are described later.

Disk block 3 (0x0c00 - 0x0fff, 1 KB) is the logical block bitmap content. Since the disk capacity is only 360KB, the file system actually uses 360 bits, which is 360/8 = 45 bytes. The number of blocks for special purposes is: 1 boot block + 1 super block + 1 i-node bitmap block + 1 logical block bitmap block + 4 i-node data blocks = 8. Considering that the logic block bitmap only indicates that the disk block is occupied in the data area on the disk, after removing the number of function blocks that have been used, the actual number of bits required for the logic block bitmap is 360 - 8 = 352 bits (occupying 44 bytes), plus the remaining unused bit 0, the bitmap requires a total of 353 bits. This is why the last (45th) byte (0xfe) has only 1 bit being 0.

Therefore, when we know the bit offset value nr of a logic block in the logic block bitmap, then the corresponding actual disk disk block number block is equal to nr + 8 -1, ie block = nr + s\_firstdatazone - 1. When we want to find the bit offset value (ie, the block number in the data area) nr in the logical block bitmap for a disk block number block, it is nr = block - s\_firstdatazone +1.

Similar to the i-node bitmap, the first 3 bits of the first byte of the logic block bitmap are already occupied. The first (bit 0) bit is reserved, and the 2nd and 3rd bits indicate that 2 disk blocks (logical blocks) have been used in the disk data zone. In fact, the first disk block in the disk data zone represented by bit 1 is used for the root i-node to store data information (directory entries), and the second disk block represented by bit 2 is used for the number 2 i-node to save relevant data information. Please note that the data information mentioned here refers to the data content managed by the i-node, and is not the information of the i-node structure. The structure information of the i-node itself will be stored in the disk block in the i-node area dedicated to the i-node structure, that is, the disk disk block 4--7.

Disk block 4--7 (0x1000 - 0x1fff, 4KB) 4 disk blocks are used to store i-node structure information. Since the file system is provided with 120 i-nodes, and each i-node occupies 32 bytes (see Figure 12-4), a total of 120 x 32 = 3840 bytes is required, that is, 4 disk blocks are required. From the data shown above, we can see that the first 32 bytes hold the contents of root i-node, and the subsequent 32 bytes store the contents of node 2, as shown in Table 12-2 and Table 12-3.

Table 12-2 No. 1 root i-node structure content

|  |  |  |
| --- | --- | --- |
| Field Name | Description | Value |
| i\_mode | File’s mode | 0x41ed (drwxr-xr-x) |
| i\_uid | File’s owner id | 0x0000 |
| i\_size | File size | 0x00000030 (48 bytes) |
| i\_mtime | Modified time | 0x421cc200 (Feb 23 17:48) |
| i\_gid | File group id | 0x00 |
| i\_nlinks | Number of links | 0x02 |
| i\_zone[9] | Array of logical block numbers | zone[0] = 0x0008, remaining items are all 0. |

Table 12-3 No. 2 i-node structure content

|  |  |  |
| --- | --- | --- |
| Field Name | Description | Value |
| i\_mode | File’s mode | 0x8180 (-rw-------) |
| i\_uid | File’s owner id | 0x0000 |
| i\_size | File size | 0x0000004a (74 bytes) |
| i\_mtime | Modified time | 0x421cc200 (Feb 23 17:48) |
| i\_gid | File group id | 0x00 |
| i\_nlinks | Number of links | 0x01 |
| i\_zone[9] | Araay of logical block numbers | zone[0] = 0x0009, remaining items are all 0. |

It can be seen that the data block of root i node has only one block, and its logical block number is 8, located on the first block in the disk data zone, and the length is 30 bytes. From the previous section, a directory entry length is 16 (0x10) bytes, so there are 3 directory entries (0x30 bytes) coexisting in this logical block. Because it is a directory, its number of links is 2.

The data block of the No. 2 i-node is also only one block, and is located in the second block of the disk data zone, and the disk block number is 9. The length of the data stored therein is 74 bytes, which is the byte length of the hello.c file.

The disk block 8 (0x2000 - 0x23ff, 1 KB) is the data of the root i-node, and there are three directory item structure information (48 bytes), as shown in Table 12-4.

Table 12-4 Data content of root i-node

|  |  |  |
| --- | --- | --- |
| No. | I-node No. | File Name |
| 1 | 0x0001 | 0x2e （.） |
| 2 | 0x0001 | 0x2e,0x2e （..） |
| 3 | 0x0002 | 0x68,0x65,0x6c,0x6c,0x6f,0x2e,0x63 （hello.c） |

Disk block 9 (0x2400 - 0x27ff, 1 KB) is the content of the hello.c file. It contains 74 bytes of text information.

## 12.2 buffer.c

From this section, we will explain and annotate the programs in the fs/ directory one by one. According to the description in Section 1 of this chapter, the programs in this chapter can be divided into four parts: (1) cache management; (2) file underlying operations; (3) file data access; and (4) file high-level access control. Here we first describe the high-speed buffer (or buffer cache) management procedure of part 1. This section contains only one program buffer.c.

### 12.2.1 Function

Below we first explain the specific location of the cache in physical memory, and then describe the process of its initialization, Then we give the structure of the buffer cache, the linked list structure and the hash table structure used. Then, the important buffer block acquisition function gltblk() and the block read function bread() are described in detail. Finally, the buffer cache access process and the synchronous operation method are explained from a system perspective.

1. Buffer cache physical location

The buffer.c program is used to operate and manage the buffer cache (pool). The buffer cache is located between the kernel code block and the main memory area, as shown in Figure 12-15. The buffer cache acts as a bridge between the block device and other programs in the kernel. In addition to the block device driver, if the kernel program needs to access the data in the block device, it needs to go through the cache to operate indirectly.
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Figure 12-15 The location of the buffer cache in physical memory

The starting position of the cache in the figure begins with the end of the kernel module 'end', and 'end' is an external variable set by the linker ld during the kernel module link. This symbol is not defined in the kernel code. When the linker generates the system module, the ld program sets the address of 'end', which is equal to 'data\_start + datasize + bss\_size', which is the first effective address after the end of the bss segment, which is the end of the kernel module. In addition, the linker also sets two external variables, 'etext' and 'edata', which represent the first address after the code segment and the first address after the data segment.

1. Buffer cache initialization

The entire cache is divided into 1024-byte buffer blocks, which is exactly the same size as the disk logical block on the block device. The buffer cache is managed by a hash table and a linked list containing all the buffer blocks. During the buffer initialization process, the initialization program starts from both ends of the entire buffer, and sets the buffer block header structure and the corresponding buffer block respectively, as shown in Figure 12-16. The high end of the buffer is divided into buffer blocks of 1024 bytes, and the buffer header structure buffer\_head (include/linux/fs.h, line 68) corresponding to each buffer block is respectively established at the low end. This header structure is used to describe the attributes of the corresponding buffer block and is used to join all buffer headers into a linked list. This setting operation continues until there is not enough memory in the buffer to divide the buffer block.
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Figure 12-16 Initialization of the buffer cache

1. Buffer cache structure and linked list

The buffer\_head of all buffer blocks is linked into a doubly linked list structure, as shown in Figure 12-17. The free\_list pointer in the figure is the head pointer of the linked list, pointing to the first "most idle" buffer block in the free block list, which is the least recently used buffer block. The back pointer b\_prev\_free of the buffer block points to the last buffer block in the buffer block list, that is, the buffer block that has just been used recently. The buffer block header data structure is:

struct buffer\_head { char \* b\_data; // Points to buffer block data area (1024 bytes) unsigned long b\_blocknr; // Block No. unsigned short b\_dev; // Device no.of the data source (0 = free). unsigned char b\_uptodate; // Indicates if the data has been updated.

unsigned char b\_dirt; // Modified flag: 0 -clean, 1 -modified (dirty).

unsigned char b\_count; // The nr of users who use the block.

unsigned char b\_lock; // Whether the block is locked. 0-ok, 1-lock struct task\_struct \* b\_wait; // Point to the task waiting for the buffer. struct buffer\_head \* b\_prev; // The previous block on the hash queue.

struct buffer\_head \* b\_next; // The next block on the hash queue. struct buffer\_head \* b\_prev\_free; // The previous block on the free list. struct buffer\_head \* b\_next\_free; // The next block on the free list. };

The field b\_lock is a lock flag indicating that the driver is modifying the contents of the buffer block, so the buffer block is busy and is being locked. This flag is independent of other flags of the buffer block and is mainly used in the blk\_drv/ll\_rw\_block.c program to lock the buffer block when updating the data information in the buffer block. Because when updating the data in the buffer block, the current process will voluntarily go to sleep waiting, so that other processes have the opportunity to access the buffer block. Therefore, in order to prevent other processes from using the data, it is necessary to lock the buffer block before going to sleep.

The field b\_count is the count used by the buffer manager, indicating the number of times the corresponding buffer block is being used (referenced) by each process, so this field is used for the program reference count management of the buffer block, and is also independent of other flags of the buffer block. When the reference count is not 0, the buffer manager cannot release the corresponding buffer block. A free block is a block with b\_count = 0. When b\_count = 0, it means that the corresponding buffer block is not used (free), otherwise it is being used. For the block of the program application, if the buffer manager can obtain the existing specified block from the hash table, the b\_count of the block is incremented by 1 (b\_count++). If the buffer block is an unused block that is re-applied, the b\_count in its header structure is set equal to one. When a program releases its reference to a block, the number of references to that block is decremented accordingly (b\_count--). Since the flag b\_lock indicates that other programs are using and locking the specified buffer block, the b\_count must be greater than 0 for the buffer block where b\_lock is set.

The field b\_dirt is a dirty flag indicating whether the content in the buffer block has been modified to be different from the corresponding data block on the block device (delayed write). The field b\_uptodate is a data update (valid) flag indicating whether the data in the buffer block is valid. Both flags are set to 0 when the block is initialized or released, indicating that the buffer block is invalid at this time. B\_dirt = 1, b\_uptodate = 0 when data is written to the buffer but has not yet been written to the device. The data becomes valid when the data is written to the block device or just after reading the buffer block from the block device, ie b\_uptodate = 1. Please note that there is a special case where both b\_dirt and b\_uptodate are 1 when a new device buffer block is applied, indicating that the data in the buffer block is different from the block device, but the data is still valid (updated).
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Figure 12-17 Bidirectional circular linked free list of all buffer blocks

The "other fields" in the buffer header structure in the figure include the block device number and the logical block number of the buffered data, and these two fields uniquely determine the block device and its data corresponding to the data in the buffer block. There are also several status flags: the data valid (update) flag, the modified flag, the number of processes the data is used, and whether the buffer block is locked.

When the kernel code uses the buffer block in the buffer cache, it specifies the device number (dev) and the logical block number of the data, and operates by calling the buffer block read function bread(), bread\_page(), or breada(). These functions use the buffer search management function getblk() to find matching or free blocks in all buffer blocks. This function will be highlighted below. When the system releases the buffer block, you need to call the brelse() function. The call hierarchy of all these buffer block data access and management functions can be described in Figures 12-18.

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| |  |  |  | | --- | --- | --- | | bread, breada, bread\_page | |  | |  |  |  | | ( getblk ) | brelse |  | | get\_hash\_table, find\_buffer等 | |  | | |

Figure 12-18 Hierarchical relationship between buffer management functions

1. Hash queue of the buffer cache

In order to quickly and efficiently find out in the buffer cache whether the requested data block has been read into the buffer, the buffer.c program uses a hash array table structure with 307 buffer\_head pointer entries. The hash function used by the hash table is a combination of the device number and the logical block number. The specific hash function used in the program is: (device number ^ logical block number) Mod 307. In Figure 12-17, the pointers b\_prev and b\_next are bidirectional links used in hash tables for hashing between multiple buffer blocks on the same item, that is, the buffer blocks with the same hash value calculated by the hash function are linked in the same array item on the linked list. For details on how the buffer block operates on the hash queue, see the description in Chapter 3 of the Unix Operating System Design. For the state of a dynamically changing hash table structure at a certain time, see Figure 12-19.
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Figure 12-19 Schematic diagram of buffer block hash queue at a certain moment

Wherein, the double arrow horizontal line indicates a bidirectional link pointer that is hashed between the buffer block header structures in the same hash entry. The dotted line represents a bidirectional circular linked list of all the buffer blocks in the buffer cache (the so-called free linked list). The free\_list is the head pointer at the most free buffer block of the list. In fact, this doubly linked list is a least recently used (LRU) linked list. Below we will explain the buffer block search function getblk() in detail.

1. Buffer block get function

The three functions mentioned above all call getblk() at execution time to get the appropriate free buffer block. The function first invokes the get\_hash\_table() function to search the hash table queue for the buffer block of the specified device number and logical block number. If the specified block exists, it immediately returns a pointer to the corresponding block header structure; If it doesn't exist, we start from the free-list header and scan the free-list to find a free buffer. In the search process, we also compare the found free buffer blocks, and according to the weights given by the combination of the modified flag and lock flag, it is determined which free block is most suitable. If the found free block is neither modified nor locked, then we don't have to keep looking. If no free block is found at this time, the current process is put to sleep, and it is searched again when it continues to execute. If the free block is locked, the process also needs to go to sleep, waiting for other (block driver) to unlock. If the buffer block is occupied by other processes during sleep waiting, then just start searching for the buffer block again. Otherwise, it is judged whether the buffer block has been modified, and if so, the block is written to the disk and waiting for the block to be unlocked. At this point, if the buffer block is once again occupied by another process, then once again, it is completely abandoned, so we have to start executing getblk() again.

After experiencing the above toss, there may be another unexpected situation at this time, that is, while we are sleeping, other processes may have added the buffer block we need to the hash queue, so we need to search for the last time the hash queue here. If we really find the buffer block we need in the hash queue, then we have to make the above judgment on the buffer block we found, so again, we need to start executing getblk() again. Finally, we found a free buffer block that was not used by the process, was not locked, and was clean (the modified flag was not set). So we set the number of references to the block, reset several other flags, and then remove the buffer header structure of the block from the free-list queue. After the device number and corresponding logical number to which the buffer block belongs are set, it is inserted into the header of the corresponding table entry of the hash table and linked to the end of the free-list queue. Since the search for free blocks starts from the free-list header, this operation of first removing from the free-list queue and using the most recently used buffer block and then reinserting into the tail of the free-list achieves the least recently used LRU algorithm. Finally, the pointer to the buffer block header is returned. The entire getblk() process can be seen in Figure 12-20.

From the above analysis, it can be seen that each time the function acquires a new free buffer block, it will move it to the end of the linked list pointed to by the free\_list header pointer. That is, the closer the buffer block is to the end of the linked list, the closer time it is used. Therefore, if the corresponding buffer block is not found in the hash table, the search will start from the free\_list header when searching for a new free buffer block. It can be seen that the algorithm for the kernel to obtain the buffer block uses the following strategy:

* + If the specified buffer block exists in the hash table, it indicates that the available buffer block has been obtained, so it returns directly;
  + Otherwise, we need to start the search from the free\_list header in the linked list, that is starting from the least recently used buffer block.

Therefore, the most ideal situation is to find a buffer block that is completely free, that is, a buffer block with b\_dirt and b\_lock flags of 0; But if these two conditions are not met, then we need to calculate a value based on the b\_dirt and b\_lock flags. Because device operations are often time consuming, we need to increase the weight of b\_dirt in your calculations. Then we wait on the buffer block with the smallest result value (if the buffer block is already locked). Finally, when the flag b\_lock is 0, it indicates that the original content of the buffer block that has been waiting has been written to the block device. So getblk() gets a free buffer block.
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Figure 12-20 Getblk() function execution flow chart

1. Buffer block read function

From the above processing we can see that the buffer block returned by getblk() may be a new free block, or it may just be a buffer block containing the data we need, and it already exists in the buffer cache. Therefore, for the read data block operation (bread()), it is necessary to judge the update flag of the buffer block to see if the included data is valid. If it is valid, the data block can be directly returned to the applied program. Otherwise, you need to call the device's low-level block read-write function (ll\_rw\_block()), and at the same time let yourself go to sleep, waiting for the data to be read into the buffer block, and after waking up, judge whether the data is valid. If it is valid, this data can be returned to the application program, otherwise the read operation to the device fails and no data is fetched. Thus, the buffer block is released and a NULL value is returned. Figure 12-21 is a block diagram of the bread() function. The breada() and bread\_page() functions are similar to the bread() function.
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Figure 12-21 Bread() function execution flow diagram

When the program no longer needs to use data from a buffer block, the brelse() function can be invoked to free the buffer block and wake up the process that is asleep due to waiting for the buffer block. Note that the buffer blocks in the free list are not all free. Therefore, it can be used only when the disk is refreshed, unlocked, and no other process references (reference count = 0).

1. buffer access method and synchronization operation

In summary, the high-speed buffer plays an important role in improving access efficiency and increasing data sharing for block devices. In addition to the driver, the read and write operations of other upper-level programs on the block device by the kernel need to be implemented indirectly through the cache manager. The main link between them is through the bread() function in the cache manager and the low-level interface function ll\_rw\_block() of the block device. If the upper program wants to access the block device data, it applies to the buffer manager through bread(). If the required data is already in the buffer cache, the buffer manager will return the data directly to the program. If the required data is not yet in the buffer, the buffer manager will apply to the block device driver through ll\_rw\_block(), and let the process corresponding to the program sleep and wait. After the block device driver puts the specified data into the cache, the buffer manager returns the data to the upper program, as shown in Figure 12-22.
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![](data:image/png;base64,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)
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Figure 12-22 Kernel block device access operation

For update and synchronization operations, its main function is to make some buffer block contents in memory consistent with information on block devices such as disks. The main function of sync\_inodes() is to match the i-node information in the inode\_table with that on the disk, but it needs to go through the intermediate link of the system buffer cache. In fact, any synchronization operation is divided into two phases:

* 1. The data structure information is synchronized with the buffer block in the cache buffer and is independently responsible for the driver;
  2. The synchronization problem between the data block and the corresponding block of the disk in the buffer cache is handled by the buffer management program here.

The sync\_inodes() function does not deal directly with the disk. It can only advance to the buffer, which is only responsible for synchronizing with the information in the buffer. The rest of the operation requires the buffer manager to be responsible for execution. In order for sync\_inodes() to know which i-nodes are different from those on the disk, you must first make the contents of the buffer consistent with the contents on the disk. This way sync\_indes() knows which disk inodes need to be modified and updated by comparing with the latest data in the buffer of the current disk. Finally, the second synchronization operation of the buffer cache and the disk device is performed, so that the data in the memory is truly synchronized with the data in the block device.

### 12.2.2 Code annotation

Program 12-1 linux/fs/buffer.c

1. /\*
2. \* linux/fs/buffer.c
3. \*
4. \* (C) 1991 Linus Torvalds
5. \*/

6

1. /\*
2. \* 'buffer.c' implements the buffer-cache functions. Race-conditions have
3. \* been avoided by NEVER letting a interrupt change a buffer (except for the
4. \* data, of course), but instead letting the caller do it. NOTE! As interrupts 11 \* can wake up a caller, some cli-sti sequences are needed to check for 12 \* sleep-on-calls. These should be extremely quick, though (I hope).

13 \*/

14

1. /\*
2. \* NOTE! There is one discordant note here: checking floppies for
3. \* disk change. This is where it fits best, I think, as it should 18 \* invalidate changed floppy-disk-caches.

19 \*/

20

// <stdarg.h> Standard parameter header file. Define a list of variable parameters in the

// form of macros. It mainly describes one type (va\_list) and three macros (va\_start,

// va\_arg and va\_end) for the vsprintf, vprintf, and vfprintf functions.

// <linux/config.h> Kernel configuration header file. Define keyboard language and hard

// disk type (HD\_TYPE) options.

// <linux/sched.h> The scheduler header file defines the task structure task\_struct, the // data of the initial task 0, and some embedded assembly function macro statements

// about the descriptor parameter settings and acquisition.

// <linux/kernel.h> Kernel header file. Contains prototype definitions of some of the // commonly used functions of the kernel.

// <asm/system.h> System header file. An embedded assembly macro that defines or

// modifies descriptors/interrupt gates, etc. is defined.

// <asm/io.h> Io header file. Defines the function that operates on the io port in the

// form of a macro's embedded assembler.

21 #include <stdarg.h>

22

1. #include <linux/config.h>
2. #include <linux/sched.h>
3. #include <linux/kernel.h>
4. #include <asm/system.h>
5. #include <asm/io.h> 28

// The value of the variable 'end' below is generated by the linker ld at compile time to indicate

// the end position of the kernel module, as shown in Figure 12-15. We can find this value from

// the System.map file generated when the kernel was compiled. It is used here to indicate that // the buffer cache starts at the end of the kernel code.

// The buffer\_wait variable on line 33 is the queue head pointer for the task that is asleep

// while waiting for the free buffer block. It has a different effect than the b\_wait pointer

// in the buffer block header structure. When a task requests a buffer block and happens to

// encounter a lack of available free buffer blocks, the task is added to the buffer\_wait sleep // wait queue. The b\_wait is a wait queue header that is dedicated to the task waiting for the // specified buffer block (ie, the buffer block corresponding to b\_wait).

1. extern int end;
2. struct buffer\_head \* start\_buffer = (struct buffer\_head \*) &end;
3. struct buffer\_head \* hash\_table[NR\_HASH]; // NR\_HASH = 307
4. static struct buffer\_head \* free\_list; // free block link list head pointer.
5. static struct task\_struct \* buffer\_wait = NULL; // queue for waiting a free block.

// The following defines the number of buffer blocks contained in the system buffer cache. Here,

// NR\_BUFFERS is a constant symbol defined on line 48 in the linux/fs.h file, which is defined

// as the variable nr\_buffers, which is declared as a global variable on line 172 in the fs.h

// file. Mr. Linus wrote the code in such a way as to implicitly indicate that nr\_buffers is // a "constant" that does not change after the kernel buffer is initialized. It will be set // in the initialization function buffer\_init() (line 371).

1. int NR\_BUFFERS = 0; // The number of buffer blocks.

35

//// Wait for the specified buffer block to unlock.

// If the specified buffer block bh has been locked, then we let the process sleep uninterrupted

// in the buffer queue b\_wait. When the buffer block is unlocked, all processes on its waiting

// queue will be woken up. Although it goes to sleep after the interrupt is disabled (cli),

// doing so does not affect the response to interrupts in other process contexts. Because each

// process saves the value of the register EFLAGS in its own TSS segment, the value of the current // EFLAGS in the CPU changes as the process switches. A process that uses sleep\_on() to go to // sleep needs to wake up explicitly with wake\_up(). 36 static inline void wait\_on\_buffer(struct buffer\_head \* bh)

1. {

// If it has been locked, the process goes to sleep and waits for it to unlock.

1. cli(); // disable int.
2. while (bh->b\_lock)
3. sleep\_on(&bh->b\_wait);
4. sti(); // enable int.
5. }

43

//// Device data synchronization

// Synchronize data in device and cache. sync\_inodes() is defined in file inode.c, line 59.

// The function first calls the i-node synchronization function to write all modified i-nodes

// in the memory i-node table to the buffer cache. Then, the entire cache buffer is scanned,

// and a write disk request is generated for the buffer block that has been modified, and the // buffered data is written into the disk, so that the data in the cache is synchronized with // the device.

1. int sys\_sync(void)
2. {
3. int i;
4. struct buffer\_head \* bh;

48

49 sync\_inodes(); /\* write out inodes into buffers \*/ 50 bh = start\_buffer; // points to the beginning of cache.

1. for (i=0 ; i<NR\_BUFFERS ; i++,bh++) {
2. wait\_on\_buffer(bh); // Wait for the buffer to be unlocked (if locked).
3. if (bh->b\_dirt)
4. ll\_rw\_block(WRITE,bh); // Generate a write device block request.
5. }
6. return 0;
7. }

58

//// Synchronize the cached data with data on the specified device.

// This function first searches all buffer blocks in the buffer cache and writes to the disk

// for the buffer of the specified device dev if its data has been modified (synchronous // operation). The in-memory i-node table data is then written to the buffer cache. Then perform // the same write operation as above for the specified device dev again.

1. int sync\_dev(int dev)
2. {
3. int i;
4. struct buffer\_head \* bh;

63

// First, the data synchronization operation is performed on the device specified by the // parameter, so that the data on the device is synchronized with the data in the buffer cache. // The method is to scan all buffer blocks in the cache, and to check whether the buffer block // of the specified device dev is locked, and if it is locked, sleep and wait for it to be unlocked.

// Then it is judged whether the buffer block is still the buffer block of the designated device,

// and it has been modified (the b\_dirt flag is set), and if so, the write operation is performed

// on it. Because the buffer block may have been released or used for other purposes during // our sleep, it is necessary to check again if the buffer block is still a buffer block for // the specified device before proceeding.

1. bh = start\_buffer; // points to the beginning of cache.
2. for (i=0 ; i<NR\_BUFFERS ; i++,bh++) {
3. if (bh->b\_dev != dev) // ignore blocks that doesn't belong to dev.
4. continue;
5. wait\_on\_buffer(bh); // wait for the buffer to be unlocked.
6. if (bh->b\_dev == dev && bh->b\_dirt)
7. ll\_rw\_block(WRITE,bh);
8. }

// Then write the i-node data into the buffer cache, and synchronize the inode in the inode\_table

// with the information in the buffer cache. The data in the cache is then synchronized again

// with the data in the device after it has been updated. The two-pass sync operation is here

// to improve the efficiency of kernel execution. The first pass of the buffer synchronization // can make many "dirty blocks" in the memory clean, so that the synchronization operation of

// the i-node can be performed efficiently. This second buffer synchronization synchronizes // the buffer blocks that are dirty due to the i-node synchronization operation with the data // in the device.

1. sync\_inodes();
2. bh = start\_buffer;
3. for (i=0 ; i<NR\_BUFFERS ; i++,bh++) {
4. if (bh->b\_dev != dev)
5. continue;
6. wait\_on\_buffer(bh);
7. if (bh->b\_dev == dev && bh->b\_dirt)
8. ll\_rw\_block(WRITE,bh);
9. }
10. return 0;
11. }

83

//// Invalidate the data of the specified device in the buffer cache.

// Scan all buffer blocks in the cache. For the buffer block of the specified device, reset // its valid (update) flag and the modified flag.

1. void inline invalidate\_buffers(int dev)
2. {
3. int i;
4. struct buffer\_head \* bh;

88

1. bh = start\_buffer;
2. for (i=0 ; i<NR\_BUFFERS ; i++,bh++) {
3. if (bh->b\_dev != dev) // Ignore blocks that doesn't belong to dev.
4. continue;
5. wait\_on\_buffer(bh); // wait for the buffer to be unlocked. // Since the process has performed a sleep wait, it is necessary to determine whether the buffer // still belongs to the specified device.
6. if (bh->b\_dev == dev)
7. bh->b\_uptodate = bh->b\_dirt = 0;
8. }
9. }

98

1. /\*
2. \* This routine checks whether a floppy has been changed, and
3. \* invalidates all buffer-cache-entries in that case. This
4. \* is a relatively slow routine, so we have to try to minimize using 103 \* it. Thus it is called only upon a 'mount' or 'open'. This
5. \* is the best way of combining speed and utility, I think.
6. \* People changing diskettes in the middle of an operation deserve
7. \* to loose :-)
8. \*
9. \* NOTE! Although currently this is only for floppies, the idea is
10. \* that any additional removable block-device will use this routine, 110 \* and that mount/open needn't know that floppies/whatever are 111 \* special. 112 \*/

//// Check if the disk has changed and invalidate the buffer block if it has been replaced. 113 void check\_disk\_change(int dev)

1. {
2. int i; 116

// First check if it is a floppy device, because the code now only supports floppy removable // media. If not, quit. Then test if the floppy disk has been replaced, and if not, exit. The // function floppy\_change() is on line 139 of blk\_drv/floppy.c.

1. if (MAJOR(dev) != 2)
2. return;
3. if (!floppy\_change(dev & 0x03))
4. return;

// The floppy disk has been replaced, so the buffer blocks occupied by the i-node bitmap and // the logical block bitmap of the corresponding device is released; and the i-node of the device // and the cache block occupied by the data block information are invalidated.

1. for (i=0 ; i<NR\_SUPER ; i++)
2. if (super\_block[i].s\_dev == dev)
3. put\_super(super\_block[i].s\_dev);
4. invalidate\_inodes(dev);
5. invalidate\_buffers(dev);
6. } 127

// Below is the hash function definition and the calculation macro for the hash table entry.

// The main role of the hash table is to reduce the time it takes to find elements. By establishing // a correspondence between the storage location of the element and the keyword (hash function), // we can immediately find the specified element directly through the function calculation.

// The guiding principle for building a hash function is to try to ensure that the probability

// of hashing to any array item is substantially equal. There are many ways to create a hash

// function. Here Linux 0.12 mainly uses the most commonly used keyword residual remainder

// method. Because the buffer block we are looking for has two conditions, the device number

// 'dev' and the buffer block number 'block', the hash function designed must contain these

// two key values. The XOR operation of the two keywords here is just one way to calculate the // key value. Performing a modulo operation (%) on the key values ensures that the values

// calculated by the function are all within the range of the function array items.

1. #define \_hashfn(dev,block) (((unsigned)(dev^block))%NR\_HASH)
2. #define hash(dev,block) hash\_table[\_hashfn(dev,block)]

130

//// Remove the buffer block from the hash queue and the free list.

// The hash queue is a doubly linked list structure, and the buffer block free list is a

// bidirectional circular linked list structure.

1. static inline void remove\_from\_queues(struct buffer\_head \* bh)
2. {
3. /\* remove from hash-queue \*/
4. if (bh->b\_next)
5. bh->b\_next->b\_prev = bh->b\_prev; 136 if (bh->b\_prev)

137 bh->b\_prev->b\_next = bh->b\_next;

// If the buffer block is the first block of the queue, then the corresponding entry of the // hash table points to the next buffer block in the queue. 138 if (hash(bh->b\_dev,bh->b\_blocknr) == bh)

1. hash(bh->b\_dev,bh->b\_blocknr) = bh->b\_next;
2. /\* remove from free list \*/
3. if (!(bh->b\_prev\_free) || !(bh->b\_next\_free))
4. panic("Free block list corrupted");
5. bh->b\_prev\_free->b\_next\_free = bh->b\_next\_free;
6. bh->b\_next\_free->b\_prev\_free = bh->b\_prev\_free;

// If the free list header points to this buffer block, it is directed to the next buffer block.

1. if (free\_list == bh)
2. free\_list = bh->b\_next\_free;
3. }

148

//// Insert the buffer block at the end of the free list and put it into the hash queue.

1. static inline void insert\_into\_queues(struct buffer\_head \* bh)
2. {
3. /\* put at end of free list \*/
4. bh->b\_next\_free = free\_list;
5. bh->b\_prev\_free = free\_list->b\_prev\_free;
6. free\_list->b\_prev\_free->b\_next\_free = bh;
7. free\_list->b\_prev\_free = bh;
8. /\* put the buffer in new hash-queue if it has a device \*/

// Note that when an item of the hash table is inserted for the first time, the hash() value

// is definitely NULL, so bh->b\_next obtained on line 161 is definitely NULL. So on line 163,

// we should only assign b\_prev a bh value if bh->b\_next is not NULL. That is, before the 163th // line, a sentence "if (bh->b\_next)" should be added. The error was corrected after the kernel // 0.96 version.

1. bh->b\_prev = NULL;
2. bh->b\_next = NULL;
3. if (!bh->b\_dev)
4. return;
5. bh->b\_next = hash(bh->b\_dev,bh->b\_blocknr);
6. hash(bh->b\_dev,bh->b\_blocknr) = bh;
7. bh->b\_next->b\_prev = bh; // "if (bh->b\_next)" should be added before this. 164 } 165

//// Use hash table to look up the buffer block for a given device and a specified block number // in the buffer cache. Returns the buffer block pointer if found, otherwise returns NULL.

1. static struct buffer\_head \* find\_buffer(int dev, int block)
2. {
3. struct buffer\_head \* tmp;

169

// Search the hash table for buffer block with the specified device number and block number.

1. for (tmp = hash(dev,block) ; tmp != NULL ; tmp = tmp->b\_next)
2. if (tmp->b\_dev==dev && tmp->b\_blocknr==block)
3. return tmp;
4. return NULL;
5. }

175

1. /\*
2. \* Why like this, I hear you say... The reason is race-conditions.
3. \* As we don't lock buffers (unless we are readint them, that is), 179 \* something might happen to it while we sleep (ie a read-error

180 \* will force it bad). This shouldn't really happen currently, but 181 \* the code is ready.

1. \*/

//// Use the hash table to find the buffer block.

// Use the hash table to find the specified buffer block in the buffer cache. If found, the // block is locked and the block header pointer is returned.

1. struct buffer\_head \* get\_hash\_table(int dev, int block) 184 {

185 struct buffer\_head \* bh;

186

1. for (;;) {

// Look for the buffer block for the given device and the specified block in the buffer cache.

// If it is not found, return NULL and exit.

1. if (!(bh=find\_buffer(dev,block)))
2. return NULL;

// If the desired block is found, its reference count is incremented by one, and then waiting // for the block to be unlocked (if it has been locked). Since it has gone through a sleep state, // it is necessary to verify the correctness of the block and return the buffer head pointer. // If the device or block number of the buffer block changes during sleep, its reference count // is revoked and the search is made again.

1. bh->b\_count++;
2. wait\_on\_buffer(bh); // Wait for the buffer to be unlocked (if locked).
3. if (bh->b\_dev == dev && bh->b\_blocknr == block)
4. return bh;
5. bh->b\_count--;
6. }
7. }

197

1. /\*
2. \* Ok, this is getblk, and it isn't very clear, again to hinder
3. \* race-conditions. Most of the code is seldom used, (ie repeating), 201 \* so it should be much more efficient than it looks.
4. \*
5. \* The algoritm is changed: hopefully better, and an elusive bug removed.
6. \*/

// The following macro is used to check the modified flag and lock flag of the block at the // same time, and the weight of the modified flag is defined to be larger than the lock flag. 205 #define BADNESS(bh) (((bh)->b\_dirt<<1)+(bh)->b\_lock)

//// Get the specified block in the buffer cache.

// Check if the buffer block of the specified (device no. & block no.) is already in the cache.

// If the specified block is already in the buffer cache, the corresponding buffer block header // is returned and exited; if not, a new entry corresponding to the device no. and block no.

// needs to be set in the cache and the corresponding buffer header pointer is returned.

1. struct buffer\_head \* getblk(int dev,int block)
2. {
3. struct buffer\_head \* tmp, \* bh; 209
4. repeat:

// Search the hash table, if the specified block is already in the buffer cache, return the // corresponding block head pointer and exit.

1. if (bh = get\_hash\_table(dev,block))
2. return bh;

// Otherwise, the free list is scanned to find the free block. First let 'tmp' point to the // first free block header of the free list, and then loop to perform subsequent operations.

1. tmp = free\_list; 214 do {

// If the buffer block is being used (the reference count is not equal to 0), continue scanning

// the next item. For a block with b\_count=0, that is, a block that is not currently referenced

// in the cache, it is not necessarily clean (b\_dirt=0) or unlocked (b\_lock=0). Therefore, we // still need to continue the following judgments and choices. For example, for a block with

// b\_count=0, when a task rewrites the content of a block and then releases it, the block b\_count

// is still 0, but b\_lock is not equal to 0; When a task executes breada() to pre-read several // blocks, it will decrement b\_count as soon as ll\_rw\_block() is called. However, at this time, // the hard disk access operation may still be in progress, so b\_lock=1, but b\_count=0.

1. if (tmp->b\_count)
2. continue;

// If the buffer block header pointer bh is empty, or the weight of the flag (modification,

// lock) of the block referred to by the current tmp is less than the weight of the bh's flag,

// then bh is pointed to the tmp's block header. If the buffer block header pointed by the tmp

// indicates that the buffer block is neither modified nor the lock flag is set (ie, BADNESS()

// = 0), it means that the corresponding cache block has been obtained on the specified device, // and the loop is exited. Otherwise we will continue to execute this loop and see if we can // find a buffer with the smallest BADNESS() value.

1. if (!bh || BADNESS(tmp)<BADNESS(bh)) {
2. bh = tmp;
3. if (!BADNESS(tmp))
4. break;
5. }
6. /\* and repeat until we find something good \*/
7. } while ((tmp = tmp->b\_next\_free) != free\_list);

// If the loop check finds that all buffer blocks are being used (all buffer block header reference

// counts are >0), sleep waits for free buffer blocks to be available. The process is explicitly // woken up when a free buffer block is available, and then we jump to the beginning of the // function to re-look for the free buffer block.

1. if (!bh) {
2. sleep\_on(&buffer\_wait);
3. goto repeat; // jump to line 210.
4. }

// Execution here, we have found a suitable free buffer block. Then wait for the buffer to unlock // (if it has been locked). If the buffer is used by other tasks during our sleep phase, we // have to repeat the above search process again.

1. wait\_on\_buffer(bh);
2. if (bh->b\_count) // occupied again ??
3. goto repeat;

// If the buffer has been modified, write the data to the disk and wait for the buffer to unlock // again. Similarly, if the buffer is used by other tasks again, the above search process is // repeated.

1. while (bh->b\_dirt) {
2. sync\_dev(bh->b\_dev);
3. wait\_on\_buffer(bh);
4. if (bh->b\_count) // occupied again ??
5. goto repeat;
6. }
7. /\* NOTE!! While we slept waiting for this block, somebody else might \*/
8. /\* already have added "this" block to the cache. check it \*/

// Check if the specified buffer block has been added to the hash table while we are sleeping.

// If so, repeat the above search process again.

1. if (find\_buffer(dev,block))
2. goto repeat;
3. /\* OK, FINALLY we know that this buffer is the only one of it's kind, \*/
4. /\* and that it's unused (b\_count=0), unlocked (b\_lock=0), and clean \*/

// So let us occupy this buffer block, set the reference count to 1, reset the modified flag

// and the valid (update) flag.

1. bh->b\_count=1;
2. bh->b\_dirt=0;
3. bh->b\_uptodate=0;

// The buffer block header is first removed from the hash queue and the free block list, and

// the buffer block is used for the specified device and the specified block thereon. The buffer // block is then reinserted into the free list and the new location of the hash queue, and finally // the buffer block header is returned.

1. remove\_from\_queues(bh);
2. bh->b\_dev=dev;
3. bh->b\_blocknr=block;
4. insert\_into\_queues(bh);
5. return bh;
6. }

252

//// Release the specified buffer block.

// Wait for the buffer block to unlock. The reference count is then decremented by one, and // the process waiting for the free buffer block is explicitly awake.

1. void brelse(struct buffer\_head \* buf)
2. {
3. if (!buf) // Returns if the block head pointer is invalid.
4. return;
5. wait\_on\_buffer(buf);
6. if (!(buf->b\_count--))
7. panic("Trying to free free buffer");
8. wake\_up(&buffer\_wait);
9. }

262

1. /\*
2. \* bread() reads a specified block and returns the buffer that contains 265 \* it. It returns NULL if the block was unreadable.
3. \*/

//// Read data blocks from the device.

// This function first requests a buffer block in the cache based on the specified device number

// dev and block number block. If the buffer block already contains valid data, it directly // returns the buffer block pointer; otherwise, the specified data block is read from the device // into the buffer block and the buffer block pointer is returned.

1. struct buffer\_head \* bread(int dev,int block)
2. {
3. struct buffer\_head \* bh;

270

// Apply a block of buffers in the cache. If the return value is NULL, it means that the kernel

// has an error and it stops. Then we determine if there is data available. Returns if the data // in the buffer block is valid (updated) and can be used directly.

1. if (!(bh=getblk(dev,block)))
2. panic("bread: getblk returned NULL\n");
3. if (bh->b\_uptodate)
4. return bh;

// Otherwise we call the read and write ll\_rw\_block() function of the underlying block device

// to generate a read device block request. Then we wait for the specified data block to be

// read in and wait for the buffer to unlock. After the sleep wakes up, if the buffer has been

// updated, the buffer head pointer is returned and exits. Otherwise, it indicates that the // read device operation failed, so the buffer is released, NULL is returned, and exit.

1. ll\_rw\_block(READ,bh);
2. wait\_on\_buffer(bh);
3. if (bh->b\_uptodate)
4. return bh;
5. brelse(bh);
6. return NULL;
7. }

282

//// Copy the memory block.

// Copy a block (1024 bytes) of data from the 'from' address to the 'to' position.

1. #define COPYBLK(from,to) \
2. \_\_asm\_\_("cld\n\t" \
3. "rep\n\t" \
4. "movsl\n\t" \
5. ::"c" (BLOCK\_SIZE/4),"S" (from),"D" (to) \
6. :"cx","di","si")

289

1. /\*
2. \* bread\_page reads four buffers into memory at the desired address. It's
3. \* a function of its own, as there is some speed to be got by reading them 293 \* all at the same time, not waiting for one to be read, and then another 294 \* etc. 295 \*/

//// Read the one page (4 buffer blocks) on the device to the specified memory address.

// The parameter 'address' is the address where the page data is saved; 'dev' is the specified // device number; b[4] is an array containing 4 device data block numbers. This function is // used in the do\_no\_page() function of the mm/memory.c file (line 428).

1. void bread\_page(unsigned long address,int dev,int b[4])
2. {
3. struct buffer\_head \* bh[4];
4. int i; 300

// This function is executed 4 times. According to the 4 block numbers placed in the array b[], // a page is read from the device dev and placed at the specified memory location 'address'.

// For the valid block number given by the parameter b[i], the function first gets the buffer

// block of the specified device and block number from the buffer cache. If the data in the

// buffer block is invalid (not updated) then a read device request is made to read the

// corresponding data block from the device. For the invalid block number b[i], we don't have

// to deal with it. Therefore, this function can freely read 1-4 data blocks according to the // block number in the specified b[].

1. for (i=0 ; i<4 ; i++)
2. if (b[i]) { // If the block number is valid.
3. if (bh[i] = getblk(dev,b[i]))
4. if (!bh[i]->b\_uptodate)
5. ll\_rw\_block(READ,bh[i]);
6. } else
7. bh[i] = NULL;

// The contents of the 4 buffer blocks are then sequentially copied to the specified address.

// Before we can copy (use) the buffer block, we need to sleep and wait for the buffer block

// to be unlocked (if it is locked). In addition, because we may have slept, we also need to // check if the data in the buffer block is valid before copying. We also need to release the // buffer block after copying.

1. for (i=0 ; i<4 ; i++,address += BLOCK\_SIZE)
2. if (bh[i]) {
3. wait\_on\_buffer(bh[i]); // Wait for block to unlock (if it is locked).
4. if (bh[i]->b\_uptodate) // If the data is valid, copy it.
5. COPYBLK((unsigned long) bh[i]->b\_data,address);
6. brelse(bh[i]); // Release the buffer block.
7. }
8. }

316

1. /\*
2. \* Ok, breada can be used as bread, but additionally to mark other 319 \* blocks for reading as well. End the argument list with a negative 320 \* number.
3. \*/

//// Reads some of the specified blocks from the specified device.

// The number of parameters is variable and is a series of specified block numbers. When the // function succeeds, it returns the block header of the first block, otherwise it returns NULL.

1. struct buffer\_head \* breada(int dev,int first, ...)
2. {
3. va\_list args;
4. struct buffer\_head \* bh, \*tmp;

326

// First take the first parameter (block number) in the variable parameter list. Then get the

// block of the specified device and block number from the cache. If the buffer block data is // invalid (the update flag is not set), a read device data block request is issued.

1. va\_start(args,first);
2. if (!(bh=getblk(dev,first)))
3. panic("bread: getblk returned NULL\n");
4. if (!bh->b\_uptodate)
5. ll\_rw\_block(READ,bh);

// Then take the other pre-read block numbers in the variable parameter list in order and do

// the same as above, but do not use them. Note that there is a bug on line 336. Where bh should

// be tmp. This bug was not corrected until the 0.96 kernel code. In addition, because this

// is a pre-read subsequent data block, it only needs to be read into the cache but not used // immediately, so the 337th line statement needs to decrement its reference count to release // the block (because the getblk() function will increase the block reference count).

1. while ((first=va\_arg(args,int))>=0) {
2. tmp=getblk(dev,first);
3. if (tmp) {
4. if (!tmp->b\_uptodate)
5. ll\_rw\_block(READA,bh); // here 'bh' should be 'tmp'.
6. tmp->b\_count--; // release the pre-read block.
7. } 339 }

// At this point, all parameters in the variable parameter table are processed. Then wait for // the first buffer block to be unlocked (if it has been locked). After the wait is over, if // the data in the buffer block is still valid, the buffer block header pointer is returned.

// Otherwise the buffer is released and returns NULL.

1. va\_end(args);
2. wait\_on\_buffer(bh);
3. if (bh->b\_uptodate)
4. return bh;
5. brelse(bh);
6. return (NULL);
7. }

347

//// Buffer initialization function.

// The parameter buffer\_end is the end of the buffer cache memory. For systems with 16MB of

// memory, the buffer cache end is set to 4MB. For systems with 8MB of memory, the buffer end

// is set to 2MB. The function sets (initializes) the block header structure and the corresponding // data block from the start position of the buffer cache at the start\_buffer and the buffer\_end // at the end of the buffer respectively until all the memory in the buffer cache is allocated.

1. void buffer\_init(long buffer\_end)
2. {
3. struct buffer\_head \* h = start\_buffer;
4. void \* b;
5. int i; 353

// First, determine the high-end position 'b' of the actual buffer based on the high-end position

// of the buffer provided by the parameter. If the high end of the buffer is equal to 1Mb, since

// the video memory and BIOS are used from 640KB - 1MB, the actual available buffer memory should // be 640KB at the high end. Otherwise, the high end of the buffer cache memory must be greater // than 1MB.

1. if (buffer\_end == 1<<20)
2. b = (void \*) (640\*1024);
3. else
4. b = (void \*) buffer\_end;

// The following code is used to initialize the buffer cache, create a free block circular list,

// and get the number of blocks in the system. The operation process is to divide the buffer

// block of 1 KB size from the high end of the buffer, and at the same time, construct the // buffer\_head describing the buffer block at the low end of the buffer, and form the buffer\_head // into a doubly linked list.

// 'h' is a pointer to the block header structure, and 'h+1' is the next block header address

// that points to the memory address consecutively, or can be said to point to the end of the

// h block header. In order to ensure that there is enough memory to store a block header // structure, the address of the memory block pointed to by 'b' needs to be greater than or // equal to the end of the block header of 'h', that is, 'b >= h+1' is required.

1. while ( (b -= BLOCK\_SIZE) >= ((void \*) (h+1)) ) { 359 h->b\_dev = 0; // device no.
2. h->b\_dirt = 0; // dirt flag (block modified flag).
3. h->b\_count = 0; // block reference count.
4. h->b\_lock = 0; // block lock flag.
5. h->b\_uptodate = 0; // Block update flag (or data valid flag). 364 h->b\_wait = NULL; // block waiting queue.
6. h->b\_next = NULL; // points to next header with same hash value.
7. h->b\_prev = NULL; // points to previous header with same hash value.
8. h->b\_data = (char \*) b; // block data pointer.
9. h->b\_prev\_free = h-1; // point to the previous item in the free-list. 369 h->b\_next\_free = h+1; // point to the next item in the free-list.
10. h++; // h points to next new buffer header location.
11. NR\_BUFFERS++; // counting buffer blocks.

// If b is decremented to 1MB, skip 384KB (video memory) and let b point to 0xA0000 (640KB).

1. if (b == (void \*) 0x100000)
2. b = (void \*) 0xA0000;
3. }

// Then let h point to the last valid buffer block header; let the free list header point to

// the first buffer block header; b\_prev\_free of the free list header points to the previous

// header (ie the last header); The next pointer of h points to the first header, so that the // free list forms a bidirectional ring structure. Finally initialize the hash table, set all // pointers in the table to NULL.

1. h--; // h points to the last block header.
2. free\_list = start\_buffer; // free list header points to first block header.
3. free\_list->b\_prev\_free = h;
4. h->b\_next\_free = free\_list;
5. for (i=0;i<NR\_HASH;i++)
6. hash\_table[i]=NULL;
7. }

382

## 12.3 bitmap.c

Starting with this program, we begin to explore the second part of the file system composition, the underlying operational function part of the file system. This part consists of five files, super.c, bitmap.c, truncate.c, inode.c, and namei.c.

The super.c program mainly contains functions for accessing and managing file system superblocks; The bitmap.c program is used to process the logical block bitmap and the i-node bitmap of the file system; The truncate.c program only contains a function truncate() that cuts the file data length to zero; The inode.c program mainly involves the access and management of file system i-node information; The namei.c program is mainly used to complete the function of finding and loading its corresponding i-node information from a given file path name.

According to the order of the functional parts of a file system, we should describe them in the order of the programs given above, but because the super.c program also contains several high-level functions related to file system loading/unloading or system-calls, they need to use functions in several other programs, so we will explain them after introducing the inode.c program.

### 12.3.1 Function

The purpose and function of the bitmap.c program is simple and clear. It is mainly used to occupy/release the bits in the logical block bitmap or the i-node bitmap according to the usage of the logical block or the i-node structure in the file system. The operation functions of the logic block bitmap are free\_block() and new\_block(); the operation functions of the i-node bitmap are free\_inode() and new\_inode().

The function free\_block() is used to release the logical block in the data area on the specified device. The specific operation is to reset the bit in the logical block bitmap corresponding to the specified logical block. It first takes the super block of the specified device, and judges the validity of the logical block number according to the range of the device data logic block given in the super block. Then look in the buffer cache to see if the specified logical block is now in the buffer cache. If yes, the corresponding buffer block is released. Next, calculate the logical block number of the data from the beginning of the data zone (counting from 1), and operate on the logical block bitmap to reset the corresponding bit. Finally, in the buffer block containing the corresponding logical block bitmap, we set the modified bit flag according to the logical block number.

The function new\_block() is used to request a logical block from the block device, return the logical block number, and set the logical block bitmap bit corresponding to the block. It first gets the superblock of the specified device dev. Then, the entire logical block bitmap is searched for the first bit that is 0. If not found, the disk device space is exhausted and the function returns 0. Otherwise, the first 0 bit position to be found is set to 1, indicating that the corresponding data logic block is occupied. At the same time, the code sets the modified flag of the buffer block in which the logical block bitmap containing the bit is located. Then calculate the disk block number of the data logical block, and apply the corresponding buffer block in the buffer cache, and clear the buffer block. Then set the updated and modified flags for this buffer block. Finally, the buffer block is released for use by other programs and returns the block number (logical block number).

The function free\_inode() is used to release the specified i-node and reset the corresponding i-node bitmap bit; New\_inode() is used to create a new i-node for device and return a pointer to the new i-node. The main operation process is to obtain an idle i-node entry in the memory i-node table and find an idle i-node from the i-node bitmap. The processing of these two functions is similar to the above two functions, so it will not be described here.

### 12.3.2 Code annotation

Program 12-2 linux/fs/bitmap.c

1. /\*
2. \* linux/fs/bitmap.c
3. \*
4. \* (C) 1991 Linus Torvalds
5. \*/ 6
6. /\* bitmap.c contains the code that handles the inode and block bitmaps \*/

// <string.h> String header file. Defines some embedded functions about string operations.

// <linux/sched.h> The scheduler header file defines the task structure task\_struct, the // data of the initial task 0, and some embedded assembly function macro statements

// about the descriptor parameter settings and acquisition.

// <linux/kernel.h> Kernel header file. Contains prototype definitions of some of the

// commonly used functions of the kernel.

1. #include <string.h> // The memset() function is used here.

9

1. #include <linux/sched.h>
2. #include <linux/kernel.h>

12

//// Clear a block of 1024 bytes of memory at the given address (addr).

// Input: eax = 0; ecx = length of the block in long words (BLOCK\_SIZE/4); edi = specifies the // starting address addr.

1. #define clear\_block(addr) \
2. \_\_asm\_\_("cld\n\t" \ // clear direction.
3. "rep\n\t" \ // repeated execution of stored data (0).
4. "stosl" \
5. ::"a" (0),"c" (BLOCK\_SIZE/4),"D" ((long) (addr)):"cx","di")

18

//// Set the bit at the nr-th bit offset starting at the given address.

// The 'nr' can be greater than 32! This macro returns the original bit value.

// Input: %0 -eax (return value); %1 -eax(0); %2 -nr, bit offset; %3 -(addr), content of addr.

// Line 20 defines a local register variable 'res'. This variable will be saved in the specified

// EAX register for efficient access and operation. This method of defining variables is mainly // used in inline assembly programs. The entire macro is a statement expression whose value // is the value of the last 'res'.

// The BTSL instruction on line 21 is used to test and set the bit. It saves the bit value specified

// by the base address (%3) and the bit offset (%2) to the carry flag CF, and then sets the // bit to 1. The SETB instruction is used to set the operand (%al) according to the carry flag // CF. If CF=1 then %al =1, otherwise %al =0.

1. #define set\_bit(nr,addr) ({\
2. register int res \_\_asm\_\_("ax"); \
3. \_\_asm\_\_ \_\_volatile\_\_("btsl %2,%3\n\tsetb %%al": \
4. "=a" (res):"" (0),"r" (nr),"m" (\*(addr))); \
5. res;})

24

//// Resets the bit at the nr bit offset from the beginning of the specified address.

// Returns the inverse of the original bit value.

// Input: %0 -eax(return value); %1 -eax(0); %2 -nr, bit offset; %3 -(addr), content of addr.

// The BTRL instruction on line 27 is used to test and reset the bit. The command SETNB is used // to set the operand (%al) according to the carry flag CF. If CF = 1, then %al = 0, otherwise %al // = 1.

1. #define clear\_bit(nr,addr) ({\
2. register int res \_\_asm\_\_("ax"); \
3. \_\_asm\_\_ \_\_volatile\_\_("btrl %2,%3\n\tsetnb %%al": \
4. "=a" (res):"" (0),"r" (nr),"m" (\*(addr))); \
5. res;})

30

//// Look for the first zero bit from address 'addr', return the bit offset from 'addr'.

// Input: %0 - ecx (return value); %1 - ecx(0); %2 - esi(addr).

// Look for the first bit that is 0 in the bitmap starting with the address specified by'addr', // and return the bit offset from the address addr. 'addr' is the address of the data area of // the buffer block, and the range of the scan is 1024 bytes (8192 bits).

// The BSFL instruction on line 36 is used to scan the first non-zero bit in the EAX register // and place its offset into EDX.

1. #define find\_first\_zero(addr) ({ \
2. int \_\_res; \
3. \_\_asm\_\_("cld\n" \ // clear direction flag.
4. "1:\tlodsl\n\t" \ // obtain [esi] -> eax
5. "notl %%eax\n\t" \ // inverse each bits in eax
6. "bsfl %%eax,%%edx\n\t" \ // offset of first non-zero bit -> edx 37 "je 2f\n\t" \ // jump forward to label 2 if eax = 0.
7. "addl %%edx,%%ecx\n\t" \ // offset is added to ecx (first 0 bit in bitmap).
8. "jmp 3f\n" \ // jump forward to label 3 (end).
9. "2:\taddl $32,%%ecx\n\t" \ // ecx adds 32 bit offset if bit 0 not found.
10. "cmpl $8192,%%ecx\n\t" \ // scanned 8192 bits (1024 bytes)?
11. "jl 1b\n" \ // jump backward to label 1 if not yet.
12. "3:" \ // end. At this time, ecx contains 0 bit offset.
13. :"=c" (\_\_res):"c" (0),"S" (addr):"ax","dx","si"); \
14. \_\_res;})

46

//// Free the logic block in the data zone on the device.

// Resets the bit in the logical block bitmap corresponding to the specified logical block.

// Returns 1 if successful, otherwise returns 0.

1. int free\_block(int dev, int block)
2. {
3. struct super\_block \* sb;
4. struct buffer\_head \* bh;

51

// First, the super block information of the file system on the device dev is taken, and the

// validity of the parameter block is checked according to the data block start logical block // number and the total number of logical blocks in the file system. If the specified device

// super block does not exist, an error occurs. If the logical block number is smaller than

// the block number of the first logical block in the data zone on the disk or greater than // the total number of logical blocks on the device, system stops too.

1. if (!(sb = get\_super(dev))) // in fs/super.c, line 56.
2. panic("trying to free block on nonexistent device");
3. if (block < sb->s\_firstdatazone || block >= sb->s\_nzones)
4. panic("trying to free block not in datazone"); 56 bh = get\_hash\_table(dev,block);

// Then look for the block data from the hash table. If a buffer block is found, its validity

// is checked. At this time, if the number of references is greater than 1, it indicates that

// someone else is using the buffer block, so brelse() is called, and b\_count is decremented

// by 1 and then exits. Otherwise, clear the modified and updated flags to release the data // block. The main purpose of this piece of code is to detect that if the logic block currently // exists in the buffer cache, the corresponding buffer block is released.

1. if (bh) {
2. if (bh->b\_count > 1) {
3. brelse(bh); // ret after b\_count--, still used by others.
4. return 0;
5. }
6. bh->b\_dirt=0;
7. bh->b\_uptodate=0;
8. if (bh->b\_count) // if b\_count=1, call brelse().
9. brelse(bh);
10. }

// Then we reset the bit of the block in the logic block bitmap (set to 0). First calculate

// the logical block number of the block starting from the data zone (counting from 1). The

// logic block bitmap is then operated to reset the corresponding bit. If the bit is already

// 0, it means system is faulty and stops. Since a block has 1024 bytes, which is 8192 bits,

// so 'block / 8192 ' can calculate which block in the logical bitmap is the specified block, // and 'block & 8191 ' can get the bit offset position of the block in the current block of // the logic block bitmap.

1. block -= sb->s\_firstdatazone - 1 ; // block = block - (s\_firstdatazone -1);
2. if (clear\_bit(block&8191,sb->s\_zmap[block/8192]->b\_data)) {
3. printk("block (%04x:%d) ",dev,block+sb->s\_firstdatazone-1);
4. printk("free\_block: bit already cleared\n");
5. }

// Finally, set the modified flag of the buffer block where the logic block bitmap is located.

1. sb->s\_zmap[block/8192]->b\_dirt = 1;
2. return 1;
3. }
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//// Request a logical disk block from the device.

// The function first takes the device's superblock and looks for the first zero value bit

// (representing an free block) in the logical block bitmap. This bit is then set to indicate

// that the corresponding logical block is expected to be obtained. Then, a corresponding buffer

// block is obtained in the buffer for the logic block. Finally, the buffer block is cleared,

// its updated flag and modified flag are set, and the logical block number is returned. If // the execution is successful, the function returns the logical block number (disk block

// number), otherwise it returns 0.

1. int new\_block(int dev)
2. {
3. struct buffer\_head \* bh;
4. struct super\_block \* sb;
5. int i,j; 81

// First get the super block of the device. Then scan the file system's 8 logical block bitmaps,

// look for the first 0 value bit, find the free logic block, and get the block number where

// the logical block is placed. If all the bits of the 8 block logic block bitmaps are scanned // (i >= 8 or j >= 8192), the 0 value bit is not found or the buffer block pointer of the bitmap // is invalid (bh = NULL), then exits with 0. (There is no free logic block).

1. if (!(sb = get\_super(dev)))
2. panic("trying to get new block from nonexistant device");
3. j = 8192;
4. for (i=0 ; i<8 ; i++)
5. if (bh=sb->s\_zmap[i])
6. if ((j=find\_first\_zero(bh->b\_data))<8192)
7. break;
8. if (i>=8 || !bh || j>=8192)
9. return 0;

// Next, the bits in the logical block bitmap corresponding to the found new logical block j

// are set. If the corresponding bit is already set, it indicates that the system has an error

// and stops. Otherwise set the modified flag of the corresponding buffer block that stores

// the bitmap. Because the logic block bitmap only indicates the occupancy of the logic block

// in the data zone on the disk, that is, the bit offset value in the logic block bitmap indicates // the block number from the beginning of the data zone, so the logical block number of the // first block of data zone needs to be added here to convert j to the logical block number.

// If the new logical block number is greater than the total number of logical blocks on the // device, the block does not exist on the device. The application failed, return 0 & exit.

1. if (set\_bit(j,bh->b\_data))
2. panic("new\_block: bit already set");
3. bh->b\_dirt = 1;
4. j += i\*8192 + sb->s\_firstdatazone-1;
5. if (j >= sb->s\_nzones)
6. return 0;

// Then, a buffer block is obtained in the buffer cache for the logical block number specified

// on the device, and the buffer block header pointer is returned. Because the logical block

// just obtained must have a reference count of 1 (set in getblk()), if it is not 1, it will // stop. Finally, the new logical block is cleared and its updated flag and modified flag are // set. Then release the corresponding buffer block and return the logical block number.

1. if (!(bh=getblk(dev,j)))
2. panic("new\_block: cannot get block");
3. if (bh->b\_count != 1)
4. panic("new block: count is != 1");
5. clear\_block(bh->b\_data);
6. bh->b\_uptodate = 1;
7. bh->b\_dirt = 1;
8. brelse(bh);
9. return j;
10. }
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//// Release the specified i-node.

// This function first determines the validity and releasability of the i-node given by the

// parameter. If the i-node is still in use, it cannot be released. Then, the i-node bitmap

// is operated by using the super block information, the bit in the i-node bitmap corresponding // to the i-node number is reset, and the i-node structure is cleared.

1. void free\_inode(struct m\_inode \* inode)
2. {
3. struct super\_block \* sb;
4. struct buffer\_head \* bh;
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// First determine the validity or legitimacy of the i-node that needs to be released. If the // i-node pointer = NULL, then exit. If the device number field on the i-node is 0, the node // is not used. Then clear the memory area occupied by the corresponding i-node and return. // Memset() is defined at line 395 in file include/string.h. This means that the memory area // specified by the inode pointer is filled with 0, and the sizeof(\*inode) bytes are filled.

1. if (!inode)
2. return;
3. if (!inode->i\_dev) {
4. memset(inode,0,sizeof(\*inode));
5. return; 118 }

// If there are other program references in this i-node, it cannot be released, indicating that

// there is a problem with the kernel code, and the system is down. If the number of file links // is not 0, it means that there are other file directory entries that are using the node, so // they should not be released, but should be put back.

1. if (inode->i\_count>1) {
2. printk("trying to free inode with count=%d\n",inode->i\_count);
3. panic("free\_inode");
4. }
5. if (inode->i\_nlinks)
6. panic("trying to free inode with links");

// After checking the validity of the i-node, we begin to operate on the i-node bitmap using

// its super-block information. First, take the super block of the device where the i-node is

// located, and test whether the device exists. Then determine whether the range of the i-node

// number is correct. If the i-node number is equal to 0 or greater than the total number of

// i-nodes on the device, an error occurs (the i-node of No. 0 is reserved). If the node bitmap

// corresponding to the i-node does not exist, an error occurs. Since the i-node bitmap of a // buffer block has 8192 bits, i\_num>>13 (ie, i\_num/8192) can obtain the s\_imap[] entry of the // current i-node number, that is, the disk block.

1. if (!(sb = get\_super(inode->i\_dev)))
2. panic("trying to free inode on nonexistent device");
3. if (inode->i\_num < 1 || inode->i\_num > sb->s\_ninodes)
4. panic("trying to free inode 0 or nonexistant inode");
5. if (!(bh=sb->s\_imap[inode->i\_num>>13]))
6. panic("nonexistent imap in superblock");

// Now we reset the bits in the node bitmap corresponding to the i-node. If the bit is already

// equal to 0, an error warning message is displayed. Finally, the buffer in which the i-node // bitmap is located has been modified, and the memory area occupied by the i-node structure // is cleared.

1. if (clear\_bit(inode->i\_num&8191,bh->b\_data))
2. printk("free\_inode: bit already cleared.\n\r");
3. bh->b\_dirt = 1;
4. memset(inode,0,sizeof(\*inode));
5. }
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//// Create a new i-node for device, initialize and return a pointer to the new i-node.

// Obtain an free i-node entry in the memory i-node table and find an free i-node from the i-node // bitmap.

1. struct m\_inode \* new\_inode(int dev)
2. {
3. struct m\_inode \* inode;
4. struct super\_block \* sb;
5. struct buffer\_head \* bh;
6. int i,j; 143

// First, obtain a free i-node entry from the in-memory i-node table (inode\_table) and read

// the super block structure of the specified device. Then scan the 8-block i-node bitmap in

// the super block, look for the first 0-bit (look for a free node), and obtain the node number

// where the i-node is placed. If the i-node is not found after the scan, or the buffer block

// where the bitmap is located is invalid (bh = NULL), then the i-node in the previously requested // i-node table is returned, and the null pointer is returned and exited (indicating no Idle // i-node available).

1. if (!(inode=get\_empty\_inode())) // fs/inode.c, line 197.
2. return NULL;
3. if (!(sb = get\_super(dev))) // fs/super.c, line 56.
4. panic("new\_inode with unknown device");
5. j = 8192;
6. for (i=0 ; i<8 ; i++)
7. if (bh=sb->s\_imap[i])
8. if ((j=find\_first\_zero(bh->b\_data))<8192)
9. break;
10. if (!bh || j >= 8192 || j+i\*8192 > sb->s\_ninodes) {
11. iput(inode);
12. return NULL;
13. }

// Now that we have found the i-node number j that has not been used, we set the corresponding

// bit of the i-node bitmap corresponding to j (if it is already set, it indicates that the

// kernel is faulty). Then set the modified flag of the buffer block where the i-node bitmap // is located. Finally, the i-node structure is initialized (i\_ctime is the time when the content // of the i-node is changed).

1. if (set\_bit(j,bh->b\_data))
2. panic("new\_inode: bit already set");
3. bh->b\_dirt = 1;
4. inode->i\_count=1; // reference count.
5. inode->i\_nlinks=1; // number of file directory entry links.
6. inode->i\_dev=dev; // device number the i-node is located.
7. inode->i\_uid=current->euid; // user id of the i-node. 164 inode->i\_gid=current->egid; // group id.
8. inode->i\_dirt=1; // set the modified flag.
9. inode->i\_num = j + i\*8192; // Corresponds to i-node nr in the device.
10. inode->i\_mtime = inode->i\_atime = inode->i\_ctime = CURRENT\_TIME;
11. return inode;
12. }
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## 12.4 truncate.c

### 12.4.1 Function

The truncate.c program is used to release all logical blocks occupied by the specified i-node on the device, including direct blocks, primary indirect blocks, and secondary indirect blocks. Therefore, the file length corresponding to the node of the file is cut to 0, and the occupied device space is released. For the convenience of reading, the schematic diagram of the direct block and indirect block organization structures in the i-node is given again, as shown in Figure 12-23.
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Figure 12-23 Schematic diagram of logical block connections of a i-node

The i\_zone[] array in the i-node stores the disk block number of the logical block on the device. The first 7 items of the array (i\_zone[0]--i\_zone[6]) directly store the numbers of the first 7 data blocks in the relevant file. i\_zone[7] stores the block number of the primary indirect block. Because the disk size is 1024 bytes, each disk block can store (1024 / 2) = 512 disk block numbers, that is, one indirect block number can address up to 512 device disk blocks. Accordingly, the secondary indirect block number i\_zone[8] can addresses (512 \* 512) = 261, 144 disk blocks.

### 12.4.2 Code annotation

Program 12-3 linux/fs/truncate.c

1 /\*

1. \* linux/fs/truncate.c
2. \*
3. \* (C) 1991 Linus Torvalds
4. \*/ 6

// <linux/sched.h> The scheduler header file defines the task structure task\_struct, the data // of the initial task 0, and some embedded assembly function macro statements about the // descriptor parameter settings and acquisition.

// <sys/stat.h> File status header file. Contains file or file system state structures stat{} // and constants.

7 #include <linux/sched.h>

8

9 #include <sys/stat.h>

10

//// Release all one indirect blocks.

// The parameter dev is the device number of the file system; block is the logical block number.

// Returns 1 if successful, otherwise returns 0.

1. static int free\_ind(int dev,int block)
2. {
3. struct buffer\_head \* bh;
4. unsigned short \* p;
5. int i;
6. int block\_busy; // The logic block has not been released.

17

// First determine the validity of the parameters. Returns if the logical block number is 0.

// Then the primary block is read, and all the logical blocks used on it are released, and then

// the buffer block of this primary indirect block is released. The function free\_block() is // used to release the disk block of the specified logical block number on the device (fs/bitmap.c // line 47).

1. if (!block)
2. return 1;
3. block\_busy = 0;
4. if (bh=bread(dev,block)) {
5. p = (unsigned short \*) bh->b\_data; // points to the block data area.
6. for (i=0;i<512;i++,p++) // a block can contains 512 blcok nr.
7. if (\*p)
8. if (free\_block(dev,\*p)) {
9. \*p = 0;
10. bh->b\_dirt = 1; // set the modified flag. 28 } else
11. block\_busy = 1; // block is not released.
12. brelse(bh); // release the buffer block occupied by the indirect block.
13. }

// Finally release an indirect block on the device. But if there is a logical block that is // not released, it returns 0 (failure).

1. if (block\_busy)
2. return 0;
3. else
4. return free\_block(dev,block); // 1 if successful, otherwise return 0. 36 }

37

//// Release all secondary indirect blocks.

// The parameter dev is the device number; 'block' is the logical block number of the secondary // indirect block.

1. static int free\_dind(int dev,int block)
2. {
3. struct buffer\_head \* bh;
4. unsigned short \* p;
5. int i;
6. int block\_busy; // The logic block has not been released.

44

// First determine the validity of the parameters. Returns if the logical block number is 0.

// The code then reads the first-level block of the secondary indirect block and releases all // the logical blocks on it indicating that it has been used, and then releases the buffer block // of the first-level block.

1. if (!block)
2. return 1;
3. block\_busy = 0;
4. if (bh=bread(dev,block)) {
5. p = (unsigned short \*) bh->b\_data; // points to the block data area.
6. for (i=0;i<512;i++,p++) // 512 second-level blocks
7. if (\*p)
8. if (free\_ind(dev,\*p)) { // release primary indirect block.
9. \*p = 0; 54 bh->b\_dirt = 1; // set modified flag.
10. } else
11. block\_busy = 1; // block not released.
12. brelse(bh); // release buffer block occupied by secondary indirect block.
13. }

// Finally, the secondary indirect block on the device is released. But if there is a logic // block that is not released, it returns 0 (failure).

1. if (block\_busy)
2. return 0;
3. else
4. return free\_block(dev,block);
5. }

64

//// Truncates file data.

// The file length corresponding to the node is cut to 0, and the occupied device space is

// released.

1. void truncate(struct m\_inode \* inode)
2. {
3. int i;
4. int block\_busy; 69

// First determine the validity of the specified i-node. Returns if it is not a regular file, // a directory, or a link entry. Then release 7 direct blocks of the i-node and set all 7 logical // block items to zero. If the block is busy and not released, the block\_busy flag is set.

1. if (!(S\_ISREG(inode->i\_mode) || S\_ISDIR(inode->i\_mode) ||
2. S\_ISLNK(inode->i\_mode))) 72 return;
3. repeat:
4. block\_busy = 0;
5. for (i=0;i<7;i++)
6. if (inode->i\_zone[i]) { // release if block nr is not zero.
7. if (free\_block(inode->i\_dev,inode->i\_zone[i]))
8. inode->i\_zone[i]=0;
9. else
10. block\_busy = 1; // set if not released.
11. }
12. if (free\_ind(inode->i\_dev,inode->i\_zone[7])) // release primory indirect blocks.
13. inode->i\_zone[7] = 0;
14. else
15. block\_busy = 1; // set if not released.
16. if (free\_dind(inode->i\_dev,inode->i\_zone[8])) // release secondary indirect blocks
17. inode->i\_zone[8] = 0;
18. else
19. block\_busy = 1;

// After that, the i-node modified flag is set, and if there is still a logical block that is // not released due to "busy", the current process running time slice is set to 0 to switch // to another process to run, and then wait for a while to re-execute the release operation. // Finally, the file modification time and the i-node change time are set to the current time. // The macro CURRENT\_TIME is defined in line 142 of the header file linux/sched.h and is defined // as (startup\_time + jiffies/HZ) for the seconds value since 1970:0:0:0.

1. inode->i\_dirt = 1;
2. if (block\_busy) {
3. current->counter = 0; // current process time slice is set to 0.
4. schedule();
5. goto repeat;
6. }
7. inode->i\_size = 0; // the file size is set to zero.
8. inode->i\_mtime = inode->i\_ctime = CURRENT\_TIME;
9. }

99

100

## 12.5 inode.c

### 12.5.1 Function

The inode.c program includes functions iget(), iput(), and block mapping function bmap() that process the i-node, as well as other auxiliary functions. The iget(), iput(), and bmap() functions are mainly used in the namei() mapping function of the namei.c program to find the corresponding i-node from the file path name.

1. iget() function

The iget() function is used to read the i-node of the specified node number nr from the device dev, and increment the reference count field value i\_count of the node by one. The operation flow is shown in Figure 12-24. The function first determines the validity of the parameter dev, and takes an idle i-node from the i-node table, then scans the i-node table, finds the i-node with the specified node number nr, and increments the reference number of the i-node. If the device of the currently scanned is not the specified device or the node number is not equal to the specified node, continue scanning. Otherwise, the i-node with the specified device number and node number has been found, and the node is waiting to be unlocked (if If it is locked right now). While waiting for the i-node to be unlocked, the node table may change. So If the device number of the i-node is now not equal to the specified device number or the node number is not equal to the specified node number, the entire i-node table needs to be re-scanned again. Subsequently, the reference count value of the i-node is incremented by 1, and it is determined whether the i-node is a mount point of another file system.
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Figure 12-24 iget() function operation flow chart

If the i-node is a mount point of a file system, the super block table is searched for the super block installed on the i-node. If the corresponding super block is not found, an error message is displayed, and the free node that the function starts to acquire is released, and the i-node pointer is returned. If the corresponding super block is found, the i-node is written to the disk. Then get the device number from the super block installed in the i-node file system, and let the i-node number be 1. Then scan the entire i-node table again to fetch the root node of the mounted file system.

If the i-node is not the installation point of other file systems, it indicates that the corresponding i-node has been found, so the idle i-node that is temporarily applied can be discarded at this time, and the found i-node pointer is returned.

If the specified i-node is not found in the i-node table, the node is established in the i-node table using the idle i-node of the previous application, and the i-node information is read from the corresponding device, and the i-node pointer is returned.

2. iput() function

The function performed by the iput() function is exactly the opposite of iget(). It is mainly used to decrement the i-node reference count value by 1, and if it is a pipe i-node, wake up the waiting process. If the i-node is the i-node of the block device file, the device is refreshed, and if the link count of the i-node is 0, all the disk logical blocks occupied by the i node are released, and are returned after the i-node is released. If the i-node reference count value i\_count is 1, the number of links is not zero, and the content has not been modified, then the i-node reference count is decremented by one at this time, and then returned. Because if an i node has i\_count=0, it means it has been released. The operation flow of this function is also similar to iget().

If the process does not need to continuously use an i-node at a certain time, the iput() function should be called to decrement the value of the reference count field i\_count of the i-node, and also let the kernel perform some other processing. Therefore, after performing one of the following operations, the kernel code should normally call the iput() function:

■ Increase the value of the i-node reference count field i\_count by one;

■ Called the namei(), dir\_namei(), or open\_namei() function;

■ Called the iget(), new\_inode(), or get\_empty\_inode() function;

■ When closing a file, if no other process has used the file;

■ When unmounting a file system (replace the device file i-node, etc.).

In addition, when a process is created, its current working directory pwd, current root directory root, and executable file directory executable fields are initialized to point to three i-nodes, and the reference count field of three i-nodes are also set accordingly. Therefore, when the process executes a system-call that changes the current working directory, the iput() function needs to be called in code of the system-call to first put back the i-node in use, and then let the pwd of the process point to the new i-node of the path name. Similarly, to modify the root and executable fields of a process, you also need to execute the iput() function.

3. bmap() function

The \_bmap() function is used to map a file data block to the corresponding disk block. The parameter 'inode' is the i-node pointer of the file, 'block' is the data block number in the file, and 'create' is the creation flag, indicating whether the corresponding disk block needs to be established on the disk if the corresponding file data block does not exist. The return value of this function is the logical block number (disk block number) corresponding to the file data block on the device. When create=0, the function is the bmap() function. When create=1, it is the create\_block() function.

The data in a regular file is placed in the data zone of the disk, and a file name is associated with these data disk blocks through the corresponding i-node. The numbers of these disk blocks are stored in the logical block array of the i-node. The \_bmap() function mainly processes the logical block array i\_zone[] of the i-node, and sets the occupancy of the logical block bitmap according to the logical block number in i\_zone[]. See Figure 12-6 in Section 12.1. As mentioned earlier, i\_zone[0] to i\_zone[6] are used to store the direct logical block number of the file; i\_zone[7] is used to store the indirect logical block number; and i\_zone[8] is used to store the secondary indirect logical block number. When the file size is small (less than 7K), the disk block number used by the file can be directly stored in the 7 direct block items in the i-node; when the file is slightly larger (not more than 7K+512K), it needs to use primary indirect block item i\_zone[7]; when the file is larger, the secondary indirect block item i\_zone[8] is needed. Therefore, when the file is relatively small, the speed of the Linux addressing disk block is faster.

### 12.5.2 Code annotation

Program 12-4 linux/fs/inode.c

1. /\*
2. \* linux/fs/inode.c
3. \*
4. \* (C) 1991 Linus Torvalds
5. \*/

6

// <string.h> String header file. Defines some embedded functions about string operations. // <sys/stat.h> File status header file. Contains file or file system state structures stat{} // and constants.

// <linux/sched.h> The scheduler header file defines the task structure task\_struct, the data // of the initial task 0, and some embedded assembly function macro statements about the // descriptor parameter settings and acquisition.

// <linux/kernel.h> Kernel header file. Contains prototype definitions of some of the commonly // used functions of the kernel.

// <linux/mm.h> Memory management header file. Contains page size definitions and some page

// release function prototypes.

// <asm/system.h> System header file. An embedded assembly macro that defines or modifies

// descriptors/interrupt gates, etc. is defined.

1. #include <string.h>
2. #include <sys/stat.h>

9

1. #include <linux/sched.h>
2. #include <linux/kernel.h>
3. #include <linux/mm.h>
4. #include <asm/system.h> 14

// An array of pointers to the total number of device data blocks. Each pointer item points

// to the total number of blocks of the given major device number, hd\_sizes[]. Each item of

// the total number of block arrays corresponds to the total number of data blocks owned by // a sub-device determined by the sub-device number.

15 extern int \*blk\_size[];

16

17 struct m\_inode inode\_table[NR\_INODE]={{0,},}; // In-memory i-node table (NR\_INODE=32).

18

1. static void read\_inode(struct m\_inode \* inode); // read i-node information, line 297.
2. static void write\_inode(struct m\_inode \* inode); // write i-node info to cache, line 324.

21

//// Wait for the specified i-node to be available.

// If the i-node has been locked, the current task is placed in an uninterruptible wait state // and added to the i-wait queue until the i-node unlocks and explicitly wakes up the task.

1. static inline void wait\_on\_inode(struct m\_inode \* inode)
2. {
3. cli();
4. while (inode->i\_lock)
5. sleep\_on(&inode->i\_wait); // kernel/sched.c, line 199.
6. sti();
7. }

29

//// Lock the i-node (lock the given i-node).

// If the i-node is locked, the current task is placed in an uninterruptible wait state and // added to the i-wait queue i\_wait. Until the i-node unlocks and explicitly wakes up the task, // then locks it.

1. static inline void lock\_inode(struct m\_inode \* inode)
2. {
3. cli();
4. while (inode->i\_lock)
5. sleep\_on(&inode->i\_wait);
6. inode->i\_lock=1; // set locked flag.
7. sti();
8. }

38

//// Unlock the specified i node.

// Reset the lock flag of the i-node and explicitly wake up all processes waiting on the i-wait // queue i\_wait.

1. static inline void unlock\_inode(struct m\_inode \* inode)
2. {
3. inode->i\_lock=0;
4. wake\_up(&inode->i\_wait); // kernel/sched.c, line 204. 43 }

44

//// Release all i-nodes of device dev in the memory i-node table.

// Scans the i-node table array in memory and releases it if an item is used by the specified // device.

1. void invalidate\_inodes(int dev)
2. {
3. int i;
4. struct m\_inode \* inode;

49

// First let the pointer point to the first item in the memory i-node table array, and then

// scan all the i-nodes in it. For each of the i-nodes, wait for the i-node to unlock (if it

// is currently locked), and then determine if it belongs to the specified device. If yes, it

// is released, that is, the device number field i\_dev of the i-node is set to 0, and the modified // flag is also reset. In the meantime, it will also check if it is still being used, that is, // whether its reference count is not 0, and if so, a warning message is displayed. // The pointer assignment sentence "0+inode\_table" on line 50 is equivalent to "inode\_table", // "&inode\_table[0]", but this may be more straightforward.

1. inode = 0+inode\_table; // points to the first item of i-node table.
2. for(i=0 ; i<NR\_INODE ; i++,inode++) {
3. wait\_on\_inode(inode); // wait for i-node to be available(unlocked).
4. if (inode->i\_dev == dev) {
5. if (inode->i\_count) // if references is not 0, error warning.
6. printk("inode in use on removed disk\n\r"); 56 inode->i\_dev = inode->i\_dirt = 0; // release i-node.
7. }
8. }
9. }

60

//// Synchronize all i-nodes.

// Synchronize all i-nodes in the memory i-node table with i-nodes on the device.

1. void sync\_inodes(void)
2. {
3. int i;
4. struct m\_inode \* inode;

65

// First, let the pointer of the memory i-node type point to the first item of the i-node table,

// and then scan all the nodes in the table. For each of the i-nodes, wait for the i-node to

// be unlocked (if it is currently locked), and then check if the i-node has been modified and // is not a pipe node. If this is the case, the i-node is written to the buffer cache. The buffer // manager program will write them to the disk at the appropriate time.

66 inode = 0+inode\_table; // points to the first item of the table. 67 for(i=0 ; i<NR\_INODE ; i++,inode++) {

1. wait\_on\_inode(inode); // wait for i-node to be available.
2. if (inode->i\_dirt && !inode->i\_pipe) // modified and not a pipe node.
3. write\_inode(inode); // write to the buffer cache.
4. }
5. }

73

//// File data block mapping to disk block (bmap - block map).

// Parameters: inode - i-node pointer of the file; block - data block number in the file;

// create - the block creation flag. This function maps the specified file data block to the

// logical block on the device and returns the logical block number. If the block creation flag

// is set, a new disk block is requested when the corresponding logical block does not exist

// on the device, and the logical block number (disk block number) corresponding to the file

// data block is returned. The function is processed in four parts: (1) parameters validity // check; (2) direct block processing; (3) pimary indirect block processing; and (4) secondary // indirect block processing.

1. static int \_bmap(struct m\_inode \* inode,int block,int create)
2. {
3. struct buffer\_head \* bh;
4. int i; 78

// (1) First check the validity of the parameters. If the file data block number is less than // 0, the kernel will stop. If the block number is greater than (direct block nr + indirect // block nr + second indirect block nr), it is out of range of the file system.

1. if (block<0)
2. panic("\_bmap: block<0");
3. if (block >= 7+512+512\*512)
4. panic("\_bmap: block>big");

// (2) Then, according to the size of the file block number and whether the creation flag is

// set, the processing is performed separately. If the block number is less than 7, it is

// represented by a direct block. At this time, if the creation flag is set and the logical

// block field in the i-node is 0, a disk block (logical block) is requested from the device,

// and the logical block number on the disk is filled in the logical block field. Then set // i-node change time and modified flag, and finally return the logical block number. The function // new\_block() is defined at line 76 in the bitmap.c program.

1. if (block<7) {
2. if (create && !inode->i\_zone[block])
3. if (inode->i\_zone[block]=new\_block(inode->i\_dev)) {
4. inode->i\_ctime=CURRENT\_TIME; // ctime - change time
5. inode->i\_dirt=1; // set modified flag.
6. }
7. return inode->i\_zone[block];
8. }

// (3) If the block number is >= 7, and less than (7 + 512), it means that it uses an indirect

// block. Therefore, an indirect block is processed below. If it is a create operation, and

// the indirect block field i\_zone[7] of the i-node is 0, it indicates that the file is the

// first time to use the indirect block. Therefore, it is necessary to apply for a disk block

// for storing the indirect block information, and fill the actual disk block number into the

// indirect block field. Then set the i-node modified flag and modification time. If the disk

// block fails to be created at the time of creation, the i-node indirect block field i\_zone[7]

// is 0 at this time, and 0 is returned. Or the parameter creation flag is 0, but i\_zone[7]

// is also 0, indicating that there is no indirect block in the i-node, so the mapping disk // block fails, and returns 0 to exit.

1. block -= 7;
2. if (block<512) {
3. if (create && !inode->i\_zone[7])
4. if (inode->i\_zone[7]=new\_block(inode->i\_dev)) {
5. inode->i\_dirt=1;
6. inode->i\_ctime=CURRENT\_TIME;
7. }
8. if (!inode->i\_zone[7])
9. return 0;

// Now read an indirect block of the i-node on the device and get the logical block number i

// in the 'block' item on it (each block number occupies 2 bytes). If it is a create operation

// and the obtained logical block number is 0, then it is necessary to apply for a disk block

// and set the 'block' entry in the indirect block equal to the logical block number of the

// new disk block. Then set the modified flag of the indirect block. If it is not a create

// operation, then 'i' is the logical block number that needs to be mapped (find). Finally, // the buffer block occupied by the indirect block is released, and the logical block number // of the new application or the corresponding block on the disk is returned.

1. if (!(bh = bread(inode->i\_dev,inode->i\_zone[7])))
2. return 0;
3. i = ((unsigned short \*) (bh->b\_data))[block];
4. if (create && !i)
5. if (i=new\_block(inode->i\_dev)) {
6. ((unsigned short \*) (bh->b\_data))[block]=i;
7. bh->b\_dirt=1;
8. }
9. brelse(bh);
10. return i;
11. }

// (4) If the program runs to this place, it indicates that the data block belongs to the secondary

// indirect block. Its processing is similar to the primary indirect block. The following is

// the processing of the secondary indirect block. First, the block is subtracted from the number

// of blocks (512) accommodated by the primary indirect block, and then created or searched

// according to whether the creation flag is set. If it is a create operation and the secondary

// indirect block field of the i node is 0, then a new disk block is required to store the primary

// block information of the secondary indirect block, and the actual disk block number is filled

// in the secondary indirect block field. After that, set the i-node modified flag and

// modification time. Similarly, if the disk block fails to be created at the time of creation,

// then the i-node secondary indirect block field i\_zone[8] is 0, and 0 is returned. Or it is // not a create operation, but i\_zone[8] turns out to be 0, indicating that there is no indirect // block in the i-node, so the mapped disk block fails, and returns 0 to exit.

1. block -= 512;
2. if (create && !inode->i\_zone[8])
3. if (inode->i\_zone[8]=new\_block(inode->i\_dev)) {
4. inode->i\_dirt=1;
5. inode->i\_ctime=CURRENT\_TIME;
6. }
7. if (!inode->i\_zone[8])
8. return 0;

// Now read the secondary indirect block of the i-node on the device and get the logical block

// number 'i' in the (block / 512) entry on the first-level block of the secondary indirect

// block. If it is a create operation, and the logical block number in the (block / 512) item

// on the first-level block of the secondary indirect block is 0, then it is necessary to apply

// for a disk block as the second-level block 'i' of the secondary indirect block, and let the

// (block / 512) item in the first-level block of the secondary indirect block to be equal to

// the block number 'i' of the second-level block. Then set the first-level block modified flag

// of the secondary indirect block and release this first-level block of the secondary indirect // block. If it is not created, then 'i' is the logical block number that needs to be found.

1. if (!(bh=bread(inode->i\_dev,inode->i\_zone[8])))
2. return 0;
3. i = ((unsigned short \*)bh->b\_data)[block>>9];
4. if (create && !i)
5. if (i=new\_block(inode->i\_dev)) {
6. ((unsigned short \*) (bh->b\_data))[block>>9]=i;
7. bh->b\_dirt=1;
8. }
9. brelse(bh);

// If the second-level block number of the secondary indirect block is 0, it means that the

// application disk block fails or the original corresponding block number is 0, then 0 is

// returned. Otherwise, the second-level block of the secondary indirect block is read from // the device, and the logical block number in the block item on the second-level block is taken.

1. if (!i)
2. return 0;
3. if (!(bh=bread(inode->i\_dev,i)))
4. return 0;
5. i = ((unsigned short \*)bh->b\_data)[block&511]; // limits to 511 (0x1ff).

// If the creation flag is set, and the logical block number in the block of the second-level

// block is 0, then apply a disk block as the block that finally stores the data information, // and let the block item in the second-level block equal the new logical block number 'i'.

// Then set the modified flag of the second-level block. Finally, the second-level block of // the secondary indirect block is released, and the logical block number of the newly applied // or original corresponding block on the disk is returned.

1. if (create && !i)
2. if (i=new\_block(inode->i\_dev)) {
3. ((unsigned short \*) (bh->b\_data))[block&511]=i;
4. bh->b\_dirt=1;
5. }
6. brelse(bh);
7. return i;
8. }

141

//// Get the logical block number of the file data block on the device.

// Parameters: inode –i-node pointer of the file; block –the data block number in the file. // If the operation is successful, the logical block number is returned, otherwise returns 0.

142 int bmap(struct m\_inode \* inode,int block) 143 {

1. return \_bmap(inode,block,0); // create flag = 0.
2. }

146

//// Find or create a disk block on the device for the file block.

// Find the corresponding disk block of the file data block on the device. If it does not exist, // create a block and return the corresponding disk block number.

// Parameters: inode –i-node pointer of the file; block –the data block number in the file. // If the operation is successful, the logical block number is returned, otherwise returns 0.

1. int create\_block(struct m\_inode \* inode, int block)
2. {
3. return \_bmap(inode,block,1);
4. }

151

//// Put back an i-node (write back to device).

// This function is mainly used to decrement the i-node reference count by 1, and if it is a

// pipe i-node, wake up the waiting process. If it is a block device file i-node, the device // is refreshed, and if the link count of the i-node is 0, all the disk logical blocks occupied // by the i-node are released, and the i-node is released.

1. void iput(struct m\_inode \* inode)
2. {

// First check the validity of the i-node given by the parameter and wait for the i-node to

// unlock (if it is locked). If the reference count of the i-node is 0, it means that the i-node

// is already idle. The kernel then asks for a put back operation on it, indicating that there // is a problem with code in the kernel. The error message is then displayed and the machine // is shut down.

1. if (!inode)
2. return;
3. wait\_on\_inode(inode);
4. if (!inode->i\_count)
5. panic("iput: trying to free free inode");

// If it is a pipe i-node, wake up the process waiting for the pipe, the number of references // is decremented by 1, and if the reference count is still not 0, the function returned.

// Otherwise, the memory page occupied by the pipeline is released, and the reference count, // modified flag, and pipe flag of the node are reset, then function returned. For the pipe // i-nodes, inode->i\_size stores the memory page address. See get\_pipe\_inode(),lines 231,237.

1. if (inode->i\_pipe) {
2. wake\_up(&inode->i\_wait);
3. wake\_up(&inode->i\_wait2); //
4. if (--inode->i\_count)
5. return;
6. free\_page(inode->i\_size);
7. inode->i\_count=0;
8. inode->i\_dirt=0;
9. inode->i\_pipe=0;
10. return; 169 }

// If the device number field of the i-node is 0, the reference count for this node is decremented

// by one and returned. For example, an i-node for pipeline operation has a device number of

// 0 for the i-node. In addition, if it is the i-node of the block device file, then in the // logical block field 0 (i\_zone[0]) is the device number, then refresh the device and wait // for the i-node to unlock.

1. if (!inode->i\_dev) {
2. inode->i\_count--;
3. return;
4. }
5. if (S\_ISBLK(inode->i\_mode)) {
6. sync\_dev(inode->i\_zone[0]);
7. wait\_on\_inode(inode);
8. }

// If the reference count of the i-node is greater than 1, the count is decremented by 1 and

// returned directly (because the i-node is still in use and cannot be released), otherwise

// the reference count value of the i-node is 1 (because it has been checked on line 157 when // it is zero). If the number of links of the i-node is 0, it indicates that the corresponding // file is deleted. All logical blocks of the i-node are then released and the i-node is released. // The function free\_inode() is used to actually release the i-node operation, that is, reset // the i-node bitmap bit, and clear the i-node structure content.

1. repeat:
2. if (inode->i\_count>1) {
3. inode->i\_count--;
4. return;
5. }
6. if (!inode->i\_nlinks) { // at this point, i\_count = 1.
7. truncate(inode);
8. free\_inode(inode); // bitmap.c, line 108.
9. return; 187 }

// If the i-node has been modified, write back to update the i-node and wait for the i-node

// to unlock (if locked). Since it may sleep when writing the i-node, other processes may modify // the i-node at this time, so the above-mentioned checking procedure (label repeat) needs to // be repeated again after the process is woken up.

1. if (inode->i\_dirt) {
2. write\_inode(inode); /\* we can sleep - so do again \*/
3. wait\_on\_inode(inode);
4. goto repeat;
5. }

// If the program is executed here, the i-node reference count i\_count is 1, the number of links

// is not zero, and the content has not been modified. Therefore, as long as the i-node reference // count is decremented by 1, it can be returned. At this time, i\_count=0 indicates that the // i-node has been released.

1. inode->i\_count--;
2. return;
3. }

196

//// Obtain an idle i-node item from the i-node table.

// Look for the i-node with a reference count of 0, clear and write it to disk, and return its // pointer. The reference count is now set to 1.

1. struct m\_inode \* get\_empty\_inode(void)
2. {
3. struct m\_inode \* inode;
4. static struct m\_inode \* last\_inode = inode\_table; // point to the first item.
5. int i; 202

// The entire i-node table is scanned after initializing the last\_inode pointer to point to

// the i-node table header. If the last\_inode has already pointed to the last item of the i-node

// table, let it re-point to the beginning of the i-node table to continue looping through the // table. If the reference count of the i-node pointed to by last\_inode is 0, it indicates that

// an idle i-node item may be found, and then the inode is pointed to the i-node. If the modified // flag and the lock flag of the i-node are both 0, then we can use the i-node and so we exit // the for() loop.

1. do {
2. inode = NULL;
3. for (i = NR\_INODE; i ; i--) { // NR\_INODE = 32。
4. if (++last\_inode >= inode\_table + NR\_INODE)
5. last\_inode = inode\_table;
6. if (!last\_inode->i\_count) {
7. inode = last\_inode;
8. if (!inode->i\_dirt && !inode->i\_lock)
9. break;
10. }
11. }

// If no free i-node is found (inode = NULL), the i-node table is printed for debugging use // and stops the system.

1. if (!inode) {
2. for (i=0 ; i<NR\_INODE ; i++)
3. printk("%04x: %6d\t",inode\_table[i].i\_dev,
4. inode\_table[i].i\_num);
5. panic("No free inodes in mem");
6. }

// Otherwise wait for the i-node to unlock (if it is locked again). If the i-node modified flag // is set, the i-node is refreshed (synchronized). Because it may sleep when refreshing, you // need to cycle again to wait for the i-node to unlock.

1. wait\_on\_inode(inode);
2. while (inode->i\_dirt) {
3. write\_inode(inode);
4. wait\_on\_inode(inode);
5. }
6. } while (inode->i\_count);

// If the i-node is occupied by others (the reference count of the i-node is not 0), then the

// idle i-node needs to be searched again. Otherwise, it indicates that an idle i-node item // that meets the requirements has been found. Then, the content of the i-node item is cleared, // and the reference count is set to 1, and the i-node pointer is returned.

1. memset(inode,0,sizeof(\*inode));
2. inode->i\_count = 1;
3. return inode;
4. }

230

//// Get the pipe i-node.

// First scan the i-node table, look for an idle i-node entry, and then get a page of free memory

// for the pipeline to use. Then the reference count of the obtained i-node is set to 2 (reader // and writer), the pipe head and tail are initialized, and the pipe type representation of // the i-node is set. Returns the pointer to the i-node and returns NULL if it fails.

1. struct m\_inode \* get\_pipe\_inode(void)
2. {
3. struct m\_inode \* inode;

234

// First we get an free i-node from the memory i-node table and return NULL if we can't find

// one. Then apply for a page of memory for the i-node and have the node's i\_size field point // to the page. If there is no free memory, the i-node is released and NULL is returned.

1. if (!(inode = get\_empty\_inode()))
2. return NULL;
3. if (!(inode->i\_size=get\_free\_page())) { // i\_size points to a buffer page.
4. inode->i\_count = 0;
5. return NULL;
6. }

// Then set the reference count of the i-node to 2 and reset the pipe head and tail pointer.

// The i\_zone[0] and i\_zone[1] of the i-node logical block number array are used to store the // pipe header and the pipe tail pointer, respectively. Finally, set the i-node flag to be the // pipe i-node type and return the i-node.

1. inode->i\_count = 2; /\* sum of readers/writers \*/
2. PIPE\_HEAD(\*inode) = PIPE\_TAIL(\*inode) = 0; // Reset the pipe head and tail.
3. inode->i\_pipe = 1; // pipe i-node.
4. return inode;
5. }

246

//// Get an i-node from device.

// Parameters: dev - device number; nr - i-node number.

// The i-node structure content of the specified i-node number is read from the device into

// the memory i-node table, and the i-node pointer is returned. First search in the i-node table

// located in the buffer cache. If the i-node with the specified node number is found, the i-node

// pointer is returned after some check processing. Otherwise, the i-node is read from the device // and placed in the i-node table, and the i-node pointer is returned.

1. struct m\_inode \* iget(int dev,int nr)
2. {
3. struct m\_inode \* inode, \* empty;

250

// First determine the validity of the parameters. If the device number is 0, it indicates a

// kernel code problem, displays an error message and stops. Otherwise, an idle i-node is taken // in advance from the i-node table for backup. Then scan the entire i-node table, look for // the i-node with the specified node number nr, and increment the reference number by one.

// However, if the device number of the currently scanned i-node is not equal to the specified // device number or the node number is not equal to the specified node number, the scanning // is continued.

1. if (!dev)
2. panic("iget with dev==0");
3. empty = get\_empty\_inode();
4. inode = inode\_table; // points to the first item of table.
5. while (inode < NR\_INODE+inode\_table) {
6. if (inode->i\_dev != dev || inode->i\_num != nr) {
7. inode++;
8. continue;
9. }

// If an i-node with the specified dev and nr is found, the node is awaited to be unlocked (if

// locked). The i-node table may change while waiting for the node to be unlocked. Therefore, // the same check as above is required again when the code continues to execute. If a change // has occurred, the entire i-node table is rescanned again. 260 wait\_on\_inode(inode);

1. if (inode->i\_dev != dev || inode->i\_num != nr) {
2. inode = inode\_table;
3. continue; 264 }

// This means that the corresponding i-node has been found. The i-node reference count is then

// incremented by one and then further checked to see if it is the mount point for another file

// system. If so, look for the root node of the mounted filesystem. If the i-node is indeed

// the mount point of other file systems, the super block table is searched for the super block

// installed on this i-node. If the super block is not found, an error message is displayed, // and the idle node empty obtained at the beginning of the function is put back, and the i-node // pointer is returned.

1. inode->i\_count++;
2. if (inode->i\_mount) {
3. int i;

268

1. for (i = 0 ; i<NR\_SUPER ; i++)
2. if (super\_block[i].s\_imount==inode)
3. break;
4. if (i >= NR\_SUPER) {
5. printk("Mounted inode hasn't got sb\n");
6. if (empty)
7. iput(empty);
8. return inode;
9. }

// The code execution to this point indicates that the file system superblock installed to the

// inode has been found. Then, we write the i-node to the disk to put it back, and replace the

// device number with the one taken from the super block installed on the i-node, and the i-node // number needed is re-set to ROOT\_INO, which is 1. The entire i-node table is then rescanned // to obtain the root i-node information of the mounted file system.

1. iput(inode);
2. dev = super\_block[i].s\_dev;
3. nr = ROOT\_INO;
4. inode = inode\_table;
5. continue;
6. }

// Finally we found the corresponding i-node. Therefore, you can discard the idle i-node // temporarily applied at the beginning of this function and return the found i-node.

1. if (empty)
2. iput(empty);
3. return inode;
4. }

// If we do not find the specified i-node in the table, the i-node is created in the table by // using the idle i-node 'empty' of the previous application, and the i-node information is // read from the corresponding device, and the i-node pointer is returned.

1. if (!empty)
2. return (NULL);
3. inode=empty;
4. inode->i\_dev = dev; // set the device of the new i-node.
5. inode->i\_num = nr; // set the i-node number.
6. read\_inode(inode);
7. return inode;
8. }

296

//// Read the specified i-node information.

// The disk block containing the specified i-node information is read from the device and then

// copied to the specified i-node structure. In order to determine the logical block number

// of the disk block where the i-node is located, the super block on the corresponding device // must first be read to obtain the information of INODES\_PER\_BLOCK for calculating the logical

// block number. After calculating the logical block number where the i-node is located, the // logical block is read into a buffer block, and then the contents of the i-node at the

// corresponding position in the buffer block are copied to the specified position.

1. static void read\_inode(struct m\_inode \* inode)
2. {
3. struct super\_block \* sb;
4. struct buffer\_head \* bh;
5. int block;

302

// First lock the i-node and get the super-block of the device where the node is located.

1. lock\_inode(inode);
2. if (!(sb=get\_super(inode->i\_dev)))
3. panic("trying to read inode without dev");

// The logical block number of the device where the i-node is located = (boot block + super

// block) + i-node bitmap blocks + logical block bitmap blocks + (i node number - 1) / i-nodes

// per block, refer to Figure 12-1. Although the i-node number is numbered from 0, the first

// node 0 is not used, and the corresponding node 0 structure is not saved on the disk. Therefore,

// the first disk block storing the i-node holds the i-node structure with the i-node number

// 1--32 instead of 0--31. Therefore, it is necessary to decrement by one when calculating the

// disk block number of the i-node corresponding to the i-node number. Here we read the logical // block where the i-node is located from the device and copy the contents of the i-node to // the location indicated by the inode pointer.

1. block = 2 + sb->s\_imap\_blocks + sb->s\_zmap\_blocks +
2. (inode->i\_num-1)/INODES\_PER\_BLOCK;
3. if (!(bh=bread(inode->i\_dev,block)))
4. panic("unable to read i-node block");
5. \*(struct d\_inode \*)inode =
6. ((struct d\_inode \*)bh->b\_data)
7. [(inode->i\_num-1)%INODES\_PER\_BLOCK];

// Finally, the buffer block read in is released and the i-node is unlocked. For block device // files, you also need to set the maximum length of the file for the i-node.

1. brelse(bh);
2. if (S\_ISBLK(inode->i\_mode)) {
3. int i = inode->i\_zone[0]; // i\_zone[0] contains dev nr for device file.
4. if (blk\_size[MAJOR(i)])
5. inode->i\_size = 1024\*blk\_size[MAJOR(i)][MINOR(i)];
6. else
7. inode->i\_size = 0x7fffffff;
8. }
9. unlock\_inode(inode);
10. }

323

//// Write the i-node information to the buffer block.

// This function writes the specified i-node to the buffer block of the cache, and writes it // to the disk when the cache is refreshed. In order to determine the logical block number of // the device where the i-node is located, you need to first read the super-block on the device.

// After calculating the logical block number where the i-node is located, the logical block // is read into a buffer block, and then the contents of the i-node are copied to the corresponding // positions of the buffer block.

1. static void write\_inode(struct m\_inode \* inode)
2. {
3. struct super\_block \* sb;
4. struct buffer\_head \* bh;
5. int block; 329

// The i-node is first locked. If the i-node has not been modified or the device number of the

// i-node is equal to zero, the i-node is unlocked and exits. For an i-node that has not been // modified, its content is the same as in the buffer or in the device. Then get the super-block // of the i-node.

1. lock\_inode(inode);
2. if (!inode->i\_dirt || !inode->i\_dev) {
3. unlock\_inode(inode);
4. return;
5. }
6. if (!(sb=get\_super(inode->i\_dev)))
7. panic("trying to write inode without device");

// Then we read the logical block where the i-node is located from the device, and copy the // i-node information to the logical block corresponding to the location of the i-node item.

1. block = 2 + sb->s\_imap\_blocks + sb->s\_zmap\_blocks +
2. (inode->i\_num-1)/INODES\_PER\_BLOCK;
3. if (!(bh=bread(inode->i\_dev,block)))
4. panic("unable to read i-node block"); 341 ((struct d\_inode \*)bh->b\_data)
5. [(inode->i\_num-1)%INODES\_PER\_BLOCK] =
6. \*(struct d\_inode \*)inode;

// Then we set the buffer modified flag, and the i-node content is already consistent with the // buffer, so the i-node dirty flag is set to zero. Finally, the buffer containing the i-node // is released and the i-node is unlocked.

1. bh->b\_dirt=1;
2. inode->i\_dirt=0;
3. brelse(bh);
4. unlock\_inode(inode);
5. }

349

12.5.3 **Information**

None :)

## 12.6 super.c

### 12.6.1 Function

The super.c program contains functions that operate on the superblocks in the file system. These functions belong to the file system low-level functions and are used by the upper-level functions that deal with the filename and directories or pathes, mainly get\_super(), put\_super(), and read\_super(). There are also file system load/unload system calls sys\_umount() and sys\_mount(), and the root file system load function mount\_root(). Some other auxiliary functions are similar to those in buffer.c.

The super block mainly stores information about the entire file system. For its structure, see Figure 12-3 in

Section 12.1, “Overall Function Description”.

The get\_super() function is used to search the corresponding super block in the memory super block array and return the pointer of the super block under the condition of the specified device. Therefore, when the function is called, the corresponding file system must have been mounted, or at least the superblock has taken up an entry in the superblock array, otherwise it returns NULL.

The put\_super() function is used to release the super block of the specified device. It releases the buffer block occupied by the i-node bitmap and the logical block bitmap of the file system corresponding to the super block, and releases the corresponding operation block item in the super block table (array) super\_block[]. This function is called when the user calls umount() to unload a file system or replace a disk.

The read\_super() function is used to read the super block of the file system of the specified device into the buffer and register it into the super block table. At the same time, the i-node bitmap and the logical block bitmap of the file system are also read into the super block structure in the memory array. Finally return a pointer to the super block structure.

The sys\_umount() system-call is used to unmount a file system with a specified device file name, while sys\_mount() is used to load a file system to a directory name. The last function in the program, mount\_root(), is the root filesystem used to install the system and will be called when the system is initialized. The specific operation process is shown in Figure 12-25.
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Figure 12-25 The purpose of the mount\_root() function

In addition to installing the root file system, this function also initializes the kernel using the file system. It initializes the in-memory superblock array, initializes the file descriptor array table file\_table[], and displays the number of free disk blocks and idle i-nodes in the root file system.

The mount\_root() function is called in the system initialization file main.c, after process 0 creates the first child process (process 1), and the system only calls it once. The specific location to be called is in the setup() function of the initialization function init() in the main.c program. setup() is actually a system-call whose implementation code starts at line 74 of /kernel/blk\_drv/hd.c.

### 12.6.2 Code annotation

Program 12-5 linux/fs/super.c

1. /\*
2. \* linux/fs/super.c
3. \*
4. \* (C) 1991 Linus Torvalds
5. \*/

6

1. /\*
2. \* super.c contains code to handle the super-block tables.
3. \*/

// <linux/config.h> Kernel configuration header file. Define keyboard language and hard disk // type (HD\_TYPE) options.

// <linux/sched.h> The scheduler header file defines the task structure task\_struct, the data // of the initial task 0, and some embedded assembly function macro statements about the // descriptor parameter settings and acquisition.

// <linux/kernel.h> Kernel header file. Contains prototype definitions of some of the commonly // used functions of the kernel.

// <asm/system.h> System header file. An embedded assembly macro that defines or modifies

// descriptors/interrupt gates, etc. is defined.

// <errno.h> Error number header file. Contains various error numbers in the system. // <sys/stat.h> File status header file. Contains file or file system state structures stat{} // and constants.

10 #include <linux/config.h> 11 #include <linux/sched.h>

1. #include <linux/kernel.h>
2. #include <asm/system.h>

14

1. #include <errno.h>
2. #include <sys/stat.h> 17

// Perform a buffer cache synchronization with the data in the device (fs/buffer.c, line 59).

1. int sync\_dev(int dev);
2. void wait\_for\_keypress(void); // kernel/chr\_drv/tty\_io.c, line 140.

20

21 /\* set\_bit uses setb, as gas doesn't recognize setc \*/

//// Tests the bit at the specified bit offset and returns the bit value.

// Similar to the inline assembly macro defined on line 19 of the bitmap.c program, but this // macro only tests and returns the bit settings, without any changes to the bits (so the name // test\_bit() may be more appropriate).

// Input: %0 - ax(\_\_res); %1 - eax(0); %2 - bitnr, bit offset value; %3 - (addr), starting address.

// Line 23 defines a local register variable '\_\_res'. This variable will be saved in the eax

// register for efficient access and operation. The entire macro definition is a statement

// expression whose value is the value of the last '\_\_res'. The BT instruction on line 24 is

// used to test the bit. It puts the value of the bit specified by the address addr (%3) and

// the bit offset bitnr (%2) into the carry flag CF. The SETB instruction is used to set the // operand %al according to the carry flag CF. If CF = 1, then %al = 1, otherwise %al = 0.

1. #define set\_bit(bitnr,addr) ({ \
2. register int \_\_res \_\_asm\_\_("ax"); \
3. \_\_asm\_\_("bt %2,%3;setb %%al":"=a" (\_\_res):"a" (0),"r" (bitnr),"m" (\*(addr))); \
4. \_\_res; })

26

1. struct super\_block super\_block[NR\_SUPER]; // Super block table array (NR\_SUPER = 8).
2. /\* this is initialized in init/main.c \*/
3. int ROOT\_DEV = 0; // Root file system device number.

30

//// Lock the super block.

// If the superblock has been locked, the current task is placed in an uninterruptible wait

// state and added to the superblock wait queue s\_wait until the superblock is unlocked and // the task is explicitly woken up. Then lock it.

// The following three functions (lock\_super(), free\_super(), and wait\_on\_super()) have the // same effect as the first three functions in the inode.c file, except that the object being // manipulated here is replaced by a super block.

1. static void lock\_super(struct super\_block \* sb)
2. {
3. cli(); // disable interrupt
4. while (sb->s\_lock) // sleep if super block is already locked.
5. sleep\_on(&(sb->s\_wait)); // kernel/sched.c, line 199.
6. sb->s\_lock = 1; // lock it!
7. sti(); // enable interrupt
8. }

39

//// Unlock the specified super block.

// Resets the lock flag of the super block and explicitly wakes up all processes waiting on // this wait queue s\_wait (If we use the name unlock\_super(), it might be more appropriate).

1. static void free\_super(struct super\_block \* sb)
2. {
3. cli();
4. sb->s\_lock = 0; // reset the lock.
5. wake\_up(&(sb->s\_wait)); // kernel/sched.c, line 188.
6. sti();
7. }

47

//// Sleep waiting for the super block to unlock.

// If the superblock has been locked, the current task is placed in an uninterruptible wait // state and added to the wait queue s\_wait of the superblock. Until the super block unlocks // and explicitly wakes up the task.

1. static void wait\_on\_super(struct super\_block \* sb)
2. {
3. cli();
4. while (sb->s\_lock) // sleep if super block is already locked.
5. sleep\_on(&(sb->s\_wait));
6. sti();
7. }

55

//// Get super block of the specified device.

// Search for the super block structure of the specified device dev in the super block table // (array). Returns a pointer to the superblock if found, otherwise returns a null pointer.

1. struct super\_block \* get\_super(int dev)
2. {
3. struct super\_block \* s; // superblock data structure pointer.

59

// First check the validity of the device given by the parameter. If the device number is 0,

// the null is returned. Then let s point to the beginning of the superblock array and start // searching the entire superblock array to find the superblock of the specified device dev.

1. if (!dev)
2. return NULL;
3. s = 0+super\_block;
4. while (s < NR\_SUPER+super\_block)

// If the current search term is a superblock of the specified device, ie the device number

// field value of the superblock is the same as specified by the function parameter, then the

// superblock is awaited to be unlocked (if it has been locked by another process). During the

// waiting period, the super block item may be used by other devices, so it is necessary to

// check again after the sleep returns whether it is still the super block of the specified // device. If it is, return the pointer of the super block, otherwise search the super block // array again, so s needs to point to the beginning of the super block array again.

1. if (s->s\_dev == dev) {
2. wait\_on\_super(s);
3. if (s->s\_dev == dev)
4. return s;
5. s = 0+super\_block;

// If the current search term is not, check the next item. Finally, if the specified superblock // is not found, a null pointer is returned.

1. } else
2. s++;
3. return NULL;
4. }

73

//// Release (put back) super block of the specified device.

// Releases the superblock array item used by the device (sets its s\_dev=0) and releases the

// buffer cache blocks occupied by the device's inode bitmap and logic block bitmap. If the // file system corresponding to the super block is the root file system, or another file system // is already installed on one of its i nodes, the super block cannot be released.

1. void put\_super(int dev)
2. {
3. struct super\_block \* sb;
4. int i; 78

// First check the validity and legality of the parameters. If the specified device is a root

// file system device, the warning message is displayed and returned. Then look for the file

// system superblock of the specified device in the superblock table. If the super block indicates

// that the i-node to which the file system is installed has not been processed, a warning message // is displayed and returned. In the file system unmount operation, s\_imount will be set to // null before calling this function, see line 192.

1. if (dev == ROOT\_DEV) {
2. printk("root diskette changed: prepare for armageddon\n\r");
3. return;
4. }
5. if (!(sb = get\_super(dev)))
6. return;
7. if (sb->s\_imount) {
8. printk("Mounted disk changed - tssk, tssk\n\r");
9. return; 88 }

// After finding the super block of the specified device, we first lock it, and then set its // device number field s\_dev to 0, that is, release the file system super block on the device.

// Then release the other kernel resources occupied by the super block, that is, release the

// buffer blocks occupied by the file system i-node bitmap and the logical block bitmap in the

// buffer cache. The following constant symbols I\_MAP\_SLOTS and Z\_MAP\_SLOTS are both equal to

// 8, which are used to indicate the number of disk logical blocks occupied by the i-node bitmap

// and the logical block bitmap, respectively. Note that if the contents of these buffer blocks

// have been modified, a synchronization operation is required to write the data in the buffer // block to the device. The function finally unlocks the super block and returns.

1. lock\_super(sb);
2. sb->s\_dev = 0; // Set the super block to be idle.
3. for(i=0;i<I\_MAP\_SLOTS;i++)
4. brelse(sb->s\_imap[i]); 93 for(i=0;i<Z\_MAP\_SLOTS;i++)
5. brelse(sb->s\_zmap[i]);
6. free\_super(sb);
7. return;
8. }

98

//// Read the super block of the specified device.

// If the file system superblock on the specified device dev is already in the superblock table,

// the pointer to the superblock entry is returned directly. Otherwise, the super block is read // from the device dev into the buffer block and copied into the super block table. Finally // return the super block pointer.

1. static struct super\_block \* read\_super(int dev)
2. {
3. struct super\_block \* s;
4. struct buffer\_head \* bh;
5. int i,block; 104

// First check the validity of the parameter and then check if the device has replaced the disc

// (ie whether it is a floppy device). If the disk is replaced, all the buffer blocks in the // buffer cache are invalid and need to be invalidated, that is, the original loaded file system // is released.

1. if (!dev)
2. return NULL;
3. check\_disk\_change(dev);

// If the device's superblock is already in the superblock table, the pointer to the superblock // is returned directly. Otherwise, find a free item in the super block array (that is, the // item with the field s\_dev=0). Returns a null pointer if the array is already full.

1. if (s = get\_super(dev))
2. return s;
3. for (s = 0+super\_block ;; s++) {
4. if (s >= NR\_SUPER+super\_block)
5. return NULL;
6. if (!s->s\_dev)
7. break;
8. }

// After a free entry is found in the superblock array, it is used to specify the file system // on device dev. The memory fields in the super block structure are then partially initialized.

1. s->s\_dev = dev;
2. s->s\_isup = NULL;
3. s->s\_imount = NULL;
4. s->s\_time = 0;
5. s->s\_rd\_only = 0;
6. s->s\_dirt = 0;

// The superblock is then locked and its information is read from the device into the buffer

// block pointed to by bh. The super block is located in the second logical block (block 1)

// of the block device. If the read superblock operation fails, the item in the super block

// array selected above is released (ie, s\_dev=0), and the item is unlocked, and a null pointer

// is returned. Otherwise, the read super block is copied from the buffer block data area to

// the corresponding item of the super block array, and the buffer block storing the read

// information is released.

1. lock\_super(s);
2. if (!(bh = bread(dev,1))) {
3. s->s\_dev=0;
4. free\_super(s);
5. return NULL;
6. }
7. \*((struct d\_super\_block \*) s) =
8. \*((struct d\_super\_block \*) bh->b\_data);
9. brelse(bh);

// Now that we have obtained the superblock of the file system from device dev, we start checking

// the validity of this superblock and read the i-node bitmap and logical block bitmap from

// the device. If the file system magic number field of the read super block is incorrect, it

// means that the file system is not the correct one. Therefore, as in the above, the item in

// the super block array selected above is released, and the item is unlocked, and the empty // pointer is returned. For this version of the Linux kernel, only the MINIX file system version // 1.0 is supported, and the magic number is 0x137f.

1. if (s->s\_magic != SUPER\_MAGIC) {
2. s->s\_dev = 0;
3. free\_super(s);
4. return NULL;
5. }

// The following begins to read the i-node bitmap and logic block bitmap data on the device.

// First initialize the bitmap space in the memory superblock structure. Then, the i-node bitmap

// and the logical block bitmap information are read from the device and stored in the

// corresponding field of the super block. The i-node bitmap is stored in the logical block // starting from block 2 on the device, occupying a total of s\_imap\_blocks blocks. The logic // block bitmap occupies s\_zmap\_blocks blocks in subsequent blocks.

1. for (i=0;i<I\_MAP\_SLOTS;i++) // initialize.
2. s->s\_imap[i] = NULL; 138 for (i=0;i<Z\_MAP\_SLOTS;i++)
3. s->s\_zmap[i] = NULL;
4. block=2;
5. for (i=0 ; i < s->s\_imap\_blocks ; i++) // read i-node bitmap in the device.
6. if (s->s\_imap[i]=bread(dev,block))
7. block++;
8. else
9. break;
10. for (i=0 ; i < s->s\_zmap\_blocks ; i++) // Read logic block bitmap in the device.
11. if (s->s\_zmap[i]=bread(dev,block))
12. block++;
13. else
14. break;

// If the number of bitmap blocks read is not equal to the number of logical blocks that the

// bitmap should occupy, it indicates that there is a problem with the file system bitmap, and

// the super block initialization fails. Therefore, all resources that were previously applied

// and occupied can be released, that is, the cache block occupied by the i-node bitmap and // the logical block bitmap is released, the super block array item selected above is released, // the super block item is unlocked, and a null pointer is returned. .

1. if (block != 2+s->s\_imap\_blocks+s->s\_zmap\_blocks) {
2. for(i=0;i<I\_MAP\_SLOTS;i++) // release buffer blocks used by bitmap.
3. brelse(s->s\_imap[i]);
4. for(i=0;i<Z\_MAP\_SLOTS;i++)
5. brelse(s->s\_zmap[i]);
6. s->s\_dev=0; // releases the selected super block item.
7. free\_super(s); // unlock the super block item.
8. return NULL;
9. }

// Otherwise everything is OK. In addition, for a function that requests an idle i-node, if // all i-nodes on the device have been used, the lookup function will return a value of zero.

// Therefore, the 0th i-node is not available, so the lowest bit of the 1st block in the bitmap

// is set to 1 to prevent the file system from assigning the 0th i node. For the same reason, // the lowest bit of the logic block bitmap is also set to 1. The last function unlocks the // superblock and returns the superblock pointer.

1. s->s\_imap[0]->b\_data[0] |= 1;
2. s->s\_zmap[0]->b\_data[0] |= 1;
3. free\_super(s);
4. return s;
5. }

165

//// Unmount file system system-call.

// The parameter 'dev\_name' is the file name of the device where the file system is located.

// The function first obtains the device number based on the given block device file name, then

// resets the corresponding field in the file system super block, releasing the buffer block

// occupied by the super block and the bitmap. Finally, the buffer cache is synchronized with // the data on the device. Returns 0 if the unmount operation succeeds, otherwise returns an // error code.

166 int sys\_umount(char \* dev\_name) 167 {

1. struct m\_inode \* inode;
2. struct super\_block \* sb;
3. int dev;

171

// First find its i-node according to the device file name, and get the device number. The

// device number defined by the device file is stored in i\_zone[0] of its i-node. See line 445

// of the system call sys\_mknod() in the fs/namei.c program. In addition, since the file system // needs to be stored on the block device, if it is not a block device file, the i-node dev\_i // just returned is put back, and the error code is returned.

1. if (!(inode=namei(dev\_name)))
2. return -ENOENT;
3. dev = inode->i\_zone[0];
4. if (!S\_ISBLK(inode->i\_mode)) {
5. iput(inode); // fs/inode.c, line 150.
6. return -ENOTBLK;
7. }

// OK, now the i-node obtained to get the device number has completed its mission, so put back // the i-node here. Then we check if the conditions for unmounting the file system are met. // If the device is a root file system, it cannot be unmounted, and a busy error is returned.

// If the super block of the file system on the device is not found in the super block table,

// or the file system on the device is not installed, an error code is returned. If the i-node

// to which it is mounted does not set its flag i\_mount, a warning message is displayed. Then // look up the i-node table to see if any processes are using the files on the device, and if // so, return a busy error code.

1. iput(inode);
2. if (dev==ROOT\_DEV)
3. return -EBUSY;
4. if (!(sb=get\_super(dev)) || !(sb->s\_imount))
5. return -ENOENT;
6. if (!sb->s\_imount->i\_mount)
7. printk("Mounted inode has i\_mount=0\n");
8. for (inode=inode\_table+0 ; inode<inode\_table+NR\_INODE ; inode++)
9. if (inode->i\_dev==dev && inode->i\_count)
10. return -EBUSY;

// The unmounting conditions for the file system on the device are now met, so we can start

// implementing the actual unmount operation. First reset the mount flag of the i-node to which

// it is mounted, release the i-node, then set the mounted i-node field in the superblock to // be NULL, and put back the root i-node of the device file system. Then set the pointer of // the root i node of the mounted file system in the super block to be NULL.

1. sb->s\_imount->i\_mount=0;
2. iput(sb->s\_imount);
3. sb->s\_imount = NULL;
4. iput(sb->s\_isup);
5. sb->s\_isup = NULL;

// Finally, we release the superblock on the device and the buffer block occupied by the bitmap, // and perform a synchronization operation between the cache and the data on the device, and // then return 0 (unmounted successfully).

1. put\_super(dev);
2. sync\_dev(dev);
3. return 0;
4. }

198

//// Mount (new) file system system-call.

// The parameter dev\_name is the device file name, dir\_name is the directory name to be mounted, // and rw\_flag is the read/write flag of the mounted file system. The location to be mounted // must be a directory name, and the corresponding i-node is not occupied by other programs. // Returns 0 if successful, otherwise returns an error number.

1. int sys\_mount(char \* dev\_name, char \* dir\_name, int rw\_flag)
2. {
3. struct m\_inode \* dev\_i, \* dir\_i;
4. struct super\_block \* sb;
5. int dev; 204

// First, find the corresponding i-node according to the device file name to get the device // number. For block special device files, the device number is in i\_zone[0] of its i-node.

// In addition, since the file system must be in the block device, if not, the i-node dev\_i // just obtained is put back and the error code is returned.

1. if (!(dev\_i=namei(dev\_name)))
2. return -ENOENT;
3. dev = dev\_i->i\_zone[0];
4. if (!S\_ISBLK(dev\_i->i\_mode)) {
5. iput(dev\_i);
6. return -EPERM;
7. }

// OK, now the device file i-node dev\_i obtained in order to get the device number has completed

// its mission, so put it back here. Then let's check if the directory name to which the file

// system will be mounted on is valid. Then obtaining the corresponding i-node dir\_i according

// to the given directory file name, and if the reference count of the i-node is not 1 (only

// referenced here), or the node number is 1 of the root file system, then putting back the // i node and returns an error code. In addition, if the node is not a directory file node, // the i-node is also put back, and the error code is returned because the new file system can // only be mounted on a directory name. 212 iput(dev\_i);

1. if (!(dir\_i=namei(dir\_name)))
2. return -ENOENT;
3. if (dir\_i->i\_count != 1 || dir\_i->i\_num == ROOT\_INO) {
4. iput(dir\_i);
5. return -EBUSY;
6. }
7. if (!S\_ISDIR(dir\_i->i\_mode)) { // mount point needs to be a directory entry.
8. iput(dir\_i);
9. return -EPERM;
10. }

// Now that the mount point is checked, we start reading the super block of the new file system.

// A file system's superblock will first search from the superblock table, and read from the

// device if it is not in the superblock table. After getting the super block of the new file

// system, we check it first. We want to make sure that the new file system has not been mounted // elsewhere, and that the i-node to be mounted is not occupied (by other file system), otherwise // error occurred and returned.

1. if (!(sb=read\_super(dev))) {
2. iput(dir\_i);
3. return -EBUSY;
4. }
5. if (sb->s\_imount) { // if new fs has been mounted elsewhere.
6. iput(dir\_i);
7. return -EBUSY;
8. }
9. if (dir\_i->i\_mount) { // if the mount point is occupied.
10. iput(dir\_i);
11. return -EPERM;
12. }

// Finally, we set the "mounted i-node" field 's\_imount' of the new file system superblock to // point to the i-node of the directory to which it is mounted, and set the mount flag and node // modified flag of the mount location i-node, and then return 0 (installation is successful) .

1. sb->s\_imount=dir\_i;
2. dir\_i->i\_mount=1;
3. dir\_i->i\_dirt=1; /\* NOTE! we don't iput(dir\_i) \*/ 238 return 0; /\* we do that in umount \*/ 239 }

240

//// Mount root file system.

// This function is part of the system initialization operation. It first initializes the file

// table file\_table[] and the super block table, then reads the root file system super block

// and gets the root i node. Finally, the available resources (the number of free blocks and // the number of idle i nodes) on the root file system are counted and displayed. This function // is called at system initialization (sys\_setup() in file blk\_drv/hd.c, line 157).

1. void mount\_root(void)
2. {
3. int i,free;
4. struct super\_block \* p;
5. struct m\_inode \* mi;

246

// First check if the size of the disk i-node structure meets the requirements (32 bytes) to // prevent inconsistencies when modifying the code. Then initialize the file table (64 items)

// and the super block table (8 items). Here, the reference count in all file structures is // set to 0 (indicating idle), and the device field of each structure in the superblock table // is initialized to 0 (also indicating idle). If the device where the root file system is located // is a floppy disk, it prompts "Insert root floppy and press ENTER" and wait for the key.

1. if (32 != sizeof (struct d\_inode))
2. panic("bad i-node size");
3. for(i=0;i<NR\_FILE;i++) // initialize file table (64 items).
4. file\_table[i].f\_count=0;
5. if (MAJOR(ROOT\_DEV) == 2) {
6. printk("Insert root floppy and press ENTER");
7. wait\_for\_keypress();
8. }
9. for(p = &super\_block[0] ; p < &super\_block[NR\_SUPER] ; p++) {
10. p->s\_dev = 0; // initialize super block table (8).
11. p->s\_lock = 0;
12. p->s\_wait = NULL;
13. }

// After doing the "extra" initialization work above, we started to mount the root file system.

// The file system superblock is then read from the root device and a pointer to the root i-node // (node 1) of the file system in the memory i-node table is obtained. If the superblock on // the device fails or the root node fails, the message is displayed and the device is down.

1. if (!(p=read\_super(ROOT\_DEV)))
2. panic("Unable to mount root");
3. if (!(mi=iget(ROOT\_DEV,ROOT\_INO))) // ROOT\_INO is defined as 1 in fs.h.
4. panic("Unable to read root i-node");

// Now we setup the super block and the root i-node, and increment the reference number of the // root i-node by 3 times. Because the i-node is also referenced in the next few lines of code, // in addition, the i-node reference count in the iget() function has already been set to 1.

// Then, the mounted file system root i-node field (s\_isup) and the i-node field (s\_imount)

// of the super block are set to this i-node, and then the current working directory and the

// root i-node of the current process are set too. At this point, the current process is the // number 1 process (init process).

1. mi->i\_count += 3 ; /\* NOTE! it is logically used 4 times, not 1 \*/
2. p->s\_isup = p->s\_imount = mi;
3. current->pwd = mi;
4. current->root = mi;

// Then we count the resources on the root file system and count the number of free blocks and

// the number of idle i-nodes on the device. First, let 'i' be equal to the total number of // logical blocks of the device indicated in the super block, and then count the number of free // blocks according to the occupancy of the corresponding bits in the logical block bitmap.

// Here the macro function set\_bit() is only used to test the bits. "i&8191" is used to obtain // the corresponding bit offset value of the i-node number in the current bitmap block. "i>>13" // divides i by 8192, which is the number of bits contained in a disk block.

1. free=0;
2. i=p->s\_nzones;
3. while (-- i >= 0)
4. if (!set\_bit(i&8191,p->s\_zmap[i>>13]->b\_data))
5. free++;

// After displaying the number of free logical blocks on the device, we then count the number

// of free i-nodes on the device. First, let 'i' be equal to the total number of i-nodes on

// the device indicated in the super block +1 (add 1 to count the 0 nodes as well), and then

// calculate the number of idle i-nodes according to the occupancy of the corresponding bits // in the i-node bitmap. Finally, the number of free i-nodes and the total number of i-nodes // available on the device are displayed.

1. printk("%d/%d free blocks\n\r",free,p->s\_nzones);
2. free=0;
3. i=p->s\_ninodes+1;
4. while (-- i >= 0)
5. if (!set\_bit(i&8191,p->s\_imap[i>>13]->b\_data))
6. free++;
7. printk("%d/%d free inodes\n\r",free,p->s\_ninodes);
8. }
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## 12.7 namei.c

### 12.7.1 Function

The namei.c program is the longest file in the Linux 0.12 kernel, but it only has about 900 lines of code :). This file mainly implements the function namei() which finds the corresponding i-node according to the directory name or file name, as well as some operation functions and system calls about the creation and deletion of the directory, the creation and deletion of the directory entries.

The Linux 0.12 system uses the MINIX file system version 1.0. Its directory entry structure is the same as that of a traditional UNIX file, and is defined in the include/linux/fs.h file. In a directory of the file system, the directory entries corresponding to all file names are stored in the data block of the directory file name. For example, the directory entry of all file names under the directory name home/ is stored in the data block of the home/ directory name file; and all files under the file system root directory are stored in the data block of the specified i-node (ie node 1). Each directory entry includes only a file name string of 14 bytes in length and a 2-byte i-node number corresponding to the file name, as shown below.

// Defined in the include/linux/fs.h file. 36 #define NAME\_LEN 14 // file name maximum length.

37 #define ROOT\_INO 1 // root i-node number.

// File directory entry structure.

1. struct dir\_entry {
2. unsigned short inode; // i-node number.
3. char name[NAME\_LEN]; // filename string 160 };

Other information about the file is saved in the i-node structure specified by the i-node number. The i-node structure mainly includes information such as file access attributes, host, length, access save time, and disk block. The i-node of each inode number is located at a fixed location on the disk.

When a file is opened, the file system finds its i-node number based on the given file name, thereby finding the disk block location where the file is located. For example, to find the i-node number of the file '/usr/bin/vi', the file system first starts from the root directory with a fixed i-node number (1). That is, from the data block of the i-node number 1, the directory entry with the file name 'usr' is found, thereby obtaining the i-node number of the file '/usr'. According to the i-node number file system, the directory '/usr' can be successfully obtained, and the directory entry of the file name 'bin' can be found therein. This also knows the i-node number of '/usr/bin', so we can know the location of the directory '/usr/bin' and find the directory entry for the 'vi' file in that directory. Finally, we obtain the i-node number of the file path name '/usr/bin/vi', so that the i-node structure information of the i-node number can be obtained from the disk.

There are also two special file directory entries in each directory, whose names are fixed to '.' and '..' respectively. The '.' directory entry gives the i-node number of the current directory, and the '..' directory entry gives the i-node number of the direct parent directory of the current directory. Therefore, when a relative path name is given, the file system can use these two special directory entries for lookup operations. For example, to find '../kernel/Makefile', you can first get the i-node number of the parent directory according to the '..' directory entry of the current directory, and then perform the lookup operation according to the process described above. Since several main functions in the program have detailed comments in front of them, and the usages of each function and system-calls are clear, they will not be described here.

### 12.7.2 Code annotation

Program 12-6 linux/fs/namei.c

1. /\*
2. \* linux/fs/namei.c
3. \*
4. \* (C) 1991 Linus Torvalds
5. \*/

6

1. /\*
2. \* Some corrections by tytso.
3. \*/ 10

// <linux/sched.h> The scheduler header file defines the task structure task\_struct, the data // of the initial task 0, and some embedded assembly function macro statements about the // descriptor parameter settings and acquisition.

// <linux/kernel.h> Kernel header file. Contains prototype definitions of some of the commonly // used functions of the kernel.

// <asm/segment.h> Segment operation header file. An embedded assembly function is defined

// for segment register operations.

// <string.h> String header file. Defines some embedded functions about string operations. // <fcntl.h> File control header file. The definition of the operation control constant symbol // used for the file and its descriptors.

// <errno.h> Error number header file. Contains various error numbers in the system.

// <const.h> The constant symbol file currently defines the flags of i\_mode field in i-node. // <sys/stat.h> File status header file. Contains file or file system state structures stat{} // and constants.

1. #include <linux/sched.h>
2. #include <linux/kernel.h>
3. #include <asm/segment.h>

14

1. #include <string.h>
2. #include <fcntl.h>
3. #include <errno.h>
4. #include <const.h>
5. #include <sys/stat.h>

20

// Internal function that finds the corresponding i-node by file name.

1. static struct m\_inode \* \_namei(const char \* filename, struct m\_inode \* base,
2. int follow\_links);

23

// The right expression in the macro below is a special way to access an array. It is based

// on the fact that the value of an array item (such as a[b]) represented by an array name and

// an array subscript is equivalent to the value of the array pointer (address) plus the offset

// address\* ( a + b), at the same time, it can be known that the term a[b] can also be expressed

// in the form of b[a]. So for the character array item form "LoveYou"[2] (or 2["LoveYou"])

// is equivalent to \*("LoveYou" + 2). In addition, the position where the string "LoveYou" is

// stored in the memory is its address, so the value of the array item "LoveYou"[2] is the

// character "v" whose index value is 2 in the string, and its ASCII code value is 0x76, or

// 0166 in octal notation. In C, characters can also be represented by their ASCII value by

// adding a backslash to the ASCII value of the character. For example, the character "v" can

// be expressed as "\x76" or "\166". Therefore, characters that cannot be displayed (for example, //control characters with an ASCII code value in range of 0x00--0x1f) can be represented by // their ASCII code values.

//

// Below is the file access mode macro. Where 'x' is the file access (open) mode flag defined

// in line 7 of the header file include/fcntl.h. This macro indexes the corresponding value

// in the double quoted string based on the value of the file access token x. The double quotation

// marks have four octal control characters: "\004\002\006\377", which indicate the read, write,

// and execute permissions: r, w, rw, and wxrwxrwx, respectively, and correspond to the index

// value of x: 0--3. For example, if x is 2, the macro returns an octal value of 006, indicating // readability and writability (rw). In addition, where O\_ACCMODE = 00003, is the mask of the // index value x.
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25

1. /\*
2. \* comment out this line if you want names > NAME\_LEN chars to be 28 \* truncated. Else they will be disallowed.
3. \*/
4. /\* #define NO\_TRUNCATE \*/

31

1. #define MAY\_EXEC 1
2. #define MAY\_WRITE 2
3. #define MAY\_READ 4

35

1. /\*
2. \* permission()
3. \*
4. \* is used to check for read/write/execute permissions on a file.
5. \* I don't know if we should look at just the euid or both euid and 41 \* uid, but that should be easily changed.
6. \*/

//// Detect file access permissions.

// Parameters: inode - the i-node pointer of the file; mask - access attribute mask.

// Returns: access allowed returns 1, otherwise returns 0.

1. static int permission(struct m\_inode \* inode,int mask)
2. {
3. int mode = inode->i\_mode; // File access mode.

46

1. /\* special case: not even root can read/write a deleted file \*/

// If the i-node has a corresponding device, but the link count is equal to 0, indicating that

// the file has been deleted, then returns. Otherwise, if the effective user id (euid) of the

// process is the same as the user id of the i-node, the access permission of the file owner // is taken. Otherwise, if the effective group id (egid) of the process is the same as the group // id of the i-node, the access rights of the group user is taken.

1. if (inode->i\_dev && !inode->i\_nlinks) 49 return 0;
2. else if (current->euid==inode->i\_uid)
3. mode >>= 6;
4. else if (in\_group\_p(inode->i\_gid))
5. mode >>= 3;

// Finally, it is judged that if the access right is the same as the mask code, or is a super // user, it returns 1; otherwise, it returns 0.

1. if (((mode & mask & 0007) == mask) || suser())
2. return 1;
3. return 0;
4. }

58

1. /\*
2. \* ok, we cannot use strncmp, as the name is not in our data space. 61 \* Thus we'll have to use match. No big problem. Match also makes 62 \* some sanity tests.
3. \*
4. \* NOTE! unlike strncmp, match returns 1 for success, 0 for failure.
5. \*/

//// String matching and comparison function.

// Parameters: len - the length of the string to compare; name - pointer to the file name;

// de - the structure of the directory entry.

// Returns: Returns 1 if they are the same, otherwise returns 0.

1. static int match(int len,const char \* name,struct dir\_entry \* de)
2. {
3. register int same \_\_asm\_\_("ax"); // register variable.

69

// First determine the validity of the function parameters. Returns 0 if the directory entry

// pointer is empty, or if the directory entry i-node is null, or if the length to be compared // exceeds the file name length NAME\_LEN. If the length of the comparison is equal to 0, but // the file name in the directory entry is '.', then we consider the same, so return 1 (match). // If the given length 'len' to be compared is less than NAME\_LEN, but the file name length // exceeds the len, then 0 (no match) is also returned.

// The method for judging whether the file name length exceeds 'len' on line 75 is to detect // whether name[len] is NULL. If the length exceeds len, then name[len] is a normal character // that is not NULL. For a string name of length len, the character name[len] should be NULL.

1. if (!de || !de->inode || len > NAME\_LEN)
2. return 0;
3. /\* "" means "." ---> so paths like "/usr/lib//libc.a" work \*/
4. if (!len && (de->name[0]=='.') && (de->name[1]=='\0'))
5. return 1;
6. if (len < NAME\_LEN && de->name[len]) // the length of the given name > len.
7. return 0;

// Then use the embedded assembly statement for a quick comparison. It performs string // comparisons in the user data space (fs segment).

// %0 - eax (comparison result, same); %1 - eax (eax initial value 0); %2 - esi (name);

// %3 - edi (directory name pointer); %4 - ecx (compared bytes) len).

1. \_\_asm\_\_("cld\n\t" // clear direction.
2. "fs ; repe ; cmpsb\n\t" // compare [esi++] and [edi++] in user space.
3. "setz %%al" // set al = 1 if identical (same = eax).
4. :"=a" (same)
5. :"" (0),"S" ((long) name),"D" ((long) de->name),"c" (len)
6. :"cx","di","si");
7. return same; // return the result.
8. }

85

1. /\*
2. \* find\_entry()
3. \*
4. \* finds an entry in the specified directory with the wanted name. It
5. \* returns the cache buffer in which the entry was found, and the entry
6. \* itself (as a parameter - res\_dir). It does NOT read the inode of the 92 \* entry - you'll have to do that yourself if you want to.
7. \*
8. \* This also takes care of the few special cases due to '..'-traversal 95 \* over a pseudo-root and a mount point.
9. \*/

//// Finds the directory entry for the specified file name in the specified directory.

// Parameters: \*dir - directory i-node pointer; name - file name; namelen - filename length.

// This function searches the data (file) of the specified directory for the directory entry

// of the given file name, and performs special processing according to the current related // settings for the case where the file name is '..'. See the comments before line 151 of // linux/sched.c for the role of pointers to pointers in function arguments.

// Returns: the cache block pointer, if successful, and the directory entry pointer returned // at \*res\_dir. Failure returns a null pointer.

1. static struct buffer\_head \* find\_entry(struct m\_inode \*\* dir,
2. const char \* name, int namelen, struct dir\_entry \*\* res\_dir)
3. {
4. int entries;
5. int block,i;
6. struct buffer\_head \* bh; 103 struct dir\_entry \* de;

104 struct super\_block \* sb;

105

// Similarly, this function also needs to judge and verify the validity of the function

// parameters. If we define the symbol constant NO\_TRUNCATE on line 30 above, then if the file // name length exceeds the maximum length NAME\_LEN, it will not be processed. If NO\_TRUNCATE // is not defined, it is truncated when the file name length exceeds the maximum length NAME\_LEN.

1. #ifdef NO\_TRUNCATE
2. if (namelen > NAME\_LEN)
3. return NULL;
4. #else
5. if (namelen > NAME\_LEN)
6. namelen = NAME\_LEN;
7. #endif

// First calculate the number of directory entries in this directory. The i\_size field of the

// i-node of the directory contains the size of the data contained in this directory, so it // is divided by the size of a directory entry (16 bytes) to get the number of directory entries. // Then null the pointer to the directory entry to be returned.

1. entries = (\*dir)->i\_size / (sizeof (struct dir\_entry)); 114 \*res\_dir = NULL;

// Next, we specialize in the case where the directory entry file name is '..'. If the root

// i-node specified by the current process is the same directory given by the function parameter, // it means that for this process, this directory is its pseudo root directory, that is, the // process can only access the items in the directory and cannot fall back to its parent directory. // That is, for this process, this directory is now the root directory of the file system. So // we need to change the file name to '.'.

// Otherwise, if the i-node number of the directory is equal to ROOT\_INO (number 1), it is indeed

// the root i-node of the file system, so the superblock of the file system is taken. If the

// i-node (s\_imount) to which the file system is mounted in the superblock exists, the current

// operation is in the file system mounted on the s\_imount node, then the original i-node is

// put back first, and then the i-node to be mounted is dealed with. So we let '\*dir' point

// to the i-node to which it is mounted; and the number of references to this i-node is incremented

// by one. That is to say, in response to this situation, we quietly carried out the "stealing

// the column" project :)

1. /\* check for '..', as we might have to do some "magic" for it \*/
2. if (namelen==2 && get\_fs\_byte(name)=='.' && get\_fs\_byte(name+1)=='.') {
3. /\* '..' in a pseudo-root results in a faked '.' (just change namelen) \*/
4. if ((\*dir) == current->root)
5. namelen=1;
6. else if ((\*dir)->i\_num == ROOT\_INO) {
7. /\* '..' over a mount-point results in 'dir' being exchanged for the mounted
8. directory-inode. NOTE! We set mounted, so that we can iput the new dir \*/
9. sb=get\_super((\*dir)->i\_dev);
10. if (sb->s\_imount) { // mounted point.
11. iput(\*dir);
12. (\*dir)=sb->s\_imount;
13. (\*dir)->i\_count++;
14. }
15. }
16. }

// Now let's get started and find out where the directory entry for the specified filename is.

// Therefore, we need to read the data of the directory, that is, take out the data block (logical // block) in the data zone of the block device corresponding to the directory i-node. The block // numbers of these logical blocks are stored in the i\_zone[] array of the i-node structure. // We first take the first direct block number saved in it, and then read the specified directory // item data block from the device.

1. if (!(block = (\*dir)->i\_zone[0]))
2. return NULL;
3. if (!(bh = bread((\*dir)->i\_dev,block)))
4. return NULL;

// At this point we can search for the directory entry matching the given file name in the read

// data block. First let 'de' point to the data block part of the buffer block, and loop the // search without exceeding the number of directory entries in the directory. Where i is the // index of the directory entry.

1. i = 0;
2. de = (struct dir\_entry \*) bh->b\_data;
3. while (i < entries) {

// If the current directory entry data block has been searched and no matching entry has been

// found, the current directory entry data block is released and then read into the next logical

// block of the directory. If the block is empty, then as long as all the entries in the directory

// have not been searched, the block is skipped and the next logical block of the directory

// is read. If the block is not empty, let de point to the data block and continue searching

// in it. On the 141th line, i/DIR\_ENTRIES\_PER\_BLOCK can get the data block number in the // directory file where the directory item currently searched, and the bmap() function (inode.c, // line 142) can calculate the corresponding logical block number on the device.

1. if ((char \*)de >= BLOCK\_SIZE+bh->b\_data) {
2. brelse(bh);
3. bh = NULL;
4. if (!(block = bmap(\*dir,i/DIR\_ENTRIES\_PER\_BLOCK)) ||
5. !(bh = bread((\*dir)->i\_dev,block))) {
6. i += DIR\_ENTRIES\_PER\_BLOCK;
7. continue;
8. }
9. de = (struct dir\_entry \*) bh->b\_data;
10. }

// If a matching directory entry is found, the directory entry structure pointer 'de' and the

// directory entry i-node pointer '\*dir' and the directory entry data block pointer 'bh' are // returned, and the function is exited. Otherwise continue to compare the next directory entry // in the directory entry data block.

1. if (match(namelen,name,de)) {
2. \*res\_dir = de;
3. return bh;
4. }
5. de++;
6. i++;
7. }

// If all the directory entries in the specified directory have been searched and the // corresponding directory entry has not been found, the data block of the directory is released, // and finally NULL is returned (failed).

1. brelse(bh);
2. return NULL;
3. }

158

1. /\*
2. \* add\_entry()
3. \*
4. \* adds a file entry to the specified directory, using the same 163 \* semantics as find\_entry(). It returns NULL if it failed.
5. \*
6. \* NOTE!! The inode part of 'de' is left at 0 - which means you 166 \* may not sleep between calling this and putting something into 167 \* the entry, as someone else might have used it while you slept.
7. \*/

//// Adds a file entry to the specified directory.

// Parameters: dir - i-node of the directory; name - file name; namelen - file name length.

// Returns: buffer block pointer; res\_dir - the pointer to the returned directory entry.

1. static struct buffer\_head \* add\_entry(struct m\_inode \* dir,
2. const char \* name, int namelen, struct dir\_entry \*\* res\_dir)
3. {
4. int block,i;
5. struct buffer\_head \* bh;
6. struct dir\_entry \* de;

175

// Similarly, this function also needs to judge and verify the validity of the function

// parameters. If we define the symbol constant NO\_TRUNCATE on line 30 above, then if the file // name length exceeds the maximum length NAME\_LEN, it will not be processed. If NO\_TRUNCATE // is not defined, it is truncated when the file name length exceeds the maximum length NAME\_LEN.

1. \*res\_dir = NULL; // the result directory entry pointer.
2. #ifdef NO\_TRUNCATE
3. if (namelen > NAME\_LEN)
4. return NULL;
5. #else
6. if (namelen > NAME\_LEN)
7. namelen = NAME\_LEN;
8. #endif

// Now let's get started and add a directory entry with the given filename to the specified

// directory. Therefore, we need to read the data of the directory, that is, take out the data

// block (logical block) in the data zone of the block device corresponding to the directory

// i-node. The block numbers of these logical blocks are stored in the i\_zone[] array of the

// i-node structure. We first take the first direct block number saved in it, and then read // the specified directory item data block from the device. In addition, if the file name length // provided by the parameter is equal to 0, it returns with a NULL.

1. if (!namelen)
2. return NULL;
3. if (!(block = dir->i\_zone[0]))
4. return NULL;
5. if (!(bh = bread(dir->i\_dev,block)))
6. return NULL;

// At this point, we loop through the data blocks of the i-node of this directory to find the

// last unused empty directory entry.First, let the directory entry pointer point to the data // block part of the buffer block, that is, the first directory entry. Where i is the index // of the directory entry in the directory.

1. i = 0;
2. de = (struct dir\_entry \*) bh->b\_data;
3. while (1) {

// If the current directory entry data block has been searched but the required empty directory

// entry has not been found, the current directory entry data block is released and then the

// next logical block of the directory is read. Create a block if the corresponding logical

// block does not exist. Returns null if the read or create operation fails. If the buffer block

// pointer returned by the disk logical block data read this time is empty, it indicates that

// the logical block may be a newly created empty block because it does not exist. So we add

// the directory entry index value to the number of directory entries DIR\_ENTRIES\_PER\_BLOCK

// that a logical block can hold, to skip the block and continue searching. Otherwise, the newly // read block has directory entry data, so the directory entry structure pointer points to the // buffer block data portion of the block, and then continues the search there.

// The i/DIR\_ENTRIES\_PER\_BLOCK on line 196 can be used to calculate the block number in the // directory file where the currently searched directory entry i is located, and the function // create\_block()(inode.c, line 147) can be used to read or created logic block on the device.

1. if ((char \*)de >= BLOCK\_SIZE+bh->b\_data) {
2. brelse(bh);
3. bh = NULL;
4. block = create\_block(dir,i/DIR\_ENTRIES\_PER\_BLOCK);
5. if (!block)
6. return NULL;
7. if (!(bh = bread(dir->i\_dev,block))) { // skip if empty.
8. i += DIR\_ENTRIES\_PER\_BLOCK;
9. continue;
10. }
11. de = (struct dir\_entry \*) bh->b\_data;
12. }

// If the size of the directory entry number i currently multiplied by the directory entry size

// exceeds the directory data size i\_size indicated by the i-node of the directory, it means

// that there is no empty entries left due to the deletion of file. So we can only append new

// directory entry that need to be added to the end of the directory data file. Therefore, we

// need to set the directory entry for this directory, set the i-node number of the directory

// entry to be empty, and update the size of the directory file (plus the length of a directory // entry), and then set the i-node of the directory to be modified, and then update the change // time of this directory to the current time.

1. if (i\*sizeof(struct dir\_entry) >= dir->i\_size) {
2. de->inode=0;
3. dir->i\_size = (i+1)\*sizeof(struct dir\_entry);
4. dir->i\_dirt = 1;
5. dir->i\_ctime = CURRENT\_TIME;
6. }

// If the i-node number of the currently searched directory entry 'de' is empty, it means that // a free directory entry that has not been used or a new directory entry added is found.

// Therefore, we update the directory modification time to the current time, and copy the file

// name from the user data space to the file name field of the directory entry, and set the // corresponding cache buffer block modified flag of the directory entry. Returns with a pointer // to the directory entry and a pointer to the cache buffer block.

1. if (!de->inode) {
2. dir->i\_mtime = CURRENT\_TIME;
3. for (i=0; i < NAME\_LEN ; i++)
4. de->name[i]=(i<namelen)?get\_fs\_byte(name+i):0;
5. bh->b\_dirt = 1;
6. \*res\_dir = de;
7. return bh;
8. }
9. de++; // if entry is in use, continue to check the next entry.
10. i++; 221 }

// This function cannot be executed here. This may be because Mr. Linus copied the code of the // find\_entry() function above and then modified it into this function :).

1. brelse(bh);
2. return NULL;
3. }

225

//// Find the i-node of the symbolic link.

// Parameters: dir - directory i-node; inode - directory entry i-node.

// Returns: i-node pointer to the file to which the symbolic link is located. NULL if error.

226 static struct m\_inode \* follow\_link(struct m\_inode \* dir, struct m\_inode \* inode) 227 {

1. unsigned short fs; // Used to temporarily save FS segment register.
2. struct buffer\_head \* bh; 230

// First determine the validity of the function parameters. If the directory i-node is not given, // we use the root i-node set in the process task structure and increase the number of links

// by one. If the directory entry i-node is not given, the directory i-node is put back and // NULL is returned. If the specified directory entry is not a symbolic link, we directly return // the i-node corresponding to the directory entry.

1. if (!dir) {
2. dir = current->root;
3. dir->i\_count++;
4. }
5. if (!inode) {
6. iput(dir);
7. return NULL;
8. }
9. if (!S\_ISLNK(inode->i\_mode)) {
10. iput(dir);
11. return inode;
12. }

// Then get the FS segment register value. The FS usually holds the selector 0x17 pointing to

// the task (user) data segment. If FS does not point to the user data segment, or if the first // direct block number of the given directory entry i-node is equal to 0, or an error occurs // when reading the first direct block, put back the dir and inode nodes and return NULL.

// Otherwise, the FS is now pointing to the user data segment, and we have successfully read

// the file contents of this symbolic link directory entry, and the file content is already // in the buffer block data area pointed to by bh. In fact, this buffer block data area contains // only one file path name string pointed to by the link.

1. \_\_asm\_\_("mov %%fs,%0":"=r" (fs)); // get FS contents.
2. if (fs != 0x17 || !inode->i\_zone[0] ||
3. !(bh = bread(inode->i\_dev, inode->i\_zone[0]))) {
4. iput(dir);
5. iput(inode);
6. return NULL;
7. }

// At this point we can use the data content of the symbolic link file to find the i-node of

// the file to which it is linked. Now we no longer need the i-node information of the symbolic

// link directory entry, so we put it back. Now we have a problem, that is, the user data processed

// by the kernel function should be stored in the user data space by default, and use the FS

// segment register to transfer data from the user space to the kernel space. But the data that

// needs to be processed here is in kernel space. Therefore, in order to correctly process the

// user data located in the kernel space, we need to temporarily point the FS segment register

// to the kernel space, that is, let FS = 0x10, and restore the original FS after the function // namei() is called. Finally, the buffer block is released, and the file i-node pointed to // by the symbol link obtained by \_namei() is returned.

1. iput(inode);
2. \_\_asm\_\_("mov %0,%%fs"::"r" ((unsigned short) 0x10));
3. inode = \_namei(bh->b\_data,dir,0);
4. \_\_asm\_\_("mov %0,%%fs"::"r" (fs));
5. brelse(bh);
6. return inode;
7. }

257

1. /\*
2. \* get\_dir()
3. \*
4. \* Getdir traverses the pathname until it hits the topmost directory.
5. \* It returns NULL on failure.
6. \*/

//// Search for the i-node of the topmost directory of the given pathname.

// Parameters: pathname - the path name; inode - the i-node specifying the starting directory.

// Returns: the i-node pointer of the directory, or NULL if it fails.

1. static struct m\_inode \* get\_dir(const char \* pathname, struct m\_inode \* inode) 265 {
2. char c;
3. const char \* thisname;
4. struct buffer\_head \* bh;
5. int namelen,inr;
6. struct dir\_entry \* de;
7. struct m\_inode \* dir;

272

// First determine the validity of the parameters. If the i-node pointer inode of the given // directory is empty, the current working directory i-node of the current process is used.

// If the user specifies that the first character of the path name is '/', the path name is

// an absolute path name, and then we should start from the root (or pseudo root) i-node set

// in the current process task structure. So we need to put back the directory i-node specified

// or set by the parameter and get the root i-node used by the process, then increment the

// reference count of the i-node and delete the first character '/' of the path name. This ensures // that the current process can only use the root i-node it sets as the starting point for the // search.

1. if (!inode) {
2. inode = current->pwd; // i-node of the working directory.
3. inode->i\_count++;
4. }
5. if ((c=get\_fs\_byte(pathname))=='/') {
6. iput(inode); // put back the original i-node.
7. inode = current->root; // root i-node specified for the process.
8. pathname++;
9. inode->i\_count++;
10. }

// Then loop through the various directory names and file name in the path name. In the loop

// processing, we first determine the validity of the i-node of the directory name currently

// being processed, and point the variable 'thisname' to the part of the directory name currently

// being processed. If the i-node indicates that the currently processed directory name portion

// is not a directory type, or there is no access permission to enter the directory, then the

// i-node is put back and a NULL is returned. Of course, when entering the loop, the i-node

// 'inode' of the current directory is the process root i-node or the i-node of the current // working directory, or the i-node of a search starting directory specified by the parameter.

1. while (1) {
2. thisname = pathname;
3. if (!S\_ISDIR(inode->i\_mode) || !permission(inode,MAY\_EXEC)) {
4. iput(inode);
5. return NULL;
6. }

// In each loop we process one directory name in the pathname. So in each loop we have to separate

// a directory name from the pathname string. The method is to search for the detected character

// from the current pathname pointer 'pathname' until the character is a trailing character

// (NULL) or a '/' character. At this point the variable 'namelen' is exactly the length of the currently processed directory name part, and the variable 'thisname' is pointing to the beginning of the directory name part. At this time, if the character is the end character // NULL, it indicates that the end of the path name has been searched, and the last specified // directory name or file name has been reached, then the i-node pointer is returned.

// NOTE: If the last name in the path name is also a directory name, but the '/' character is // not appended to it, the function will not return the i-node of the last directory name! // For example: For the path name '/usr/src/linux', this function will only return the i-node // of the 'src/' directory name.

1. for(namelen=0;(c=get\_fs\_byte(pathname++))&&(c!='/');namelen++)
2. /\* nothing \*/ ;
3. if (!c)
4. return inode;

// After getting the current directory name part (or file name), we call the lookup directory

// entry function find\_entry() to find the directory entry with the specified name in the

// currently processed directory. (If not found, put back the i-node and return NULL.) Then,

// the i-node number 'inr' and the device number 'idev' are taken out in the found directory

// entry, the cache block containing the directory entry is released, and the i-node is put

// back. Then take the i-node 'inode' of the node number 'inr', and continue to loop the next

// directory name part in the path name with the directory entry as the current directory. If // the currently processed directory entry is a symbolic link name, then follow\_link() is used // to get the i-node of the directory entry name it points to.

1. if (!(bh = find\_entry(&inode,thisname,namelen,&de))) {
2. iput(inode);
3. return NULL;
4. }
5. inr = de->inode; // i-node number of the current directory name part.
6. brelse(bh);
7. dir = inode;
8. if (!(inode = iget(dir->i\_dev,inr))) { // get i-node content.
9. iput(dir);
10. return NULL;
11. }
12. if (!(inode = follow\_link(dir,inode)))
13. return NULL;
14. }
15. }
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1. /\*
2. \* dir\_namei()
3. \*
4. \* dir\_namei() returns the inode of the directory of the 313 \* specified name, and the name within that directory.
5. \*/

//// Gets the i-node of the specified directory name, and the top-level directory name. // Parameters: pathname - the directory path name; namelen - the path name length; name - the // topmost directory name returned; base - the i-node of the directory to start searching. // Returns: the i-node and name and length of the top-level directory of the specified directory // name. Returns NULL on error.

1. static struct m\_inode \* dir\_namei(const char \* pathname,
2. int \* namelen, const char \*\* name, struct m\_inode \* base)
3. {
4. char c;
5. const char \* basename;
6. struct m\_inode \* dir;

321

// First, get the i-node of the top-level directory of the specified path name, then search

// and detect the pathname, find the name string after the last '/' character, calculate its

// length, and return the i-node pointer of the top-level directory. Note that if the last

// character of the path name is the slash character '/', then the returned directory name is

// empty and the length is 0. However, the returned i-node pointer still points to the i-node // of the directory name before the last '/' character.

1. if (!(dir = get\_dir(pathname,base))) // base is the i-node of the starting dir.
2. return NULL;
3. basename = pathname;
4. while (c=get\_fs\_byte(pathname++))
5. if (c=='/')
6. basename=pathname;
7. \*namelen = pathname-basename-1;
8. \*name = basename;
9. return dir;
10. }
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//// Get the i-node of the specified pathname (internal function).

// Parameters: pathname - path name; base - search start directory i-node;

// follow\_links - whether to follow the symbolic link, 1 - yes, 0 - no.

// Returns: the corresponding i-node.

1. struct m\_inode \* \_namei(const char \* pathname, struct m\_inode \* base,
2. int follow\_links)
3. {
4. const char \* basename;
5. int inr,namelen;
6. struct m\_inode \* inode;
7. struct buffer\_head \* bh;
8. struct dir\_entry \* de;
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// First find the directory name of the topmost directory in the specified path name and get

// its i-node. If it does not exist, it returns NULL and exits. If the length of the topmost // name returned is 0, it means that the path name is named after the last item in a directory.

// Therefore, we have found the i-node of the corresponding directory, so we can return the

// i-node directly. If the length of the returned name is not 0, then we call the dir\_namei() // function again to search for the top-level directory name with the newly specified start // directory base, and make a similar judgment based on the returned information. 311 if (!(dir = dir\_namei(pathname,&namelen,&basename)))

1. return NULL;
2. if (!namelen) /\* special case: '/usr/' etc \*/
3. return dir;
4. if (!(base = dir\_namei(pathname,&namelen,&basename,base)))
5. return NULL;
6. if (!namelen) /\* special case: '/usr/' etc \*/
7. return base;

// Then look for the i-node of the specified file name directory entry in the returned top-level // directory. Please pay attention again! If it is also a directory name at the end, but there // is no '/' added after it, it will not return the i-node of the last directory! For example:

// '/usr/src/linux' will only return the i-node of the 'src/' directory name. Since the function

// dir\_namei() treats the last name that does not end with '/' as a file name, it is necessary

// to use the find directory entry i-node function find\_entry() to handle this situation separately. At this point, 'de' contains the directory entry pointer found, and 'dir' is the i-node pointer of the directory containing the directory entry.

1. bh = find\_entry(&base,basename,namelen,&de);
2. if (!bh) {
3. iput(base);
4. return NULL;
5. }

// Then take the i-node number of the directory entry, release the cache buffer block containing

// the directory entry, and put back the i-node of the directory. Then take the i-node

// corresponding to the node number, modify the access time to be the current time, and set

// the modified flag. Finally, the i-node pointer inode is returned. In addition, if the currently // processed directory entry is a symbolic link name, then follow\_link() is used to get the // i-node of the directory entry it points to.

1. inr = de->inode;
2. brelse(bh);
3. if (!(inode = iget(base->i\_dev,inr))) {
4. iput(base);
5. return NULL;
6. }
7. if (follow\_links)
8. inode = follow\_link(base,inode);
9. else
10. iput(base);
11. inode->i\_atime=CURRENT\_TIME;
12. inode->i\_dirt=1;
13. return inode;
14. }
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//// Take the i-node of the specified path name without following the symbolic link.

// Parameters: pathname - the path name. // Returns: the corresponding i-node.

1. struct m\_inode \* lnamei(const char \* pathname)
2. {
3. return \_namei(pathname, NULL, 0);
4. }
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1. /\*
2. \* namei()
3. \*
4. \* is used by most simple commands to get the inode of a specified name. 375 \* Open, link etc use their own routines, but this is enough for things 376 \* like 'chmod' etc.
5. \*/

//// Take the i-node of the specified path name and follow the symbolic link.

// Parameters: pathname - the path name. // Returns: the corresponding i-node.

1. struct m\_inode \* namei(const char \* pathname)
2. {
3. return \_namei(pathname,NULL,1);
4. }
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1. /\*
2. \* open\_namei()
3. \*
4. \* namei for open - this is in fact almost the whole open-routine.
5. \*/

//// The namei function used to open the file.

// Parameters: filename - is the file path name; flag - is the open file flag, which can take

// values O\_RDONLY (read only), O\_WRONLY (write only) or O\_RDWR (read and write), and O\_CREAT

// (create), O\_EXCL (file must not exist), O\_APPEND (add at the end of the file) and other

// combinations of other flags; Mode - the permission attribute of the specified file when

// creating a new file. These attributes are S\_IRWXU (the file owner has read, write, and execute

// permissions), S\_IRUSR (user has read file permissions), S\_IRWXG (group members have read,

// write, and execute permissions), and so on. For newly created files, these attributes are // only used for future access to the file, and open calls that create read-only files will // also return a readable and writable file handle. See the include files sys/stat.h, fcntl.h. // Returns: 0 is returned successfully, otherwise the error code is returned; res\_inode - returns // the i-node pointer of the corresponding file path name.

1. int open\_namei(const char \* pathname, int flag, int mode,
2. struct m\_inode \*\* res\_inode)
3. {
4. const char \* basename;
5. int inr,dev,namelen;
6. struct m\_inode \* dir, \*inode;
7. struct buffer\_head \* bh;
8. struct dir\_entry \* de;
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// First, the function parameters are handled reasonably. If the file access mode flag is

// read-only (0), but the file truncate flag O\_TRUNC is set, the write-only flag O\_WRONLY is

// added to the file open flag. The reason for this is because the truncate flag O\_TRUNC is // valid only if the file is writable. Then use the file access permission mask of the current // process, mask the corresponding bit in the given mode, and add the normal file flag I\_REGULAR. // This flag will be used as the default property for new files when the open file does not // exist and needs to be created. See the note on line 411 below.

1. if ((flag & O\_TRUNC) && !(flag & O\_ACCMODE))
2. flag |= O\_WRONLY;
3. mode &= 0777 & ~current->umask;
4. mode |= I\_REGULAR; // regular file flag. See file include/const.h.

// Then find the corresponding i-node according to the specified path name, and the top directory

// name and its length. At this time, if the top directory name length is 0 (for example, '/usr/'),

// then if the operation is not read/write, creation, and file truncation 0, it means that a

// directory name file operation is open. So directly return the i-node of the directory, and // return 0 to exit. Otherwise, the process is illegal, so the i-node is put back and the error // code is returned.

1. if (!(dir = dir\_namei(pathname,&namelen,&basename,NULL)))
2. return -ENOENT;
3. if (!namelen) { /\* special case: '/usr/' etc \*/
4. if (!(flag & (O\_ACCMODE|O\_CREAT|O\_TRUNC))) {
5. \*res\_inode=dir;
6. return 0;
7. }
8. iput(dir);
9. return -EISDIR; 410 }

// Then, according to the i-node of the top-level directory name obtained above, the directory entry structure corresponding to the last file name in the path name is searched, and the cache block of the directory entry is obtained at the same time. If the cache block pointer // is NULL, it means that the directory entry corresponding to the file name is not found, so

// it is only possible to create a file. At this time, if the operation is not to create a file, // or the user does not have the right to write in the directory, put back the i-node of the // directory and return the corresponding error code to exit.

1. bh = find\_entry(&dir,basename,namelen,&de);
2. if (!bh) {
3. if (!(flag & O\_CREAT)) {
4. iput(dir);
5. return -ENOENT;
6. }
7. if (!permission(dir,MAY\_WRITE)) {
8. iput(dir);
9. return -EACCES;
10. }

// Now we have determined that it is a create operation and has a write permission. Therefore,

// we apply for a new i-node on the device to use the file name specified on the path name, // and make initial settings for the new i-node: set the user id; access mode; set the modified // flag. Then add a new directory entry in the specified directory dir.

1. inode = new\_inode(dir->i\_dev);
2. if (!inode) {
3. iput(dir);
4. return -ENOSPC;
5. }
6. inode->i\_uid = current->euid;
7. inode->i\_mode = mode;
8. inode->i\_dirt = 1;
9. bh = add\_entry(dir,basename,namelen,&de);

// If the returned cache block pointer that should contain a new directory entry is NULL, it // means the add directory entry operation failed. Then the error rollback process is executed:

// the reference connection count of the new i-node is decremented by 1, the i-nodes are put

// back, and the error code exit is returned. Otherwise, the operation of adding a directory

// entry is successful. So we set some initial values of the new directory entry: set the i-node

// number to the number of the newly applied i-node; set the cache block modified flag. Then // release the cache block and the i-node of the directory is put back. Then the i-node pointer // of the new directory entry is returned and exits successfully.

1. if (!bh) {
2. inode->i\_nlinks--;
3. iput(inode);
4. iput(dir);
5. return -ENOSPC;
6. }
7. de->inode = inode->i\_num;
8. bh->b\_dirt = 1;
9. brelse(bh);
10. iput(dir);
11. \*res\_inode = inode;
12. return 0;
13. }

// If the above (line 411) succeeds in obtaining the directory entry corresponding to the file

// name (ie, bh is not NULL), this indicates that the specified file already exists. Then, the

// i-node number of the directory entry and the device number are taken, and the cache block

// and the i-node of the directory are released. If the exclusive operation flag O\_EXCL is set,

// but the file already exists, then the error code (file exists) is returned and exits.

1. inr = de->inode;
2. dev = dir->i\_dev;
3. brelse(bh);
4. if (flag & O\_EXCL) {
5. iput(dir);
6. return -EEXIST;
7. }

// Then we read the i-node content of the directory entry. If the i-node is an i-node of a directory // and the access mode is write-only or read-write, or has no access permission, then put back // the i-node and return the access permission error code.

1. if (!(inode = follow\_link(dir,iget(dev,inr))))
2. return -EACCES;
3. if ((S\_ISDIR(inode->i\_mode) && (flag & O\_ACCMODE)) ||
4. !permission(inode,ACC\_MODE(flag))) {
5. iput(inode);
6. return -EPERM;
7. }

// Then we update the access time field of the i-node to the current time. If the truncate flag // is set, the file size is truncated to zero. Finally returns a pointer to the i-node of the // directory entry and returns 0 (success).

1. inode->i\_atime = CURRENT\_TIME;
2. if (flag & O\_TRUNC)
3. truncate(inode);
4. \*res\_inode = inode;
5. return 0;
6. }
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//// Create a device special file or a regular file node.

// This function creates a file system node (common file, device special file, or named pipe) // named filename, specified by mode and dev.

// Parameters: filename - the pathname of filename; mode - specifies the permission to use and // the type of node created; dev - the device number.

// Returns: 0 if successful, otherwise returns an error code.

1. int sys\_mknod(const char \* filename, int mode, int dev)
2. {
3. const char \* basename;
4. int namelen;
5. struct m\_inode \* dir, \* inode;
6. struct buffer\_head \* bh;
7. struct dir\_entry \* de;
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// First check the validity of the operation permissions and parameters and get the i-node of

// the top-level directory in the path name. If it is not a superuser, return the access permission

// error code. If the i-node corresponding to the top-level directory in the path name is not

// found, an error code is returned. If the top file name length is 0, it means that the given // path name does not specify a file name at the end or the process has no write permission // in the directory, then we put back the i-node of the directory and return an error code.

1. if (!suser())
2. return -EPERM;
3. if (!(dir = dir\_namei(filename,&namelen,&basename, NULL)))
4. return -ENOENT;
5. if (!namelen) {
6. iput(dir);
7. return -ENOENT;
8. }
9. if (!permission(dir,MAY\_WRITE)) {
10. iput(dir);
11. return -EPERM;
12. }

// Then we search for the file specified by the path name already exists, if it already exists,

// you can not create a file node with the same name. Therefore, if the directory entry of the

// last file name corresponding to the path name already exists, the buffer block containing // the directory entry is released and the i-node of the directory is put back, and the error // code that the file already exists is returned.

1. bh = find\_entry(&dir,basename,namelen,&de);
2. if (bh) {
3. brelse(bh);
4. iput(dir);
5. return -EEXIST;
6. }

// If the directory entry for the file name is not found, then we apply for a new i-node and // set the attribute mode of the i-node. If you are creating a block device file or a character // device file, make the direct logical block pointer 0 of the i-node equal to the device number.

// That is, for the device file, the i\_zone[0] of the i-node stores the device number of the // device defined by the device file. Then set the modification time and access time of the // i-node to the current time, and set the i-node modified flag.

1. inode = new\_inode(dir->i\_dev);
2. if (!inode) { // put back inode and return error code if failed.
3. iput(dir);
4. return -ENOSPC;
5. }
6. inode->i\_mode = mode;
7. if (S\_ISBLK(mode) || S\_ISCHR(mode))
8. inode->i\_zone[0] = dev;
9. inode->i\_mtime = inode->i\_atime = CURRENT\_TIME;
10. inode->i\_dirt = 1;

// Then add a new directory entry for this new i-node. If it fails (the cache block pointer

// containing the directory entry is NULL), put back the i-node of the directory; reset the // requested i-node reference connection count, put back the i-node, and return the error code.

1. bh = add\_entry(dir,basename,namelen,&de);
2. if (!bh) {
3. iput(dir);
4. inode->i\_nlinks=0;
5. iput(inode);
6. return -ENOSPC;
7. }

// Now adding the directory entry operation is also successful, so we set the contents of this

// directory item. Let the i-node field of the directory entry be equal to the new i-node number, // and set the cache block modified flag, put back the directory and the new i-node, release // the cache block, and finally return 0 (success).

1. de->inode = inode->i\_num;
2. bh->b\_dirt = 1;
3. iput(dir);
4. iput(inode);
5. brelse(bh);
6. return 0;
7. }
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//// Make a directory (used in system-call).

// Parameters: pathname - the path name; mode - permission attribute used by the directory.

// Returns: 0 if successful, otherwise returns an error code.

1. int sys\_mkdir(const char \* pathname, int mode)
2. {
3. const char \* basename;
4. int namelen;
5. struct m\_inode \* dir, \* inode;
6. struct buffer\_head \* bh, \*dir\_block;
7. struct dir\_entry \* de;
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// First check the validity of the operation permissions and parameters and get the i-node of

// the top-level directory in the path name. If the i-node corresponding to the top-level

// directory in the path name is not found, an error code is returned. If the top file name

// length is 0, it means that the given path name does not specify a file name at the end or // the process has no write permission in the directory, then we put back the i-node of the // directory and return an error code.

1. if (!(dir = dir\_namei(pathname,&namelen,&basename, NULL)))
2. return -ENOENT;
3. if (!namelen) {
4. iput(dir);
5. return -ENOENT;
6. }
7. if (!permission(dir,MAY\_WRITE)) {
8. iput(dir);
9. return -EPERM;
10. }

// Then we search for the directory name specified by the path name already exists, if it already

// exists, we can not create a directory node with the same name. Therefore, if the directory

// entry of the last directory name on the path name already exists, the buffer block containing

// the directory entry is released and the i-node of the directory is put back, and the error

// code that the file already exists is returned. Otherwise, we apply for a new i-node and set

// the attribute mode of the i-node: set the file size corresponding to the new i-node to 32

// bytes (the size of two directory entries), set the modified flag of the node, and the node's // modify time and access time. Two directory entries are used for the '.' and '..' directories // respectively.

1. bh = find\_entry(&dir,basename,namelen,&de);
2. if (bh) {
3. brelse(bh);
4. iput(dir);
5. return -EEXIST;
6. }
7. inode = new\_inode(dir->i\_dev);
8. if (!inode) { // put back inode and return error code if failed.
9. iput(dir);
10. return -ENOSPC;
11. }
12. inode->i\_size = 32;
13. inode->i\_dirt = 1;
14. inode->i\_mtime = inode->i\_atime = CURRENT\_TIME;

// Next, we apply for a disk block for storing the directory entry data for the new i-node,

// and let the first direct block pointer of the i-node be equal to the block number. If the

// application fails, put back the i-node of the directory; reset the newly requested i-node // link count; put back the new i-node, and return no space error code. Otherwise, set the new // i-node modified flag.

1. if (!(inode->i\_zone[0]=new\_block(inode->i\_dev))) {
2. iput(dir);
3. inode->i\_nlinks--;
4. iput(inode);
5. return -ENOSPC;
6. }
7. inode->i\_dirt = 1;

// Now we read the newly requested disk block from the device (the purpose is to put the

// corresponding block into the buffer cache). Similarly, if an error occurs, put back the i-node // of the directory; release the requested disk block; reset the newly requested i-node link // count; put back the new i-node, and return no space error code to exit.

1. if (!(dir\_block=bread(inode->i\_dev,inode->i\_zone[0]))) {
2. iput(dir);
3. inode->i\_nlinks--;
4. iput(inode);
5. return -ERROR;
6. }

// Then we create two default new directory entries ('.' and '..') data in the created directory

// file in the buffer block. First, let 'de' point to the data block that holds the directory

// entry, and then set the i-node number field of the directory entry equal to the newly applied

// i-node number, and the name field is set to ".". Then 'de' points to the next directory entry // structure, and stores the i-node number of the parent directory and name ".." in the structure. // Then set the cache block modified flag and release the buffer block. Re-initializes the mode // field of the new i-node and sets the i-node modified flag.

1. de = (struct dir\_entry \*) dir\_block->b\_data;
2. de->inode=inode->i\_num; // set the '.' directory entry.
3. strcpy(de->name,".");
4. de++;
5. de->inode = dir->i\_num; // set the '..' directory entry.
6. strcpy(de->name,"..");
7. inode->i\_nlinks = 2;
8. dir\_block->b\_dirt = 1;
9. brelse(dir\_block);
10. inode->i\_mode = I\_DIRECTORY | (mode & 0777 & ~current->umask);
11. inode->i\_dirt = 1;

// Now we add a new directory entry in the specified directory to store the i-node and directory

// name of the newly created directory. If the failure (including the buffer block pointer of // the directory entry is NULL), put back the i-node of the directory; the requested i-node // reference link count is reset and put back to the i-node. Return error code to exit.

1. bh = add\_entry(dir,basename,namelen,&de);
2. if (!bh) {
3. iput(dir);
4. inode->i\_nlinks=0;
5. iput(inode);
6. return -ENOSPC;
7. }

// Finally, the i-node field of the new directory entry is equal to the new i-node number, the

// cache block modified flag is set, the directory and the new i-node are put back, the buffer // block is released, and finally 0 (success) is returned.

1. de->inode = inode->i\_num;
2. bh->b\_dirt = 1;
3. dir->i\_nlinks++;
4. dir->i\_dirt = 1;
5. iput(dir);
6. iput(inode);
7. brelse(bh);
8. return 0;
9. }

587

1. /\*
2. \* routine to check that the specified directory is empty (for rmdir)
3. \*/

//// Check if the directory is empty.

// Parameters: inode - the i-node pointer of the specified directory.

// Returns: 1 – the directory is empty; 0 - not empty.

1. static int empty\_dir(struct m\_inode \* inode)
2. {
3. int nr,block;
4. int len;
5. struct buffer\_head \* bh;
6. struct dir\_entry \* de;
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// First calculate the number of existing directory entries in the specified directory and check

// if the information in the two specific directory entries is correct. There should be at least

// 2 directory entries in a directory: the entries whose names are "." and "..". If the number

// of directory entries is less than 2 or the first direct block of the i-node of the directory // does not point to any disk block number, or the direct block cannot be read, then the warning // message is displayed, and 0 is returned. (failure).

1. len = inode->i\_size / sizeof (struct dir\_entry); // number of directory entries.
2. if (len<2 || !inode->i\_zone[0] ||
3. !(bh=bread(inode->i\_dev,inode->i\_zone[0]))) {
4. printk("warning - bad directory on dev %04x\n",inode->i\_dev);
5. return 0;
6. }

// At this time, the buffer block indicated by 'bh' contains directory entry data. We let the

// directory entry pointer 'de' point to the first directory entry in the buffer block. For

// the first directory entry ("."), its i-node number field should be equal to the i-node number

// of the current directory; for the second directory entry (".."), its i-node number field

// should be equal to the one of up layer directory, and will not be 0. Therefore, if the i-node

// number of the first directory entry is not equal to the that of the current directory, or // the i-node number of the second directory entry is zero, or the name fields of the two directory // entries are not equal to ". "and"..", an error warning message is displayed and returns 0.

1. de = (struct dir\_entry \*) bh->b\_data;
2. if (de[0].inode != inode->i\_num || !de[1].inode ||
3. strcmp(".",de[0].name) || strcmp("..",de[1].name)) {
4. printk("warning - bad directory on dev %04x\n",inode->i\_dev);
5. return 0;
6. }

// Then we make 'nr' equal to the directory entry number (counted from 0); 'de' points to the // third directory entry, and loop through all the remaining (len - 2) directory entries in // the directory to see if the i-node number field is not 0 (used).

1. nr = 2;
2. de += 2;
3. while (nr<len) {

// If the directory entries in the disk block have been completely checked, and the directory

// entry being used is not found, the buffer block of the disk block is released, and the next

// disk block containing the directory entries in the directory data file is read in. The reading

// method is to calculate the data block number (nr/DIR\_ENTRIES\_PER\_BLOCK) of the corresponding

// directory entry item in the directory file according to the currently detecting directory

// item number 'nr', and then use the bmap() function to obtain the block number, and then use

// the block device function bread() reads the disk block into the buffer cache and returns

// a pointer to the buffer block. If the disk block is not used (or has not been used, such // as the file has been deleted, etc.), continue to read the next block, if it cannot be read // out, then error returns 0. Otherwise let 'de' point to the first directory entry in the block.

1. if ((void \*) de >= (void \*) (bh->b\_data+BLOCK\_SIZE)) {
2. brelse(bh);
3. block=bmap(inode,nr/DIR\_ENTRIES\_PER\_BLOCK);
4. if (!block) {
5. nr += DIR\_ENTRIES\_PER\_BLOCK;
6. continue;
7. }
8. if (!(bh=bread(inode->i\_dev,block)))
9. return 0;
10. de = (struct dir\_entry \*) bh->b\_data;
11. }

// For the current directory entry, if its i-node number field is not equal to 0, it means that

// the directory item is being used before, indicating that the directory is not empty, then

// the buffer block is released, and 0 is returned. Otherwise, if all the directory entries // in the directory have not been queried, the directory entry number 'nr' is incremented, and // 'de' is pointed to the next directory entry, and the detection continues.

1. if (de->inode) {
2. brelse(bh);
3. return 0;
4. }
5. de++;
6. nr++; 630 }

// If the code is executed here, it means that the used directory entry is not found in the // directory (except for the first two, of course), then the buffer block is released and 1 // is returned.

1. brelse(bh);
2. return 1; // directory is empty!
3. }

634

//// Remove the directory.

// Parameters: name - the directory name (path name).

// Returns: Returns 0 for success, otherwise returns an error number.

1. int sys\_rmdir(const char \* name)
2. {
3. const char \* basename;
4. int namelen;
5. struct m\_inode \* dir, \* inode;
6. struct buffer\_head \* bh;
7. struct dir\_entry \* de;
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// First check the validity of the operation permissions and parameters and get the i-node of

// the top-level directory in the path name. If the i-node corresponding to the top-level

// directory in the path name is not found, an error code is returned. If the top file name

// length is 0, it means that the given path name does not specify a file name at the end or // the process has no write permission in the directory, then we put back the i-node of the // directory and return an error code.

1. if (!(dir = dir\_namei(name,&namelen,&basename, NULL)))
2. return -ENOENT;
3. if (!namelen) {
4. iput(dir);
5. return -ENOENT;
6. }
7. if (!permission(dir,MAY\_WRITE)) {
8. iput(dir);
9. return -EPERM;
10. }

// Then, according to the i-node and directory name of the specified directory, the function // find\_entry() is used to find the directory entry, and the buffer block 'bh' containing the // directory entry, the i-node 'dir' of the directory, and the directory entry 'de' are returned.

// Then, according to the i-node number in the directory entry 'de', the corresponding i-node

// is obtained by using the iget() function. In the course of specific operations,if the directory

// entry of the last directory name in the path name does not exist, the buffer block containing

// the directory entry is released, and the i-node of the directory is put back, the error code

// of file already exists is returned. If the operation of obtaining the directory entry's i-node // is wrong, the i-node of the directory is put back, and the buffer block containing the directory // entry is released, and the error code is returned.

1. bh = find\_entry(&dir,basename,namelen,&de);
2. if (!bh) {
3. iput(dir);
4. return -ENOENT;
5. }
6. if (!(inode = iget(dir->i\_dev, de->inode))) {
7. iput(dir);
8. brelse(bh);
9. return -EPERM;
10. }

// At this point we have the directory i-node 'dir' , the directory entry 'de' to be deleted

// and its corresponding i-node. Below we verify the feasibility of the deletion by checking // the information in these three objects.

//

// If the directory has the restricted delete flag set and the effective user id (euid) of the

// process is not root, and the effective user id (euid) of the process is not equal to the

// user id of the i-node, it means that the current process does not have permission to remove

// the directory, so we put back the directory i-node and the entry's i-node, then release the // buffer block and return the error code.

1. if ((dir->i\_mode & S\_ISVTX) && current->euid &&
2. inode->i\_uid != current->euid) {
3. iput(dir);
4. iput(inode);
5. brelse(bh);
6. return -EPERM;
7. }

// If the device number of the directory entry i-node is not equal to the device number of the // directory containing this entry, or the referenced link count of the removing directory is // greater than 1 (indicating there is symbol link, etc.), the directory cannot be removed. // So the directory i-node containing the directory name to be deleted and the entry's i-node // are then released, the buffer block is released, and an error code is returned.

1. if (inode->i\_dev != dir->i\_dev || inode->i\_count>1) {
2. iput(dir);
3. iput(inode);
4. brelse(bh);
5. return -EPERM;
6. }

// If the directory entry i-node is equal to the i-node of the directory, indicating that the

// "." directory is attempted to be deleted, this is not allowed. Then the directory entry i-node // and the i-node of the directory to be deleted are put back, the buffer block is released, // and the error code is returned.

1. if (inode == dir) { /\* we may not delete ".", but "../dir" is ok \*/
2. iput(inode);
3. iput(dir);
4. brelse(bh);
5. return -EPERM;
6. }

// If the attribute of the i-node of the directory to be deleted indicates that this is not

// a directory, the premise of this deletion operation does not exist at all. Then, the i-node // of the directory entry to be deleted and the i-node of its directory are put back, the buffer // block is released, and an error code is returned.

1. if (!S\_ISDIR(inode->i\_mode)) {
2. iput(inode);
3. iput(dir);
4. brelse(bh);
5. return -ENOTDIR;
6. }

// If the directory to be deleted is not empty, it cannot be deleted. Then, the directory i-node // containing the directory name to be deleted and the i-node of the directory to be deleted // are put back, the buffer block is released, and an error code is returned.

1. if (!empty\_dir(inode)) {
2. iput(inode);
3. iput(dir);
4. brelse(bh);
5. return -ENOTEMPTY;
6. }

// For an empty directory, the number of directory entry links should be 2 (link to the upper

// directory and itself). If the number of links of the i-node to be deleted is not equal to

// 2, a warning message is displayed, but the deletion operation continues. Then, the i-node

// number field of the directory entry of the directory to be deleted is set to 0, indicating

// that the directory entry is no longer used, and the buffer block modified flag is set, and // the buffer block is released. Then set the number of links of the i-node of the deleted

// directory to 0 (indicating idle), and set the i-node modified flag.

1. if (inode->i\_nlinks != 2)
2. printk("empty directory has nlink!=2 (%d)",inode->i\_nlinks);
3. de->inode = 0;
4. bh->b\_dirt = 1;
5. brelse(bh);
6. inode->i\_nlinks=0;
7. inode->i\_dirt=1;

// Then reduce the i-node link count of the directory containing the deleted directory name

// by 1, modify the change time and modification time to the current time, and set the modified

// flag of the node. Finally, the directory i-node containing the directory name to be deleted // and the i-node of the directory to be deleted are put back, and 0 is returned (the deletion // operation is successful).

1. dir->i\_nlinks--;
2. dir->i\_ctime = dir->i\_mtime = CURRENT\_TIME;
3. dir->i\_dirt=1;
4. iput(dir);
5. iput(inode);
6. return 0;
7. }
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//// Delete (release) the directory entry corresponding to a file name.

// Remove a name from the file system. If it is the last link to the file and no process is // opening the file, the file will also be deleted and the occupied device space will be freed.

// Parameters: name - the file name (path name).

// Returns: 0 if successful, otherwise returns an error code.

1. int sys\_unlink(const char \* name)
2. {
3. const char \* basename;
4. int namelen;
5. struct m\_inode \* dir, \* inode;
6. struct buffer\_head \* bh;
7. struct dir\_entry \* de;
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// First check the validity of the operation permissions and parameters and get the i-node of

// the top-level directory in the path name. If the i-node corresponding to the top-level

// directory in the path name is not found, an error code is returned. If the top file name

// length is 0, it means that the given path name does not specify a file name at the end or // the process has no write permission in the directory, then we put back the i-node of the // directory and return an error code.

1. if (!(dir = dir\_namei(name,&namelen,&basename, NULL)))
2. return -ENOENT;
3. if (!namelen) {
4. iput(dir);
5. return -ENOENT;
6. }
7. if (!permission(dir,MAY\_WRITE)) {
8. iput(dir);
9. return -EPERM;
10. }

// Then, according to the i-node and directory name of the specified directory, the function // find\_entry() is used to find the directory entry, and the buffer block 'bh' containing the // directory entry, the i-node 'dir' of the directory, and the directory entry 'de' are returned. // Then, according to the i-node number in the directory entry 'de', the corresponding i-node // is obtained by using the iget() function.

1. bh = find\_entry(&dir,basename,namelen,&de);
2. if (!bh) {
3. iput(dir);
4. return -ENOENT;
5. }
6. if (!(inode = iget(dir->i\_dev, de->inode))) {
7. iput(dir);
8. brelse(bh);
9. return -ENOENT;
10. }

// At this point we have the directory i-node 'dir' , the directory entry 'de' to be deleted

// and its corresponding i-node. Below we verify the feasibility of the deletion by checking // the information in these three objects.

//

// If the directory has the restricted deletion flag set and the valid user id (euid) of the

// process is not root, and the euid of the process is not equal to the user id of the i-node,

// and the euid of the process is not equal to the user id of the directory i-node, Indicates

// that the current process does not have permission to delete the directory. Then put back // the directory i-node containing the directory name to be deleted and the i-node of the

// directory to be deleted, then release the buffer block and return the error code.

1. if ((dir->i\_mode & S\_ISVTX) && !suser() &&
2. current->euid != inode->i\_uid &&
3. current->euid != dir->i\_uid) {
4. iput(dir);
5. iput(inode);
6. brelse(bh);
7. return -EPERM;
8. }

// If the specified file name is a directory, it cannot be deleted. Then the i-node of the // directory i-node and the file name directory entry is put back, the buffer block containing // the directory entry is released, and the error code is returned.

1. if (S\_ISDIR(inode->i\_mode)) {
2. iput(inode);
3. iput(dir);
4. brelse(bh);
5. return -EPERM;
6. }

// If i-node's link count is already 0, a warning message is displayed and corrected to 1.

1. if (!inode->i\_nlinks) {
2. printk("Deleting nonexistent file (%04x:%d), %d\n",
3. inode->i\_dev,inode->i\_num,inode->i\_nlinks);
4. inode->i\_nlinks=1;
5. }

// Now we can delete the directory entry corresponding to the file name. Then, the i-node number // field in the file name directory entry is set to 0, indicating that the directory entry is // released, and the buffer block modified flag is set, and the buffer block is released.

1. de->inode = 0;
2. bh->b\_dirt = 1; 758 brelse(bh);

// Then, the number of links of the i-node corresponding to the file name is decremented by

// 1, the modified flag is set, and the update time is set to the current time. Finally, put

// back the i-node and directory's i-node, and return 0 (success). If it is the last link of

// the file, that is, the number of i-node links minus 1 is equal to 0, and no process is opening // the file at this time, the file will also be deleted when iput() is called to put back the // i-node and the occupied device space is released. See fs/inode.c, line 183.

1. inode->i\_nlinks--;
2. inode->i\_dirt = 1;
3. inode->i\_ctime = CURRENT\_TIME;
4. iput(inode);
5. iput(dir);
6. return 0;
7. }
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//// Create a symbolic link.

// Create a symbolic link (also known as a soft link) for an existing file.

// Parameters: oldname - the original path name; newname - the new path name. // Returns: 0 if successful, otherwise returns an error code.

1. int sys\_symlink(const char \* oldname, const char \* newname)
2. {
3. struct dir\_entry \* de;
4. struct m\_inode \* dir, \* inode;
5. struct buffer\_head \* bh, \* name\_block;
6. const char \* basename;
7. int namelen, i;
8. char c; 775

// First find the i-node 'dir' of the top-level directory of the new pathname and return the

// last file name and its length. If the i-node of the directory is not found, an error code

// is returned. If the file name is not included in the new path name, the i-node of the new // path name directory is put back and the error code is returned. In addition, if the user // does not have permission to write in the new directory, then the link cannot be established.

// Then put back the i-node of the new path name directory and return the error code.

1. dir = dir\_namei(newname,&namelen,&basename, NULL);
2. if (!dir)
3. return -EACCES;
4. if (!namelen) {
5. iput(dir);
6. return -EPERM;
7. }
8. if (!permission(dir,MAY\_WRITE)) {
9. iput(dir);
10. return -EACCES;
11. }

// Now we apply for a new i-node on the device specified by the directory, and set the i-node // mode to the symbolic link type and the mode mask code specified by the process, and set the // i-node modified flag.

1. if (!(inode = new\_inode(dir->i\_dev))) {
2. iput(dir);
3. return -ENOSPC;
4. }
5. inode->i\_mode = S\_IFLNK | (0777 & ~current->umask);
6. inode->i\_dirt = 1;

// In order to save the symbolic link path name string, we need to apply for a disk block for

// the i-node, and let the first direct block number i\_zone[0] equal to the obtained logical

// block number, and then set the i-node modified flag. If the application fails, put back the // i-node of the corresponding directory; reset the newly requested i-node link count; put back // the new i-node, and return no space error code.

1. if (!(inode->i\_zone[0]=new\_block(inode->i\_dev))) {
2. iput(dir);
3. inode->i\_nlinks--;
4. iput(inode);
5. return -ENOSPC;
6. }
7. inode->i\_dirt = 1;

// The newly requested disk block is then read from the device (the purpose is to place the // block in the buffer cache). If there is an error, put back the i-node of the directory; reset // the newly requested i-node link count; put back the new i-node, and return error code.

1. if (!(name\_block=bread(inode->i\_dev,inode->i\_zone[0]))) {
2. iput(dir);
3. inode->i\_nlinks--;
4. iput(inode);
5. return -ERROR;
6. }

// Now we can put the symbolic link name string into this disk block. The disk block length

// is 1024 bytes, so the default symbol link name maximum length can only be 1024 bytes. We

// copy the symbolic link name string in the user space to the buffer block where the disk block // is located, and set the buffer block modified flag. To prevent the user-supplied string from // ending without a null, we need to put a NULL at the last byte of the buffer block data area.

// Then release the buffer block, and set the size of the data in the corresponding file of // the i-node to be equal to the length of the symbolic link name string, and set the i-node // modified flag.

1. i = 0;
2. while (i < 1023 && (c=get\_fs\_byte(oldname++)))
3. name\_block->b\_data[i++] = c;
4. name\_block->b\_data[i] = 0;
5. name\_block->b\_dirt = 1;
6. brelse(name\_block);
7. inode->i\_size = i;
8. inode->i\_dirt = 1;

// Then we search for the name of the symbolic link file specified by the path name. If it already

// exists, you cannot create a directory entry i-node with the same name. If the corresponding

// symbolic link file name already exists, the buffer block containing the directory entry is // released, the newly requested i-node link count is reset, and the i-node of the directory // is put back, and the error code that the file already exists is returned.

1. bh = find\_entry(&dir,basename,namelen,&de);
2. if (bh) {
3. inode->i\_nlinks--;
4. iput(inode);
5. brelse(bh);
6. iput(dir);
7. return -EEXIST;
8. }

// Now we add a new directory entry in the specified directory, which is used to store the i-node

// number and directory name of the newly created symbolic link file name. If it fails (the

// buffer block pointer containing the directory entry is NULL), the i-node of the directory // is put back; the requested i-node reference link count is reset, and the i-node is put back, // and the error code is returned.

1. bh = add\_entry(dir,basename,namelen,&de);
2. if (!bh) {
3. inode->i\_nlinks--;
4. iput(inode);
5. iput(dir);
6. return -ENOSPC;
7. }

// Finally, the i-node field of the new directory entry is equal to the new i-node number, the // buffer block modified flag is set, the buffer block is released, the directory and the new // i-node are put back, and finally 0 (success) is returned.

1. de->inode = inode->i\_num;
2. bh->b\_dirt = 1;
3. brelse(bh);
4. iput(dir);
5. iput(inode);
6. return 0;
7. }
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//// Create a file name directory entry for an existing file.

// Create a new link (also known as hard link) for an existing file.

// Parameters: oldname - the original path name; newname - the new path name.

// Returns: 0 if successful, otherwise returns an error code.

1. int sys\_link(const char \* oldname, const char \* newname)
2. {
3. struct dir\_entry \* de;
4. struct m\_inode \* oldinode, \* dir;
5. struct buffer\_head \* bh;
6. const char \* basename;
7. int namelen; 844

// First validate the original file name, it should exist and not a directory name. So we first

// take the i-node 'oldinode' corresponding to the original file path name. If it is 0, it means // an error and returns the error code. If the original path name corresponds to a directory // name, the i-node is put back and an error code is also returned.

1. oldinode=namei(oldname);
2. if (!oldinode)
3. return -ENOENT;
4. if (S\_ISDIR(oldinode->i\_mode)) {
5. iput(oldinode);
6. return -EPERM;
7. }

// Then find the i-node 'dir' of the top-level directory of the new pathname and return the

// last file name and its length. If the i-node of the directory is not found, the i-node of

// the original path name is put back and the error code is returned. If the file name is not // included in the new path name, the i-node of the original path name and the new path name // directory are put back, and the error code is returned.

1. dir = dir\_namei(newname,&namelen,&basename, NULL);
2. if (!dir) {
3. iput(oldinode);
4. return -EACCES;
5. }
6. if (!namelen) {
7. iput(oldinode);
8. iput(dir);
9. return -EPERM;
10. }

// We can't build hard links across devices. Therefore, if the device number of the top directory

// of the new path name is different from the device number of the original path name, the i-node

// of the new path name directory and the i-node of the original path name are put back, and

// the error code is returned. In addition, if the user does not have the right to write in // the new directory, the link cannot be established, so the i-node of the new path name directory // and the i-node of the original path name are put back, and the error code is returned.

1. if (dir->i\_dev != oldinode->i\_dev) {
2. iput(dir);
3. iput(oldinode);
4. return -EXDEV;
5. }
6. if (!permission(dir,MAY\_WRITE)) {
7. iput(dir);
8. iput(oldinode);
9. return -EACCES;
10. }

// Now check if the new pathname already exists and if it does, it will not be able to establish

// a link. Then, the buffer block containing the existing directory entry is released, and the // i-node of the new path name directory and the i-node of the original path name are put back, // and the error code is returned.

1. bh = find\_entry(&dir,basename,namelen,&de);
2. if (bh) {
3. brelse(bh);
4. iput(dir);
5. iput(oldinode);
6. return -EEXIST;
7. }

// Now that all the conditions are met, we add a directory entry in the new directory. If it

// fails, put back the i-node of the directory and the i-node of the original pathname, and

// return the error code. Otherwise, the i-node number of the directory entry is initially set

// equal to the i-node number of the original path name, and the buffer block modified flag

// containing the newly added directory entry is set, the buffer block is released, and the // i-node of the directory is put back.

1. bh = add\_entry(dir,basename,namelen,&de);
2. if (!bh) {
3. iput(dir);
4. iput(oldinode);
5. return -ENOSPC;
6. }
7. de->inode = oldinode->i\_num;
8. bh->b\_dirt = 1;
9. brelse(bh); 888 iput(dir);

// Then increase the link count of the original node by 1, modify its change time to the current // time, and set the i-node modified flag. Finally, put back the i-node of the original path // name and return 0 (success).

1. oldinode->i\_nlinks++;
2. oldinode->i\_ctime = CURRENT\_TIME;
3. oldinode->i\_dirt = 1;
4. iput(oldinode);
5. return 0;
6. }
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12.8 file\_table.c

## 12.8 file\_table.c

12.8.1 **Function**

The file\_table.c program is currently empty, only the file table array is defined.

### 12.8.2 Code annotation

Program 12-7 linux/fs/file\_table.c

1. /\*
2. \* linux/fs/file\_table.c
3. \*
4. \* (C) 1991 Linus Torvalds
5. \*/ 6

// <linux/fs.h> File system header file. Define the file table structure (file, buffer\_head, // m\_inode, etc.).

7 #include <linux/fs.h>

8

9 struct file file\_table[NR\_FILE]; // File table array (64 items in total).

10

## 12.9 block\_dev.c

From here on is the third part of the file system program, which includes five programs: block\_dev.c, char\_dev.c, pipe.c, file\_dev.c, and read\_write.c. The first four programs provide services for read\_write.c, which mainly implements data access operations of the file system. The read\_write.c program mainly implements the system-calls sys\_write() and sys\_read(). These five programs can be thought of as interface drivers for system-calls with block devices, character devices, pipe "devices", and file system "devices." The relationship between them can be represented by Figures 12-26. The system-calls sys\_write() or sys\_read() will determine which type of file is based on the attributes of the file descriptor provided by the parameter, and then call the read/write functions in the corresponding device interface program, and these functions will execute driver codes accordingly.
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Figure 12-26 Interface functions for various types of files and system-calls

### 12.9.1 Function

The block\_dev.c program belongs to the block device file data access operation program. The file includes two block device read and write functions, block\_read() and block\_write(), which are used to directly read and write the original data on the block device. These two functions are called by the system call function read() and write(), and they are not referenced elsewhere.

Since the block device reads and writes to the disk each time in units of disk blocks (same size as the buffer block), the function block\_write() first maps the file pointer 'pos' position to the block number and the offset value in the block, and then use the block read function bread() or the block read-ahead function breada() to read the data block where the file pointer is located into the buffer block of the buffer cache. The data is then copied from the user data buffer to the offset position of the current buffer block according to the length 'chars' of the data to be written. If there is still data to be written, the next block is read into the buffer block in the cache, and the user data is copied into the buffer block. When the data is written for the second time and later, the offset offset is 0. See Figure 12-27.
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Figure 12-27 Block data read and write operation pointer position diagram

The user's buffer is allocated by the system when the user program starts executing, or dynamically applied during execution. Before calling this function, the system maps the virtual linear address used by the user buffer to the corresponding memory page in the main memory area.

The function block\_read() operates in the same way as block\_write() except that the data is copied from the buffer to the location specified by the user.

### 12.9.2 Code annotation

Program 12-8 linux/fs/block\_dev.c

1 /\*

1. \* linux/fs/block\_dev.c
2. \*
3. \* (C) 1991 Linus Torvalds
4. \*/

6

// <errno.h> Error number header file. Contains various error numbers in the system.

// <linux/sched.h> The scheduler header file defines the task structure task\_struct, the data // of the initial task 0, and some embedded assembly function macro statements about the // descriptor parameter settings and acquisition.

// <linux/kernel.h> Kernel header file. Contains prototype definitions of some of the commonly // used functions of the kernel.

// <asm/segment.h> Segment operation header file. An embedded assembly function is defined for // segment register operations.

// <asm/system.h> System header file. An embedded assembly macro that defines or modifies

// descriptors/interrupt gates, etc. is defined.

7 #include <errno.h>

8

1. #include <linux/sched.h>
2. #include <linux/kernel.h>
3. #include <asm/segment.h>
4. #include <asm/system.h> 13

// An array of pointers to the total number of device data blocks. Each of its pointers points

// to an array of total blocks of the specified major device number, hd\_sizes[]. Each item of // the total number of block arrays corresponds to the total number of data blocks owned by // a sub-device determined by the sub-device number.

14 extern int \*blk\_size[]; // blk\_drv/ll\_rw\_blk.c, line 49.

15

//// Block write function - Writes data of given size to the specified offset on a device. // Parameters: dev - device number; pos - offset pointer in the device file;

// buf - buffer in user space; count - number of bytes to transfer.

// Returns: number of bytes written. If no data is written or errors, returns error code.

// For the kernel, the write operation is to write data to the cache. When the data is finally

// written to the device is determined and processed by the cache manager. In addition, since

// the block device reads and writes in units of blocks, when the write position is not at the

// edge of the block, the entire block in which the data is located needs to be read out first, // and then the data is filled from the write position. Then write a complete block of data // to the disk (ie, handle it to the buffer cache).

1. int block\_write(int dev, long \* pos, char \* buf, int count)
2. {

// First, the position 'pos' in the file is converted into a block number 'block' in which the

// disk block is started to be read and written, and the offset position 'offset' at which the // first byte is to be written in the block is obtained.

1. int block = \*pos >> BLOCK\_SIZE\_BITS; // the block number where pos is located.
2. int offset = \*pos & (BLOCK\_SIZE-1); // offset value in the data block.
3. int chars;
4. int written = 0;
5. int size;
6. struct buffer\_head \* bh;
7. register char \* p; // local register variable.

25

// When writing a block device file, the total number of data blocks required to be written // must of course not exceed the maximum number of data blocks allowed on the specified device.

// Therefore, the total number of blocks of the specified device is first taken out to compare // and limit the write data length given by the function parameter. If no length is specified // for the device in the system, the default length of 0x7fffffff (2GB blocks) is used.

1. if (blk\_size[MAJOR(dev)])
2. size = blk\_size[MAJOR(dev)][MINOR(dev)];
3. else
4. size = 0x7fffffff;

// Then, for the number of bytes to be written 'count', the following operations are looped

// until the data is completely written. During the loop execution, if the block number of the

// currently written data is greater than or equal to the total number of blocks of the specified

// device, the number of bytes written is returned and exited. The number of bytes that can

// be written in the currently processed data block is then calculated. If the number of bytes

// to be written is less than one block, then we only need to write the count byte; if we just

// want to write 1 block of data, then directly apply for a buffer block and put the user data

// into it. Otherwise, we need to read in the data block that will be written to the partial

// data, and pre-read the next two blocks of data. Then increment the block number and prepare // for the next operation. If the buffer block operation fails, the number of bytes written // is returned, and if no bytes are written, an error code (negative number) is returned.

1. while (count>0) {
2. if (block >= size)
3. return written?written:-EIO;
4. chars = BLOCK\_SIZE - offset; // bytes that can be written to this block.
5. if (chars > count)
6. chars=count;
7. if (chars == BLOCK\_SIZE)
8. bh = getblk(dev,block); // buffer.c, lines 206 and 322.
9. else
10. bh = breada(dev,block,block+1,block+2,-1);
11. block++;
12. if (!bh)
13. return written?written:-EIO;

// Next, the pointer p is first pointed to the position in the buffer block where the data is

// to be written. If there is less than one block of data written in the last loop, we need

// to fill in (modify) the required bytes from the beginning of the block, so the offset must

// be set to zero by default. After that, the offset pointer 'pos' in the file is forwarded

// by the number of bytes to be written this time, and the number of bytes to be written is

// accumulated into the statistical value 'written'. Then subtract the number of bytes 'counts'

// that need to be written from the number of bytes (chars) to be written this time. Then we

// copy the 'chars' bytes from the user buffer to the location in the buffer block where the // write begins. After the copy is completed, the buffer block modified flag is set and the // buffer block is released (that is, the buffer block reference count is decremented by 1).

1. p = offset + bh->b\_data;
2. offset = 0;
3. \*pos += chars;
4. written += chars; // The total number of bytes written.
5. count -= chars;
6. while (chars-->0)
7. \*(p++) = get\_fs\_byte(buf++);
8. bh->b\_dirt = 1;
9. brelse(bh);
10. }
11. return written; // Returns the number of bytes written. 54 }

55

//// Block read function - Reads data from the specified device into the user buffer. // Parameters: dev - device number; pos - offset in the device file; buf - buffer in user space; // count - number of bytes to transfer.

// Returns: number of bytes read. If no bytes are read or error, an error code is returned.

1. int block\_read(int dev, unsigned long \* pos, char \* buf, int count)
2. {
3. int block = \*pos >> BLOCK\_SIZE\_BITS;
4. int offset = \*pos & (BLOCK\_SIZE-1);
5. int chars;
6. int size;
7. int read = 0;
8. struct buffer\_head \* bh;
9. register char \* p; // local register variable.

65

// When reading a block device file, the total number of blocks required to be read cannot exceed

// the maximum number of blocks allowed on the specified device. Therefore, the total number

// of blocks of the device is first taken out to compare and limit the read data length given // by the function parameter. If no length is specified for the device in the system, the default // length of 0x7fffffff (2GB blocks) is used.

1. if (blk\_size[MAJOR(dev)])
2. size = blk\_size[MAJOR(dev)][MINOR(dev)];
3. else
4. size = 0x7fffffff;

// Then, for the number of bytes to be read in 'count', the following operations are looped

// until the data is completely read. During the loop execution, if the block number of the

// currently read data is greater than or equal to the total number of blocks of the specified

// device, the number of read bytes is returned and exited. Then calculate the number of bytes

// to read in the currently processed data block. If the number of bytes that need to be read

// is less than one block, then just read 'count' bytes. Then invoke the read block function

// breada () to read in the required data block, and pre-read the next two blocks of data. If

// the read operation is in error, the number of bytes read is returned. If no bytes are read, // an error code is returned. Then increment the block number by one to prepare for the next // operation.

1. while (count>0) {
2. if (block >= size)
3. return read?read:-EIO;
4. chars = BLOCK\_SIZE-offset;
5. if (chars > count)
6. chars = count; 76 if (!(bh = breada(dev,block,block+1,block+2,-1)))
7. return read?read:-EIO;
8. block++;

// Next, the pointer p is first pointed to the position in the buffer block of the read disk block where the data is read. If the data of the last loop read operation is less than one block, the required byte needs to be read from the beginning of the block, so the offset must be set to zero beforehand. After that, the offset pointer 'pos' in the file is moved forward by the number of bytes 'chars' to be read, and the number of bytes to be read is accumulated into the statistical value 'read'. Then subtract the count number 'chars' to be read from the count value 'count' that needs to be read. Then we copy the 'chars' bytes from the starting point pointed to by the 'p' in the buffer block to the user buffer, and move the user buffer pointer forward. The buffer block is released after this copy is completed.

1. p = offset + bh->b\_data;
2. offset = 0;
3. \*pos += chars;
4. read += chars; // The total number of bytes read in.
5. count -= chars;
6. while (chars-->0)
7. put\_fs\_byte(\*(p++),buf++);
8. brelse(bh);
9. }
10. return read; // returns the number of bytes read. 89 }

90

## 12.10 file\_dev.c

### 12.10.1 Function

The file\_dev.c file contains two functions, file\_read() and file\_write(). They are also used by the system-call functions read() and write() to read and write ordinary files. Similar to the previous file block\_dev.c, this file is also used to access file data, but the functions in this program are operated by specifying the file path name. The file i-node and file structure are given in the function parameters. Through the information in the i node, the corresponding device number can be obtained, and by the file structure, we can obtain the current read and write pointer position of the file. The function in the previous file block\_dev.c specifies the device number and the read/write location in the file directly in the parameter. It is specifically used to operate on the block device file, such as the /dev/hd0 device file.

### 12.10.2 Code annotation

Program 12-9 linux/fs/file\_dev.c

1 /\*

1. \* linux/fs/file\_dev.c
2. \*
3. \* (C) 1991 Linus Torvalds
4. \*/

6

// <errno.h> Error number header file. Contains various error numbers in the system. // <fcntl.h> File control header file. The definition of the operation control constant symbol // used for the file and its descriptors.

// <linux/sched.h> The scheduler header file defines the task structure task\_struct, the data // of the initial task 0, and some embedded assembly function macro statements about the // descriptor parameter settings and acquisition.

// <linux/kernel.h> Kernel header file. Contains prototype definitions of some of the commonly // used functions of the kernel.

// <asm/segment.h> Segment operation header file. An embedded assembly function is defined for // segment register operations.

1. #include <errno.h>
2. #include <fcntl.h>

9

1. #include <linux/sched.h>
2. #include <linux/kernel.h>
3. #include <asm/segment.h>

13

14 #define MIN(a,b) (((a)<(b))?(a):(b)) // get the minimum value in a, b. 15 #define MAX(a,b) (((a)>(b))?(a):(b)) // get the maximum value in a, b.

16

//// File Read Function - Reads data in the file based on the i-node and file structure.

// From the i-node we can know the device number, and the file structure can know the current

// read-write pointer position in the file. 'Buf' specifies the location of the buffer in user // space, and 'count' is the number of bytes that need to be read. The return value is the number // of bytes actually read, or the error code (less than 0).

17 int file\_read(struct m\_inode \* inode, struct file \* filp, char \* buf, int count) 18 {

1. int left,chars,nr;
2. struct buffer\_head \* bh;

21

// First determine the validity of the parameters. Returns 0 if the byte count to be read is // less than or equal to zero. If the number of bytes to be read is not equal to 0, the following // loop operation is performed until the data is completely read or a problem is encountered.

// During the read loop operation, we use bmap() to get the corresponding logical (disk) block

// number 'nr' of the data block on the device based on the i-node and file table structure

// information. If nr is not 0, the disk block is read from the device. Exit the loop if the

// read operation fails. If nr is 0, it means that the specified data block does not exist, // so the buffer block pointer is set to NULL. (filp->f\_pos)/BLOCK\_SIZE is used to calculate // the data block number where the current pointer of the file is located.

1. if ((left=count)<=0)
2. return 0;
3. while (left) {
4. if (nr = bmap(inode,(filp->f\_pos)/BLOCK\_SIZE)) { // inode.c, line 140.
5. if (!(bh=bread(inode->i\_dev,nr)))
6. break;
7. } else
8. bh = NULL;

// Then we calculate the offset value nr of the file read/write pointer in the data block, then

// the number of bytes we want to read in the data block is (BLOCK\_SIZE - nr). Then compare

// with the number of bytes that need to be read now, 'left', where the small value is the number // of bytes 'chars' to be read for this operation. If '(BLOCK\_SIZE - nr) > left', the block // is the last piece of data to be read, otherwise the next block of data needs to be read.

// Then adjust the read and write file pointers. The pointer advances the number of bytes 'chars' // that will be read this time. The remaining byte count 'left' also needs to be subtracted // by 'chars' bytes.

1. nr = filp->f\_pos % BLOCK\_SIZE;
2. chars = MIN( BLOCK\_SIZE-nr , left );
3. filp->f\_pos += chars;
4. left -= chars;

// If the above data is read from the device, point p to the location in the buffer block where // the data is to be read, and copy the 'chars' bytes into the user buffer 'buf', otherwise // fill in the user buffer with 'chars' bytes of zero.

1. if (bh) {
2. char \* p = nr + bh->b\_data;
3. while (chars-->0)
4. put\_fs\_byte(\*(p++),buf++);
5. brelse(bh);
6. } else {
7. while (chars-->0)
8. put\_fs\_byte(0,buf++);
9. } 43 }

// Finally, the access time of the i-node is modified to the current time, and the number of // bytes read is returned. If the number of read bytes is 0, the error code is returned.

// CURRENT\_TIME is a macro defined on line 142 of include/linux/sched.h and is used to calculate // UNIX time. That is, from 0:00 on January 1, 1970, to the current time. The unit is seconds.

1. inode->i\_atime = CURRENT\_TIME;
2. return (count-left)?(count-left):-ERROR;
3. } 47

//// File Write Function - Writes user data to a file based on the i-node and file structure.

// From the i-node we can know the device number, and from the file structure we can know the

// current read-write pointer position in the file. 'buf' specifies the location of the buffer // in the user space, and 'count' is the number of bytes to be written. The return value is // the number of bytes actually written, or the error code (less than 0).

48 int file\_write(struct m\_inode \* inode, struct file \* filp, char \* buf, int count) 49 {

1. off\_t pos;
2. int block,c;
3. struct buffer\_head \* bh;
4. char \* p;
5. int i=0;

55

1. /\*
2. \* ok, append may not work when many processes are writing at the same time 58 \* but so what. That way leads to madness anyway.
3. \*/

// First determine where the data is written to the file. If you want to append data to the // file, move the file write pointer to the end of the file, otherwise it will be written at // the current read and write pointer of the file.

1. if (filp->f\_flags & O\_APPEND)
2. pos = inode->i\_size;
3. else
4. pos = filp->f\_pos;

// Then, when the number of bytes that have been written 'i' (zero at the beginning) is less

// than the specified number of write bytes 'count', the following operations are performed

// cyclically. In the loop operation, we first get the logical (disk) block number 'block'

// corresponding to the file data block (pos/BLOCK\_SIZE) on the device. If the disk block does

// not exist, create one. If the resulting disk block number equal to 0, the creation failed // and the loop is exited. Otherwise, we read the disk block on the device according to the // disk block number, and exit the loop if an error occurs.

1. while (i<count) {
2. if (!(block = create\_block(inode,pos/BLOCK\_SIZE)))
3. break;
4. if (!(bh=bread(inode->i\_dev,block)))
5. break;

// At this time, the buffer block pointer 'bh' is pointing to the file data block just read.

// Now we can find the offset 'c' of the current read/write pointer of the file in the data

// block, and point the pointer 'p' to the position in the buffer block where the data is started

// to be written, and set the buffer block modified flag. For the current pointer in the block,

// a total of c = (BLOCK\_SIZE - c) bytes can be written from the start of the write position

// to the end of the block. If c is greater than the remaining number of bytes to be written // (count - i), then simply write c = (count - i) bytes this time.

1. c = pos % BLOCK\_SIZE;
2. p = c + bh->b\_data;
3. bh->b\_dirt = 1;
4. c = BLOCK\_SIZE-c;
5. if (c > count-i) c = count-i;

// Before writing the data, we pre-set the position in the file to be written in the next loop // operation. So we move the 'pos' pointer forward by the number of bytes that need to be written.

// If the value of the 'pos' position exceeds the current length of the file at this time, the

// file length field in the i-node is modified, and the i-node modified flag is set. Then, the // number of bytes to be written this time is added to the written byte count 'i' for loop judgment. // Then 'c' bytes are copied from the user buffer 'buf' to the start position pointed to by // 'p' in the cache buffer block. The buffer block is released after copying.

1. pos += c;
2. if (pos > inode->i\_size) {
3. inode->i\_size = pos;
4. inode->i\_dirt = 1;
5. }
6. i += c;
7. while (c-->0)
8. \*(p++) = get\_fs\_byte(buf++);
9. brelse(bh);
10. }

// The loop exits when the data has all been written to the file or if a problem occurs during

// the write operation. At this point we change the file modification time to the current time

// and adjust the file read and write pointer. That is, if the operation does not append data // to the end of the file, the file read/write pointer is adjusted to the current read/write // position 'pos', and the modification time of the file i-node is changed to the current time. // Finally, the number of bytes written is returned. If the number of bytes written is 0, the // error code -1 is returned.

1. inode->i\_mtime = CURRENT\_TIME;
2. if (!(filp->f\_flags & O\_APPEND)) {
3. filp->f\_pos = pos;
4. inode->i\_ctime = CURRENT\_TIME;
5. }
6. return (i?i:-1);
7. }

91

## 12.11 pipe.c

### 12.11.1 Function

Pipeline operations are the most basic way of communicating between processes. The pipe.c program includes the pipe file read and write operation functions read\_pipe() and write\_pipe(), and implements the pipe system-call sys\_pipe(). These two functions are also low-level implementation functions for system-calls read() and write(), and are only used in read\_write.c.

When creating and initializing a pipeline, the program specifically requests a pipeline i-node and allocates a page buffer (4KB) to the pipeline. The i\_size field of the pipe i-node is set to point to the pipe buffer, the pipe data header pointer is stored in the i\_zone[0] field, and the pipe data tail pointer is stored in the i\_zone[1] field. For read pipeline operation, the data is read from the end of the pipeline and the pipe tail pointer is moved forward a number of bytes read; for write to the pipeline operation, the data is written to the pipe header, and the head pointer is moved forward a number of locations (pointing to a null byte), as shown in Figure 12-28.
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Figure 12-28 pipe buffer operation diagram

read\_pipe() is used to read the data in the pipeline. If there is no data in the pipeline, the process of writing the pipeline is awakened, and itself goes to sleep. If the data is read, the pipe head pointer is adjusted accordingly and the data is passed to the user buffer. When all data in the pipeline are taken away, the process waiting for the write pipeline is also woken up, and the number of bytes of read data is returned. When the pipeline write process has exited the pipeline operation, the function exits immediately and returns the number of bytes read.

The write\_pipe() function operates like a read pipeline function.

The system-call sys\_pipe() is used to create an unnamed pipe. It first obtains two entries in the system's file table, and then looks for two unused descriptor entries in the file descriptor table of the current process to save the corresponding file structure pointer. Then apply for an idle i-node in the system and get a buffer block for the pipeline. The corresponding file structure is then initialized, one file structure is set to read-only mode, and the other is set to write-only mode. Finally, the two file descriptors are passed to the user.

In addition, several macros related to pipeline operations (such as PIPE\_HEAD(), PIPE\_TAIL(), etc.) used in the above functions are defined on lines 57--64 of the include/linux/fs.h file.

### 12.11.2 Code annotation

Program 12-10 linux/fs/pipe.c

1. /\*
2. \* linux/fs/pipe.c
3. \*
4. \* (C) 1991 Linus Torvalds
5. \*/ 6

// <signal.h> Signal header file. Define signal symbol constants, signal structures, and signal // manipulation function prototypes.

// <errno.h> Error number header file. Contains various error numbers in the system. // <termios.h> Terminal input and output function header file. It mainly defines the terminal // interface that controls the asynchronous communication port.

// <linux/sched.h> The scheduler header file defines the task structure task\_struct, the data // of the initial task 0, and some embedded assembly function macro statements about the // descriptor parameter settings and acquisition.

// <linux/mm.h> Memory management header file. Contains page size definitions and some page // release function prototypes.

// <asm/segment.h> Segment operation header file. An embedded assembly function is defined for // segment register operations.

// <linux/kernel.h> Kernel header file. Contains prototype definitions of some of the commonly // used functions of the kernel.

1. #include <signal.h>
2. #include <errno.h>
3. #include <termios.h>

10

1. #include <linux/sched.h>
2. #include <linux/mm.h> /\* for get\_free\_page \*/
3. #include <asm/segment.h>
4. #include <linux/kernel.h>

15

//// Pipe read function.

// The parameter 'inode' is the i-node of the pipe, 'buf' is the user data buffer pointer, and // 'count' is the number of bytes read.

1. int read\_pipe(struct m\_inode \* inode, char \* buf, int count)
2. {
3. int chars, size, read = 0;

19

// If the byte count that needs to be read is greater than 0, we loop through the following

// operations. During the loop operation, if there is no data in the current pipe (size=0), // the process waiting for the node is woken up, which is usually a write pipeline process.

// If the pipe writer is no longer there, that is, the i-node reference count value is less

// than 2, the number of read bytes is returned. If there is a non-blocking signal currently

// received, it will immediately return the number of bytes read and exit; if no data has been

// received yet, it will return to restart the system-call number and exit. Otherwise, let the

// process sleep on the pipe to wait for the arrival of information. The macro PIPE\_SIZE is // defined in include/linux/fs.h. For the meaning of "restart system-call", see the

// kernel/signal.c program.

1. while (count>0) {
2. while (!(size=PIPE\_SIZE(\*inode))) { // get data length in the pipe. 22 wake\_up(& PIPE\_WRITE\_WAIT(\*inode));
3. if (inode->i\_count != 2) /\* are there any writers? \*/
4. return read;
5. if (current->signal & ~current->blocked)
6. return read?read:-ERESTARTSYS;
7. interruptible\_sleep\_on(& PIPE\_READ\_WAIT(\*inode));
8. }

// At this point, there is data in the pipeline (buffer), so we get the number of 'chars' in

// the pipe from the tail pointer to the end of the buffer. If it is greater than the number

// of bytes that need to be read, 'count', make it equal to 'count'. If 'chars' is greater than

// the 'size' of the data in the current pipeline, it is equal to 'size'. Then, the number of

// bytes to be read 'count' is subtracted from the number of bytes readable by this time, and // added to the already read number of bytes 'read'.

1. chars = PAGE\_SIZE-PIPE\_TAIL(\*inode);
2. if (chars > count)
3. chars = count;
4. if (chars > size)
5. chars = size;
6. count -= chars;
7. read += chars;

// Then let 'size' point to the pipe tail pointer and adjust the current pipe tail pointer (forward

// 'chars' bytes). Wraps around if the tail pointer exceeds the end of the pipe. The data in // the pipe is then copied into the user buffer. For a pipe i-node, the pipe buffer block pointer // is in the i\_size field.

1. size = PIPE\_TAIL(\*inode);
2. PIPE\_TAIL(\*inode) += chars;
3. PIPE\_TAIL(\*inode) &= (PAGE\_SIZE-1);
4. while (chars-->0)
5. put\_fs\_byte(((char \*)inode->i\_size)[size++],buf++);
6. }

// When the read pipe operation ends, the process waiting for the pipeline is woken up and the // number of bytes read is returned.

1. wake\_up(& PIPE\_WRITE\_WAIT(\*inode));
2. return read;
3. }

45

//// Pipe write function.

// The parameter 'inode' is the i-node of the pipe, 'buf' is the data buffer pointer, and 'count' // is the number of bytes that will be written to the pipe.

1. int write\_pipe(struct m\_inode \* inode, char \* buf, int count)
2. {
3. int chars, size, written = 0;

49

// If the number of bytes to be written 'count' is still greater than 0, then we loop through

// the following operations. During the loop operation, if the current pipe is full (free space

// size = 0), the process waiting for the pipeline is woken up, usually the read pipe process

// is woken up. If there is no pipe reader, that is, the i-node reference count value is less

// than 2, the SIGPIPE signal is sent to the current process, and the number of bytes written

// is returned. If 0 bytes are written, -1 is returned. Otherwise, let the current process sleep // on the pipe, waiting for the pipe process to read the data, thus making the pipe free the // space. Macros PIPE\_SIZE(), PIPE\_HEAD(), etc. are defined in the file include/linux/fs.h.

1. while (count>0) {
2. while (!(size=(PAGE\_SIZE-1)-PIPE\_SIZE(\*inode))) {
3. wake\_up(& PIPE\_READ\_WAIT(\*inode));
4. if (inode->i\_count != 2) { /\* no readers \*/
5. current->signal |= (1<<(SIGPIPE-1));
6. return written?written:-1;
7. }
8. sleep\_on(& PIPE\_WRITE\_WAIT(\*inode));
9. }

// The program executes here, indicating that there is a writable space 'size' in the pipeline

// buffer. So we take the number of bytes 'chars' from the pipe head pointer to the end of the

// buffer. The write pipe operation begins from the pipe head pointer. If 'chars' is greater

// than the number of bytes that need to be written, 'count', make it equal to 'count'. If 'chars'

// is greater than the free space 'size' in the current pipeline, it is equal to 'size'. Then

// we let the number of bytes to be written 'count' minus the number of bytes written to this // time 'chars', and add the number of bytes written this time to 'written'.

1. chars = PAGE\_SIZE-PIPE\_HEAD(\*inode);
2. if (chars > count)
3. chars = count;
4. if (chars > size)
5. chars = size;
6. count -= chars;
7. written += chars;

// Then let 'size' point to the pipe head pointer and adjust the current pipe data head pointer

// (forward chars bytes). Wraps around if the head pointer exceeds the end of the pipe. Then // copy the 'chars' bytes from the user buffer to the beginning of the pipe head pointer. For // a pipe i-node, the pipe buffer block pointer is in the i\_size field.

1. size = PIPE\_HEAD(\*inode);
2. PIPE\_HEAD(\*inode) += chars;
3. PIPE\_HEAD(\*inode) &= (PAGE\_SIZE-1);
4. while (chars-->0)
5. ((char \*)inode->i\_size)[size++]=get\_fs\_byte(buf++);
6. }

// When the write pipe operation ends, the process waiting for the pipe is woken up, and the // number of bytes written is returned.

1. wake\_up(& PIPE\_READ\_WAIT(\*inode));
2. return written;
3. }

75

//// Create pipe system-call.

// Create a pair of file handles (descriptors) in the fildes array. This pair of file handles // point to a pipe i-node. Parameters: filedes - an array of file handles. Fildes[0] is used // to read pipe data, and fildes[1] writes data to pipe. Returns 0 on success and -1 on error.

1. int sys\_pipe(unsigned long \* fildes)
2. {
3. struct m\_inode \* inode;
4. struct file \* f[2]; // array of file structures.
5. int fd[2]; // array of file handles.
6. int i,j; 82

// First, take two free items from the system file table (items with a reference count field // of 0), and set the reference count to 1. If there is only one free entry, the item is released // (reset reference count). Returns -1 if no two free items are found.

1. j=0;
2. for(i=0;j<2 && i<NR\_FILE;i++)
3. if (!file\_table[i].f\_count)
4. (f[j++]=i+file\_table)->f\_count++;
5. if (j==1)
6. f[0]->f\_count=0;
7. if (j<2)
8. return -1;

// For each of the two file table structure items obtained, a file handle number is assigned,

// and two items of the process file structure array are respectively pointed to the two file

// structures, and the file handle is the index number of the array. Similarly, if there is

// only one free file handle, the handle is released. If no two free handles are found, the // two file structure items obtained above are released and -1 is returned.

1. j=0;
2. for(i=0;j<2 && i<NR\_OPEN;i++)
3. if (!current->filp[i]) {
4. current->filp[ fd[j]=i ] = f[j];
5. j++;
6. }
7. if (j==1)
8. current->filp[fd[0]]=NULL;
9. if (j<2) {
10. f[0]->f\_count=f[1]->f\_count=0;
11. return -1;
12. }

// Then use the function get\_pipe\_inode() to request an i-node used by the pipe and allocate

// a page of memory as a buffer for the pipe. If unsuccessful, the two file handles and file // structure items are released accordingly, and -1 is returned.

1. if (!(inode=get\_pipe\_inode())) { // fs/inode.c, line 231.
2. current->filp[fd[0]] =
3. current->filp[fd[1]] = NULL;
4. f[0]->f\_count = f[1]->f\_count = 0;
5. return -1;
6. }

// If the pipe i-node application is successful, the two file structures are initialized so // that they both point to the same pipe i-node and set the read and write pointers to zero.

// The file mode of the first file structure is set to read, and the file mode of the second // file structure is set to write. Finally, the file handle array is copied to the user space // array. If it succeeds, it returns 0 and exits.

1. f[0]->f\_inode = f[1]->f\_inode = inode;
2. f[0]->f\_pos = f[1]->f\_pos = 0;
3. f[0]->f\_mode = 1; /\* read \*/
4. f[1]->f\_mode = 2; /\* write \*/
5. put\_fs\_long(fd[0],0+fildes);
6. put\_fs\_long(fd[1],1+fildes);
7. return 0;
8. }

117

//// Pipe io control function.

// Parameters: pino - pipe i node pointer; cmd - control command; arg - arguments.

// The function returns 0 for success, otherwise it returns an error code.

1. int pipe\_ioctl(struct m\_inode \*pino, int cmd, int arg)
2. {

// If the command is to get the current readable data length in the pipeline, put the pipe data // length value into the location specified by the user argument and return 0. Otherwise an // invalid command error code is returned.

1. switch (cmd) {
2. case FIONREAD:
3. verify\_area((void \*) arg,4);
4. put\_fs\_long(PIPE\_SIZE(\*pino),(unsigned long \*) arg); 124 return 0;
5. default:
6. return -EINVAL;
7. }
8. }

129

## 12.12 char\_dev.c

### 12.12.1 Function

The char\_dev.c program includes access functions for character device files, mainly rw\_ttyx(), rw\_tty(), rw\_memory(), and rw\_char(). There is also a device read/write function pointer table whose item number represents the major device number.

rw\_ttyx() is a serial terminal device read/write function whose main device number is 4. It implements read and write operations on the serial terminal by calling the tty driver.

rw\_tty() is the console terminal read/write function, and the major device number is 5. The implementation principle is the same as rw\_ttyx(), but it is limited to whether the process can perform console operations.

rw\_memory() is a memory device file read/write function, and the major device number is 1. It implements byte operations on the memory image, but the Linux 0.12 kernel has not implemented the operation of the minor device number 0, 1, and 2, until the 0.96 version begins to implement the read and write operations of the minor device numbers 1 and 2.

rw\_char() is an interface function for character device read and write operations. The other character device performs the operation of the corresponding character device on the character device read/write function pointer table through this function. The file system's operation functions open(), read(), etc. operate on all character device files.

### 12.12.2 Code annotation

Program 12-11 linux/fs/char\_dev.c

1 /\*

1. \* linux/fs/char\_dev.c
2. \*
3. \* (C) 1991 Linus Torvalds
4. \*/

6

// <errno.h> Error number header file. Contains various error numbers in the system.

// <sys/types.h> Type header file. The basic system data types are defined.

// <linux/sched.h> The scheduler header file defines the task structure task\_struct, the data // of the initial task 0, and some embedded assembly function macro statements about the // descriptor parameter settings and acquisition.

// <linux/kernel.h> Kernel header file. Contains prototype definitions of some of the commonly // used functions of the kernel.

// <asm/segment.h> Segment operation header file. An embedded assembly function is defined for // segment register operations.

// <asm/io.h> io header file. Defines the function that operates on the io port in the form of // a macro's embedded assembly language.

1. #include <errno.h>
2. #include <sys/types.h>

9

1. #include <linux/sched.h>
2. #include <linux/kernel.h>

12

1. #include <asm/segment.h>
2. #include <asm/io.h>

15

1. extern int tty\_read(unsigned minor,char \* buf,int count); // terminal read.
2. extern int tty\_write(unsigned minor,char \* buf,int count); // terminal write.

18

// Defines the character device read/write function pointer type.

19 typedef (\*crw\_ptr)(int rw,unsigned minor,char \* buf,int count,off\_t \* pos); 20

//// Serial terminal read/write operation function.

// Parameters: rw - read/write command; minor - terminal subdevice number; buf - buffer; // cout - number of read/write bytes; pos - read/write operation current pointer, this pointer // is useless for terminal operations.

// Returns: the number of bytes actually read or written. If it fails, it returns an error code.

21 static int rw\_ttyx(int rw,unsigned minor,char \* buf,int count,off\_t \* pos) 22 {

1. return ((rw==READ)?tty\_read(minor,buf,count):
2. tty\_write(minor,buf,count));
3. }

26

//// Terminal read/write operation functions.

// Same as rw\_ttyx(), but it add detection of whether the process has a control terminal.

27 static int rw\_tty(int rw,unsigned minor,char \* buf,int count, off\_t \* pos) 28 {

// If the process does not have a corresponding control terminal, an error code is returned. // Otherwise, the terminal invokes the read/write function rw\_ttyx() and returns the actual // number of read or write bytes. 29 if (current->tty<0)

1. return -EPERM;
2. return rw\_ttyx(rw,current->tty,buf,count,pos);
3. }

33

//// Read/write memory data. Not implemented.

1. static int rw\_ram(int rw,char \* buf, int count, off\_t \*pos)
2. {
3. return -EIO;
4. }

38

//// Physical memory data read/write function. Not implemented.

39 static int rw\_mem(int rw,char \* buf, int count, off\_t \* pos) 40 {

1. return -EIO;
2. }

43

//// Kernel virtual memory data read/write function. Not implemented.

1. static int rw\_kmem(int rw,char \* buf, int count, off\_t \* pos)
2. {
3. return -EIO;
4. }

48

// Port read/write operation function.

// Parameters: rw - read or write commands; buf - buffer; cout - number of read/write bytes; // pos - port address. Returns: the number of bytes actually read or written.

1. static int rw\_port(int rw,char \* buf, int count, off\_t \* pos)
2. {
3. int i=\*pos; 52

// For the number of bytes required to be read or written, and the port address is less than

// 64k, a single byte read or write operation is performed cyclically. If the command is read, // one byte of content is read from port i and placed in the user buffer. If the command is // written, one byte is taken from the user data buffer and output to port i.

1. while (count-->0 && i<65536) {
2. if (rw==READ)
3. put\_fs\_byte(inb(i),buf++);
4. else
5. outb(get\_fs\_byte(buf++),i);
6. i++; // increase port address. [??] 59 }

// Then count the number of bytes read/written, adjust the corresponding read and write pointers, // and return the number of bytes read/written.

1. i -= \*pos;
2. \*pos += i;
3. return i;
4. } 64

//// Memory read/write operation functions. The memory master number is 1. Only the processing // of the 0-5 subdevices is implemented here.

65 static int rw\_memory(int rw, unsigned minor, char \* buf, int count, off\_t \* pos) 66 {

// According to the memory subdevice number, different memory read/write functions are called.

1. switch(minor) {
2. case 0: // device file name is /dev/ram0 or /dev/ramdisk.
3. return rw\_ram(rw,buf,count,pos);
4. case 1: // device file name is /dev/ram1 or /dev/mem or ram.
5. return rw\_mem(rw,buf,count,pos);
6. case 2: // device file name is /dev/ram2 or /dev/kmem.
7. return rw\_kmem(rw,buf,count,pos);
8. case 3: // device file name is /dev/null. 75 return (rw==READ)?0:count; /\* rw\_null \*/

76 case 4: // device file name is /dev/port 77 return rw\_port(rw,buf,count,pos);

1. default:
2. return -EIO;
3. }
4. }

82

// Define the number of devices in the system.

83 #define NRDEVS ((sizeof (crw\_table))/(sizeof (crw\_ptr)))

84

// Character device read/write function pointer table.

1. static crw\_ptr crw\_table[]={
2. NULL, /\* nodev \*/ 87 rw\_memory, /\* /dev/mem etc \*/
3. NULL, /\* /dev/fd \*/
4. NULL, /\* /dev/hd \*/
5. rw\_ttyx, /\* /dev/ttyx \*/
6. rw\_tty, /\* /dev/tty \*/ 92 NULL, /\* /dev/lp \*/ 93 NULL}; /\* unnamed pipes \*/

94

//// Character device read/write functions.

// Parameters: rw - read or write commands; dev - device number; buf - buffer; count - number // of read or write bytes; pos - read or write pointer.

// Returns: the actual number of read/write bytes.

1. int rw\_char(int rw,int dev, char \* buf, int count, off\_t \* pos)
2. {
3. crw\_ptr call\_addr;

98

// If the device number exceeds the number of system devices, an error code is returned. If // the device does not have a corresponding read/write function, an error code is also returned. // Otherwise, the read/write operation function of the corresponding device is called, and the // actual number of bytes read/written is returned.

1. if (MAJOR(dev)>=NRDEVS)
2. return -ENODEV;
3. if (!(call\_addr=crw\_table[MAJOR(dev)]))
4. return -ENODEV;
5. return call\_addr(rw,MINOR(dev),buf,count,pos);
6. }

105

## 12.13 read\_write.c

### 12.13.1 Function

The read\_write.c program implements the file operating system-calls read(), write(), and lseek(). Read() and write() will call the corresponding read or write functions implemented in the previous 4 files according to different file types. Therefore, this program is the upper interface implementation of the functions in the previous four files. lseek () is used to set the file read/write pointer.

The read() system-call first determines the validity of the given parameter, and then checks the type of the file based on the i-node information of the file. If it is a pipe, call the read function in the program pipe.c; if it is a character device file, call the rw\_char() character read function in char\_dev.c; if it is a block device file, execute the block device read operation in the block\_dev.c and return the number of bytes read; if it is a directory file or a normal formal file, call the file read function file\_read() in file\_dev.c. The implementation of the write() system-call is similar to read().

The lseek() system-call modifies the current read/write pointers in the file structure corresponding to the file handle. For files and pipe files where the read/write pointers cannot be moved, an error code will be given and returned immediately.

### 12.13.2 Code annotation

Program 12-12 linux/fs/read\_write.c

1. /\*
2. \* linux/fs/read\_write.c
3. \*
4. \* (C) 1991 Linus Torvalds
5. \*/ 6

// <sys/stat.h> File status header file. Contains file or file system state structures stat{} // and constants.

// <errno.h> Error number header file. Contains various error numbers in the system.

// <sys/types.h> Type header file. The basic system data types are defined.

// <linux/kernel.h> Kernel header file. Contains prototype definitions of some of the commonly // used functions of the kernel.

// <linux/sched.h> The scheduler header file defines the task structure task\_struct, the data // of the initial task 0, and some embedded assembly function macro statements about the // descriptor parameter settings and acquisition.

// <asm/segment.h> Segment operation header file. An embedded assembly function is defined for // segment register operations.

1. #include <sys/stat.h>
2. #include <errno.h>
3. #include <sys/types.h>

10

1. #include <linux/kernel.h>
2. #include <linux/sched.h>
3. #include <asm/segment.h>

14

// Character device read/write functions. fs/char\_dev.c, line 95.

1. extern int rw\_char(int rw,int dev, char \* buf, int count, off\_t \* pos);

// Read pipe operation function. fs/pipe.c, line 16.

1. extern int read\_pipe(struct m\_inode \* inode, char \* buf, int count);

// Write pipe operation function. fs/pipe.c, line 46.

1. extern int write\_pipe(struct m\_inode \* inode, char \* buf, int count);

// Block device read operation function. fs/block\_dev.c, line 56.

1. extern int block\_read(int dev, off\_t \* pos, char \* buf, int count);

// Block device write operation function. fs/block\_dev.c, line 16.

1. extern int block\_write(int dev, off\_t \* pos, char \* buf, int count);

// Read file manipulation function. fs/file\_dev.c, line 17.

1. extern int file\_read(struct m\_inode \* inode, struct file \* filp,
2. char \* buf, int count);

// Write a file manipulation function. fs/file\_dev.c, line 48.

1. extern int file\_write(struct m\_inode \* inode, struct file \* filp,
2. char \* buf, int count);

24

//// Relocate file read/write pointer system-call.

// The parameter fd is the file handle, offset is the new file read or write pointer offset,

// and origin is the starting position of the offset. There are three options: SEEK\_SET (0, // from the beginning of the file), SEEK\_CUR (1, from the current read/ write location), SEEK\_END // (2, from the end of the file).

1. int sys\_lseek(unsigned int fd,off\_t offset, int origin)
2. {
3. struct file \* file;
4. int tmp; 29

// First determine the validity of the parameters provided by the function. If the file handle

// value is greater than the maximum number of files opened by the program NR\_OPEN(20), or the

// file structure pointer of the handle is empty, or the i-node field of the corresponding file

// structure is empty, or the specified device file pointer is not positionable, an error code

// is returned and quit. If the i-node corresponding to the file is a pipe node, an error code // is returned to exit. Because the pipe head and tail pointers are not free to move!

1. if (fd >= NR\_OPEN || !(file=current->filp[fd]) || !(file->f\_inode)
2. || !IS\_SEEKABLE(MAJOR(file->f\_inode->i\_dev)))
3. return -EBADF;
4. if (file->f\_inode->i\_pipe)
5. return -ESPIPE;

// Then relocate the file read/write pointer according to the set positioning flag.

// Origin = SEEK\_SET, which means that the file read and write pointer is required to be set // as the origin at the beginning of the file. If the offset value is less than zero, an error // code is returned, otherwise we set the file read/write pointer equal to offset. 35 switch (origin) {

1. case 0:
2. if (offset<0) return -EINVAL;
3. file->f\_pos=offset;
4. break;

// Origin = SEEK\_CUR, which means that the read/write pointer is required to be relocated as

// the origin of the file's current read/write pointer. If the current pointer of the file plus // the offset value is less than 0, an error code is returned. Otherwise, an offset value is // added to the current read/write pointer.

1. case 1:
2. if (file->f\_pos+offset<0) return -EINVAL;
3. file->f\_pos += offset;
4. break;

// Origin = SEEK\_END, which means that the read/write pointers are required to be relocated

// from the end of the file. At this time, if the file size plus the offset value is less than // zero, the error code is returned. Otherwise relocate the read/write pointer to the file length // plus the offset value.

1. case 2:
2. if ((tmp=file->f\_inode->i\_size+offset) < 0)
3. return -EINVAL;
4. file->f\_pos = tmp;
5. break;

// If the origin setting is invalid, an error code is returned. Finally, the file read/write // pointer value after relocation is returned.

1. default:
2. return -EINVAL;
3. }
4. return file->f\_pos;
5. }

54

//// Read file system-call.

// The parameter 'fd' is the file handle, 'buf' is the user buffer, and 'count' is the number // of bytes to read.

1. int sys\_read(unsigned int fd,char \* buf,int count)
2. {
3. struct file \* file;
4. struct m\_inode \* inode;

59

// The function first determines the validity of the parameter. If the file handle value is

// greater than the program maximum open file number NR\_OPEN, or the byte count value to be // read is less than 0, or the file structure pointer of the handle is null, an error code is // returned and exits. If the number of bytes to be read is equal to 0, then 0 is returned.

1. if (fd>=NR\_OPEN || count<0 || !(file=current->filp[fd]))
2. return -EINVAL;
3. if (!count)
4. return 0;

// Next verify the buffer memory limit used to hold the data. Then take the i-node of the file

// and call the corresponding read operation function according to the attribute (mode) of the

// i-node. If it is a pipe file, and it is in the read pipe mode, the read pipe operation is

// executed. If it succeeds, the number of bytes read is returned. Otherwise, the error code

// is returned. If it is a character file, we perform a read character device operation and // return the number of characters read. If it is a block device file, a block device read

// operation is performed and the number of bytes read is returned.

1. verify\_area(buf,count);
2. inode = file->f\_inode;
3. if (inode->i\_pipe)
4. return (file->f\_mode&1)?read\_pipe(inode,buf,count):-EIO;
5. if (S\_ISCHR(inode->i\_mode))
6. return rw\_char(READ,inode->i\_zone[0],buf,count,&file->f\_pos);
7. if (S\_ISBLK(inode->i\_mode))
8. return block\_read(inode->i\_zone[0],&file->f\_pos,buf,count);

// If it is a directory file or a regular file, first verify the validity of the read byte 'count'

// and adjust it: if the number of read bytes plus the file current read/write pointer value

// is greater than the file size, set the number of read bytes to be the the file size subtracts // the current read/write pointer value; if the read number is equal to 0, 0 is returned. Then // perform the file read operation, return the number of bytes read and exit.

1. if (S\_ISDIR(inode->i\_mode) || S\_ISREG(inode->i\_mode)) {
2. if (count+file->f\_pos > inode->i\_size)
3. count = inode->i\_size - file->f\_pos;
4. if (count<=0)
5. return 0;
6. return file\_read(inode,file,buf,count);
7. }

// If executed here, it means that we can't judge the attributes of the file. Then print the // node file mode and return an error code.

1. printk("(Read)inode->i\_mode=%06o\n\r",inode->i\_mode);
2. return -EINVAL;
3. }

82

//// Write file system-call.

// The parameter 'fd' is the file handle, 'buf' is the user buffer, and 'count' is the number // of bytes to be written.

1. int sys\_write(unsigned int fd,char \* buf,int count)
2. {
3. struct file \* file;
4. struct m\_inode \* inode;

87

// Similarly, we first check the validity of the function parameters. If the file handle value

// is greater than the program maximum open file number NR\_OPEN, or the byte count value to // be read is less than 0, or the file structure pointer of the handle is null, an error code // is returned and exits. If the number of bytes to be read is equal to 0, then 0 is returned.

1. if (fd>=NR\_OPEN || count <0 || !(file=current->filp[fd]))
2. return -EINVAL;
3. if (!count)
4. return 0;

// Then we get the i-node of the file, which is used to call the corresponding write operation

// function according to the mode of the i-node. If it is a pipe file and is in the write pipe

// mode, the write pipe operation is executed. If it succeeds, the number of bytes written is

// returned, otherwise the error code is returned; If it is a character device file, write a

// character device operation and return the number of characters written; If it is a block

// device file, a block device write operation is performed and the number of bytes written

// is returned; If it is a regular file, it performs a file write operation and returns the // number of bytes written, and exits.

1. inode=file->f\_inode;
2. if (inode->i\_pipe)
3. return (file->f\_mode&2)?write\_pipe(inode,buf,count):-EIO;
4. if (S\_ISCHR(inode->i\_mode))
5. return rw\_char(WRITE,inode->i\_zone[0],buf,count,&file->f\_pos);
6. if (S\_ISBLK(inode->i\_mode))
7. return block\_write(inode->i\_zone[0],&file->f\_pos,buf,count);
8. if (S\_ISREG(inode->i\_mode))
9. return file\_write(inode,file,buf,count);

// If executed here, it means that we can't judge the attributes of the file. Then print the // i-node file attribute and return an error code to exit.

1. printk("(Write)inode->i\_mode=%06o\n\r",inode->i\_mode);
2. return -EINVAL;
3. }

104

### 12.13.3 User Program Read/Write Operation

After reading the above program, we should be able to understand how a read/write operation in a user program is performed. Below we take the read function as an example to illustrate how a read file function call in the user program is executed and completed.

Usually, applications do not directly invoke Linux system-calls, but instead call subroutines in a function library (such as libc.a). But if you want to improve some efficiency, you can of course call it directly. For a basic library, you usually need to provide a collection of the following basic functions or subroutines:

1. System call interface functions;
2. Memory allocation management functions;
3. Set of signal processing functions;
4. String processing functions;
5. Standard input/output functions;
6. Other function sets, such as bsd functions, encryption and decryption functions, arithmetic operations functions, terminal operation functions, and network socket function sets.

In these function sets, the system-call is the underlying interface function of the operating system. Many functions that involve system calls will invoke system functions with standard names in the system-call interface function set instead of directly using the Linux system-call interface. This can greatly make a function library independent of the operating system it is in, making the function library highly portable and allowing the user program to have higher system independence. For a new library source code, simply replace the part of the system-call (system interface part) with the one of the new operating system, you can basically complete the porting of the function library.

Subroutines in the library can be thought of as an intermediate layer between the application and the kernel system. Their main role is to provide "wrapper functions" for application executing system-calls, in addition to providing functional functions such as computational functions that are not part of the kernel. In this way, the calling interface can be simplified, the interface is more simple and easy to remember, and some parameter verification and error processing can be performed in these wrapping functions, thereby making the program more reliable and stable.

For Linux systems, all input and output operations are done by reading and writing files. Because all peripherals are presented as files in the system, all access between the program and the peripherals can be handled using a uniform file handle. Under normal circumstances, before we can read or write a file, we need to first use the open file operation to notify the operating system of the action to be started. If you want to perform a write operation on a file, you may first need to create this file or delete the previous content in the file. The operating system also needs to check if you have permission to perform these operations. If everything is ok, the open operation will return a file descriptor to the program. The file descriptor will replace the file name to determine the file being accessed. It works just like the file handle in MS-DOS. At this point, all information about an open file is maintained by the system, and the user program only needs to use the file descriptor to access the file.

File read and write operations use read and write system-calls, respectively, and user programs typically execute these two system-calls by accessing the read and write functions in the library. The definition of these two functions are as follows:

int read(int fd, char \*buf, int n); int write(int fd, char \*buf, int n);

The first parameter of these two functions is the file descriptor; the second parameter is a character buffer array for storing data that is read or written; the third parameter is the number of data bytes that need to be read or written. The function return value is the byte count transmitted at the time of one call. For read file operations, the returned value may be smaller than the data you want to read. If the return value is 0, it means that it has reached the end of the file; if it returns -1, it means that the read operation encountered an error. For write operations, the value returned is the number of bytes actually written. If the value is not equal to the value specified by the third argument, this indicates that the write operation encountered an error. For a read function, its implementation in the library is as follows:

#define \_\_LIBRARY\_\_

#include <unistd.h>

\_syscall3(int,read,int,fd,char \*,buf,off\_t,count)

Where \_syscall3() is a macro defined at line 189 of the include/unistd.h header file. If the macro is expanded with the specific parameters above, we can get the following code:

int read(int fd, char \*buf, off\_t count)

{

long \_\_res; \_\_asm\_\_ volatile (

"int $0x80"

: "=a" (\_\_res)

: "" (\_\_NR\_read), "b" ((long)(fd)), "c" ((long)(buf)), "d" ((long)(count))); if (\_\_res>=0) return int \_\_res; errno=-\_\_res;

return -1;

}

It can be seen that this expanded macro is a concrete implementation of a read operation function, from which the program enters the system kernel for execution. It uses the embedded assembly statement to execute the Linux system-call interrupt 0x80 with the function number \_\_NR\_read(3). This interrupt call returns the actual number of bytes read in the eax(\_\_res) register. If the returned value is less than 0, it means that the read operation error occurs, so the error number is inverted and stored in the global variable errno, and the value of -1 is returned to the calling program.

In the Linux kernel, read operations are implemented in the file system's read\_write.c file. When the above system-call interrupt is executed, the sys\_read() function starting from line 55 in the read\_write.c file is called. The prototype of the sys\_read() function is defined as follows:

int sys\_read(unsigned int fd, char \*buf, int count)

This function first determines the validity of the parameter. If the file descriptor value is greater than the maximum number (20) of files opened by the system at the same time, or the size to be read is less than 0, or the file has not been opened yet (the file structure pointer indexed by the file descriptor is null), returns a negative error code. The kernel then verifies that the buffer size that will hold the read data is appropriate. During the verification process, the kernel program verifies the size of the buffer buf according to the specified number of read bytes. If the buf is too small, the system will expand it. Therefore, if the memory buffer opened by the user program is too small, it is possible to destroy the latter data.

Then the kernel code obtains the i-node of the file from the internal file table corresponding to the file descriptor, and classifies and judges the file according to the flag information in the node, calls the following type of read operation function, and returns the actual read number of bytes.

* If the file is a pipe file, call the read pipe function read\_pipe() (implemented in fs/pipe.c).
* If it is a character device file, the read character device function rw\_char() is called (implemented in fs/char\_dev.c). The function then calls the character device driver or operates on the memory character device based on the specific character device subtype.
* If it is a block device file, the block device read function block\_read() is called (implemented in

fs/block\_dev.c). This function calls the read block function bread() in the buffer cache manager fs/buffer.c, and finally calls the ll\_rw\_block() function in the block device driver to perform the actual block device read operation.

* If the file is a normal regular file, the regular file read function file\_read() (implemented in fs/file\_read.c) is called to perform the read data operation. This function is similar to the operation of the read block device. Finally, it also calls the underlying driver access function ll\_rw\_block() of the block device where the file system is located, but file\_read() also needs to maintain information about the internal file table structure, such as moving current pointers of the file.

When the system-call of the read operation returns, the read() function in the library can determine whether the operation is correct according to the return value of the system-call. If the returned value is less than 0, it means that the read error occurs, so the error number is inverted and stored in the global variable errno, and the value of -1 is returned to the application. See Figure 12-29 for the entire process from the execution of the read() function by the user to the actual operation in the kernel.
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## 12.14 open.c

From the beginning of this section, all the procedures described are part of the high-level operations and management part of the file system, which is the fourth part of the procedure in this chapter. This section includes five programs, open.c, exec.c, stat.c, fcntl.c, and ioctl.c.

The open.c program mainly includes file access operating system-calls; The open.c program mainly includes file access operating system calls; exec.c mainly contains program loading and execution functions execve(); stat.c program is used to obtain status information of a file; fcntl.c program implements file access control management; ioctl.c program is used to control access to the device.

### 12.14.1 Function

The open.c program implements many system calls related to file operations, including file creation, opening and closing, file host and attribute modification, file access permission modification, file operation time modification, and system file system root change.

### 12.14.2 Code annotation

Program 12-13 linux/fs/open.c

1. /\*
2. \* linux/fs/open.c
3. \*
4. \* (C) 1991 Linus Torvalds
5. \*/

6

// <string.h> String header file. Defines some embedded functions about string operations.

// <errno.h> Error number header file. Contains various error numbers in the system. // <fcntl.h> File control header file. The definition of the operation control constant symbol // used for the file and its descriptors.

// <sys/types.h> Type header file. The basic system data types are defined.

// <utime.h> User time header file. The access and modification time structures and the utime() // prototype are defined.

// <sys/stat.h> File status header file. Contains file or file system state structures stat{} // and constants.

// <linux/sched.h> The scheduler header file defines the task structure task\_struct, the data // of the initial task 0, and some embedded assembly function macro statements about the // descriptor parameter settings and acquisition.

// <linux/tty.h> The tty header file defines parameters and constants for tty\_io, serial // communication.

// <linux/kernel.h> Kernel header file. Contains prototype definitions of some of the commonly // used functions of the kernel.

// <asm/segment.h> Segment operation header file. An embedded assembly function is defined for // segment register operations.

1. #include <string.h>
2. #include <errno.h>
3. #include <fcntl.h>
4. #include <sys/types.h>
5. #include <utime.h>
6. #include <sys/stat.h>

13

1. #include <linux/sched.h>
2. #include <linux/tty.h>
3. #include <linux/kernel.h>

17

18 #include <asm/segment.h>

19

//// Get file system status information.

// The parameter dev is the device number containing the installed file system; ubuf is a ustat

// structure buffer pointer used to store the file system information returned. This system-call

// is used to return statistical status information for a mounted file system. Returns 0 on

// success, and the total number of free blocks and idle i nodes of the file system are added // to the ustate structure pointed to by ubuf. The ustat structure is defined in

// include/sys/types.h.

1. int sys\_ustat(int dev, struct ustat \* ubuf)
2. {
3. return -ENOSYS; // Return error code, not been implemented yet. 23 }

24

//// Set file access and modification time.

// The parameter filename is the file name, and the times is the access and modification time

// that needs to be set. If the times pointer is not NULL, the time information in the utimbuf

// structure is used to set the access and modification time of the file; if the times pointer // is NULL, the current time of the system is taken to set the access and modification time // domain of the specified file.

1. int sys\_utime(char \* filename, struct utimbuf \* times)
2. {
3. struct m\_inode \* inode;
4. long actime,modtime;

29

// The file's time is saved in its i-node, so we first get the corresponding i-node based on

// the file name. If the supplied access and modification time structure pointer times are not // NULL, the time value set by the user is read from the structure. Otherwise, the current time // of the system is used to set the access and modification time of the file.

1. if (!(inode=namei(filename)))
2. return -ENOENT;
3. if (times) {
4. actime = get\_fs\_long((unsigned long \*) &times->actime);
5. modtime = get\_fs\_long((unsigned long \*) &times->modtime);
6. } else
7. actime = modtime = CURRENT\_TIME;

// Then modify the access time field and the modification time field in the i-node, set the // i-node modified flag, put back the i-node, and return 0.

1. inode->i\_atime = actime;
2. inode->i\_mtime = modtime;
3. inode->i\_dirt = 1;
4. iput(inode);
5. return 0;
6. }

43

1. /\*
2. \* XXX should we use the real or effective uid? BSD uses the real uid, 46 \* so as to make this call useful to setuid programs.
3. \*/

//// Check the access rights of the file.

// The parameter mode is the checked access attribute. It consists of three valid bits: R\_OK

// (value 4), W\_OK(2), X\_OK(1), and F\_OK(0), which indicate that the file being checked is // readable, writable, executable, or file exists. Returns 0 if access is allowed, otherwise // returns an error code.

1. int sys\_access(const char \* filename,int mode)
2. {
3. struct m\_inode \* inode;
4. int res, i\_mode; 52

// The access permission of the file is also stored in the i-node of the file, so we must first

// obtain the i-node corresponding to the file name. The detected access attribute mode consists // of the lower 3 bits, so "AND" octal 07 is required to clear all high bits. If the i-node // corresponding to the file name does not exist, an error code with no permission is returned. // If the i-node exists, the file attribute code, and the i-node is put back. In addition, the // statement "iput(inode);" on line 57 is preferably placed after line 61.

1. mode &= 0007;
2. if (!(inode=namei(filename)))
3. return -EACCES; // error code: No access rights.
4. i\_mode = res = inode->i\_mode & 0777;
5. iput(inode);

// If the current process user is the owner of the file, the file owner attribute is taken;

// otherwise, if the current process user belongs to the same group as the file owner, the file // group attribute is taken; otherwise, the lowest 3 bits of the res is 'Others' access rights // of the file.

1. if (current->uid == inode->i\_uid)
2. res >>= 6;
3. else if (current->gid == inode->i\_gid)
4. res >>= 6; // Here should be "res >>= 3;" [??]

// At this time, the lowest 3 bits of res are the access attribute bits selected according to // the relationship between the current process and the file. Now let's check these 3 bits. // If the file has the attribute bit mode queried by the parameter, the access is granted and // returns 0.

1. if ((res & 0007 & mode) == mode)
2. return 0;
3. /\*
4. \* XXX we are doing this test last because we really should be
5. \* swapping the effective with the real user id (temporarily), 67 \* and then calling suser() routine. If we do call the 68 \* suser() routine, it needs to be called last.
6. \*/

// If the current user ID is 0 (super user) and the mask execution bit is 0 or the file can // be executed and searched by anyone, it returns 0, otherwise it returns an error code.

1. if ((!current->uid) &&
2. (!(mode & 1) || (i\_mode & 0111)))
3. return 0;
4. return -EACCES; // error code: No access rights. 74 }

75

//// Change the current working directory.

// The parameter filename is the directory name.

// Returns 0 if the operation is successful, otherwise it returns an error code.

1. int sys\_chdir(const char \* filename)
2. {
3. struct m\_inode \* inode;

79

// Changing the current working directory requires that the current working directory field

// of the process task structure be pointed to the i-node of the given directory name. So we // first take the i-node of the given name. If the i-node is not a directory i-node, the i-node // is put back and an error code is returned.

1. if (!(inode = namei(filename)))
2. return -ENOENT; // error code: file or directory does not exist.
3. if (!S\_ISDIR(inode->i\_mode)) {
4. iput(inode);
5. return -ENOTDIR; // error code: not a directory name.
6. }

// Then release the i-node of the original working directory of the process and point it to // the newly set working directory i-node and return 0.

1. iput(current->pwd);
2. current->pwd = inode;
3. return (0);
4. }

90

//// Change the root directory.

// Set the specified directory name to be the root directory '/' of the current process.

// Returns 0 if the operation is successful, otherwise returns an error code.

1. int sys\_chroot(const char \* filename)
2. {
3. struct m\_inode \* inode;

94

// This system-call is used to change the root field in the current process task structure to

// point to the i-node of the given directory name. If the i-node of the given name does not // exist, an error code is returned. If the i-node is not a directory i-node, the i-node is // put back and an error code is returned.

1. if (!(inode=namei(filename)))
2. return -ENOENT;
3. if (!S\_ISDIR(inode->i\_mode)) {
4. iput(inode);
5. return -ENOTDIR;
6. }

// Then release the original root i-node of the current process and reset it to the i-node of // the specified directory name and return 0.

1. iput(current->root);
2. current->root = inode;
3. return (0);
4. }

105

//// Modify file attribute (mode).

// The parameter mode is the new file mode.

// Returns 0 if the operation is successful, otherwise returns an error code.

1. int sys\_chmod(const char \* filename,int mode)
2. {
3. struct m\_inode \* inode;

109

// This function sets a new access mode for the specified file. Because the mode of the file // is in the i-node of the file, we need to first get the i-node corresponding to the file name.

// If the effective user id of the current process is different from the user id of the file // i-node and is not a superuser, then the file i-node is put back and an error code is returned // (no access rights).

1. if (!(inode=namei(filename)))
2. return -ENOENT;
3. if ((current->euid != inode->i\_uid) && !suser()) {
4. iput(inode);
5. return -EACCES; 115 }

// Otherwise, the given mode is used to modify the file mode of the i-node, and the i-node modified flag is set, the i-node is put back, and 0 is returned.

1. inode->i\_mode = (mode & 07777) | (inode->i\_mode & ~07777);
2. inode->i\_dirt = 1;
3. iput(inode);
4. return 0;
5. }

121

//// Modify the file owner.

// The parameter uid is the user identifier (user ID) and the gid is the group ID.

// Returns 0 if the operation is successful, otherwise returns an error code.

1. int sys\_chown(const char \* filename,int uid,int gid)
2. {
3. struct m\_inode \* inode;

125

// This call is used to set the user and group IDs in the file i-node, so we first need to get // the i-node of the given file name. If the current process is not a superuser, put back the // i-node and return an error code (no access rights).

1. if (!(inode=namei(filename)))
2. return -ENOENT;
3. if (!suser()) {
4. iput(inode);
5. return -EACCES;
6. }

// Otherwise, we use the value provided by the parameter to set the user ID and group ID of // the file i-node, and set the i-node to modify the flag, put back the i-node, and return 0.

1. inode->i\_uid=uid;
2. inode->i\_gid=gid;
3. inode->i\_dirt=1;
4. iput(inode);
5. return 0;
6. }

138

//// Check and set terminal character device properties.

// This auxiliary function is only used for the following system-call sys\_open(). It is used // to check the modification and setting of the current process attributes and system tty table // when the open file is a tty terminal character device.

// Returns 0 if the operation is successful. A return of -1 indicates a failure, and the

// corresponding character device cannot be opened.

1. static int check\_char\_dev(struct m\_inode \* inode, int dev, int flag)
2. {
3. struct tty\_struct \*tty;
4. int min; // subdevice number.

143

// This function only handles situations where the major device number is 4 (/dev/ttyxx file)

// or 5 (/dev/tty file). The subdevice number of /dev/tty is 0. In fact, if a process has a

// controlling terminal, /dev/tty is the synonymous name of the process control terminal device,

// that is, the /dev/tty device is a virtual device, which corresponds to one of the /dev/ttyxx // devices actually used by the process. For a process, if it has a control terminal, the tty // field in its task structure will be a sub-device number of device No.4.

// Now let's get the control terminal device of the current process and temporarily store it

// in the min variable for later use. If the parameter specifies device 5 (/dev/tty), then let

// min be equal to the tty field value in the process structure, that is, get the sub-device

// number of device No.4. Otherwise, if a sub-device of a device No. 4 is given in the parameter, the sub-device number is directly taken. If the obtained sub-device number of device No.

4 is less than 0, then the process does not have a control terminal, or the device number is incorrect, then -1 is returned.

1. if (MAJOR(dev) == 4 || MAJOR(dev) == 5) {
2. if (MAJOR(dev) == 5)
3. min = current->tty;
4. else
5. min = MINOR(dev);
6. if (min < 0)
7. return -1;

// The primary pseudo terminal device can only be used exclusively by a process. Therefore,

// if the sub-device number indicates a primary pseudo terminal and the open file i-node reference

// count is greater than 1, it indicates that the device has been used by other processes. so // the character device can no longer be opened again, and -1 is returned. Otherwise, we let // the pointer tty point to the corresponding structure item in the tty table.

// If the open file operation flag does not contain the flag O\_NOCTTY, and the process

// is the group leader, and has no control terminal, and the session field in the tty structure // is 0 (indicating that the terminal is not yet the control terminal of any process group), // then It is allowed to set this terminal device min for the process as its control terminal.

// Therefore, we set the terminal device number field tty value in the process task structure

// to be equal to min, and set the session number and group number of the tty structure to be // equal to the session number and group number of the process, respectively.

1. if ((IS\_A\_PTY\_MASTER(min)) && (inode->i\_count>1))
2. return -1;
3. tty = TTY\_TABLE(min);
4. if (!(flag & O\_NOCTTY) &&
5. current->leader && 156 current->tty<0 &&
6. tty->session==0) {
7. current->tty = min;
8. tty->session= current->session;
9. tty->pgrp = current->pgrp;
10. }

// If the open file operation flag contains the O\_NONBLOCK flag, we need to make the relevant

// settings for the character terminal device: To satisfy the read operation, the minimum number // of characters to be read is 0, the timeout timing value is set to 0, and the terminal device // is set to the non-canonical mode. The non-blocking mode works only in non-canonical mode.

// In this mode, when both VMIN and VTIME are set to 0, no matter how many characters are in // the auxiliary queue, the process reads how many characters and returns immediately.

1. if (flag & O\_NONBLOCK) {
2. TTY\_TABLE(min)->termios.c\_cc[VMIN] =0;
3. TTY\_TABLE(min)->termios.c\_cc[VTIME] =0;
4. TTY\_TABLE(min)->termios.c\_lflag &= ~ICANON;
5. } 167 }
6. return 0;
7. }

170

//// Open (or create) a file.

// The parameter 'flag' is the open file flag, which can take values: O\_RDONLY, O\_WRONLY or

// O\_RDWR, and O\_CREAT, O\_EXCL, O\_APPEND and other combinations of flags. If this call creates

// a new file, mode is used to specify the permission properties of the file. These attributes

// are S\_IRWXU (the file owner can read, write, and execute), S\_IRUSR (user can read), S\_IRWXG

(group members can read, write, and execute), and so on. For newly created files, these

properties apply only to future access to the file. An open call that creates a read-only

file will also return a readable and writable file handle. If the call operation succeeds, // the file handle (file descriptor) is returned, otherwise an error code is returned. See

// the files sys/stat.h, fcntl.h.

1. int sys\_open(const char \* filename,int flag,int mode)
2. {
3. struct m\_inode \* inode;
4. struct file \* f;
5. int i,fd; 176

// The parameters are processed first. We combine the file mode set by the user with the process

// mode mask to generate the allowed file mode. In order to create a file handle for an open

// file, we need to search the array of file structure pointers in the process structure to

// find a free entry. The index number fd of the free item is the handle value. If there is // no free item, an error code is returned (invalid parameter).

1. mode &= 0777 & ~current->umask;
2. for(fd=0 ; fd<NR\_OPEN ; fd++)
3. if (!current->filp[fd]) // free item found.
4. break;
5. if (fd>=NR\_OPEN)
6. return -EINVAL;

// Then we set the current process's close\_on\_exec file handle bitmap and reset the corresponding

// bit. close\_on\_exec is a bitmap flag for all file handles of a process. Each bit represents

// an open file descriptor that determines the file handle that needs to be closed when the

// system-call execve() is called. When a program creates a child process using the fork()

// function, it usually calls the execve() function in the child process to load another new

// program, and the new program starts executing in the child process. If the bit in the // close\_on\_exec of a file handle is set, the corresponding file handle will be closed when // execve() is executed, otherwise the file handle will always be open.

// When a file is opened, the file handle is also open by default in the child process, so the

// corresponding bit needs to be reset here. Then we look for a free entry in the file table

// (the entry with a reference count of 0) for the open file, and we let f point to the file // table array, and start searching. In addition, the pointer assignment "0+file\_table" on line // 184 is equivalent to "file\_table" and "&file\_table[0]", but this may be more clear.

1. current->close\_on\_exec &= ~(1<<fd);
2. f=0+file\_table;
3. for (i=0 ; i<NR\_FILE ; i++,f++)
4. if (!f->f\_count) break; // idle item found.
5. if (i>=NR\_FILE)
6. return -EINVAL;

// At this point we let the file structure pointer of the process's file handle fd point to

// the searched file structure, increment the file reference count by 1, and then call the

// function open\_namei() to perform the open operation. If the return value is less than 0,

// it indicates an error, so the file structure just applied is released, and the error code // is returned. If the file open operation is successful, the inode is the i-node pointer of // the opened file.

1. (current->filp[fd]=f)->f\_count++;
2. if ((i=open\_namei(filename,flag,mode,&inode))<0) {
3. current->filp[fd]=NULL;
4. f->f\_count=0;
5. return i; 194 }

// Based on the mode field of the opened file i-node, we can know the type of the file. For different types of files, we need to do some special processing. If the character device

file is opened, then we need to call the check\_char\_dev() function to check if the current // process can open the file. If allowed (the function returns 0), then in the check\_char\_dev(),

// the control terminal will be set for the process according to the file open flag; if the // character device file is not allowed to be opened, then we can only release the file item // and handle resource requested above, and returns the error code.

1. /\* ttys are somewhat special (ttyxx major==4, tty major==5) \*/
2. if (S\_ISCHR(inode->i\_mode))
3. if (check\_char\_dev(inode,inode->i\_zone[0],flag)) {
4. iput(inode);
5. current->filp[fd]=NULL;
6. f->f\_count=0;
7. return -EAGAIN; // resource is temporarily unavailable.
8. }

// If a block device file is open, check if the disc has been replaced. If it is replaced, all // the buffer blocks of the device in the cache buffer need to be invalidated.

1. /\* Likewise with block-devices: check for floppy\_change \*/
2. if (S\_ISBLK(inode->i\_mode))
3. check\_disk\_change(inode->i\_zone[0]);

// Now we initialize the file structure of the opened file. Set the file structure properties // and flags, set the handle reference count to 1, and set the i-node field to the i-node of // the open file, the file read-write pointer to 0, and finally the file handle is returned.

1. f->f\_mode = inode->i\_mode;
2. f->f\_flags = flag;
3. f->f\_count = 1;
4. f->f\_inode = inode;
5. f->f\_pos = 0;
6. return (fd);
7. }

213

//// Create file system call.

// The parameter pathname is the path name, and the mode is the same as the sys\_open() above.

// If successful, the file handle is returned, otherwise the error code is returned.

1. int sys\_creat(const char \* pathname, int mode)
2. {
3. return sys\_open(pathname, O\_CREAT | O\_TRUNC, mode);
4. }

218

// Close file system call.

// The parameter fd is the file handle.

// Returns 0 if successful, otherwise returns an error code.

1. int sys\_close(unsigned int fd)
2. {
3. struct file \* filp;

222

// First check the validity of the parameters. If the given file handle value is greater than

// the number of files NR\_OPEN that the program can open at the same time, an error code (invalid

// parameter) is returned. Then reset the corresponding bit of the file handle in the // close\_on\_exec bitmap of the process. In addition, if the file structure pointer of the file // handle is NULL, an error code is returned.

1. if (fd >= NR\_OPEN)
2. return -EINVAL;
3. current->close\_on\_exec &= ~(1<<fd);
4. if (!(filp = current->filp[fd]))
5. return -EINVAL;

// Now we set the file structure pointer of the file handle to NULL. If the handle reference

// count in the file structure is already 0 before the file is closed, the kernel error occurs

// and the machine is stopped. Otherwise, the reference count of the file structure is decremented

// by 1. At this point if it is not yet 0, then there are other processes that are using the

// file, so it returns 0 (success). If the reference count is equal to 0 now, the file has no // process references and the file structure has become free. Then release the file i-node and // return 0.

1. current->filp[fd] = NULL;
2. if (filp->f\_count == 0)
3. panic("Close: file count is 0");
4. if (--filp->f\_count) 232 return (0);
5. iput(filp->f\_inode);
6. return (0);
7. }

236

## 12.15 exec.c

### 12.15.1 Function

The exec.c program implements the loading and execution of binary executables and shell script files. The main function is do\_execve(), which is the C handler for the system-call interrupt (int 0x80) function number \_\_NR\_execve(), and the kernel implementation function for the exec() function cluster. The other five related exec functions are generally implemented in the library function, and eventually this function is called.

The Linux kernel version 0.12 only supports executable files in the a.out format. This format is simple and straightforward and is suitable for introductory learning. The execution file header of the a.out format holds an exec data structure, as shown below. It describes the basic format and content of the executable file. See the include/a.out.h header file in Chapter 14 for a detailed description of the a.out format.

// The header structure of the executable.

1. struct exec {
2. unsigned long a\_magic; /\* Use macros N\_MAGIC, etc for access \*/
3. unsigned a\_text; /\* length of text, in bytes \*/
4. unsigned a\_data; /\* length of data, in bytes \*/
5. unsigned a\_bss; /\* length of uninitialized data area for file, in bytes \*/
6. unsigned a\_syms; /\* length of symbol table data in file, in bytes \*/
7. unsigned a\_entry; /\* start address \*/
8. unsigned a\_trsize; /\* length of relocation info for text, in bytes \*/ 14 unsigned a\_drsize; /\* length of relocation info for data, in bytes \*/

15 };

When a program creates a child process using the fork(), one of the exec() cluster functions is usually

called in the child process to load and execute another new program. At this point, the code, data segment (including heap, stack content) of the child process will be completely replaced by the new program, and the new program will be executed in the child process. The main uses of the execve() function are:

* Perform initialization operations on command line parameters and environment parameter space pages -- set the initial space start pointer; initialize the space page pointer array to (NULL); get the i-node of the file according to the execution file name; calculate the number of parameters and environment variables number; check file type and execute permission;
* According to the header data structure at the beginning of the executable file, the information is processed therein - the file header is read according to the executed file i-node; If it is a shell script (the first line starts with #!), analyze the shell program name and its parameters, and execute the shell program with the executable file as a parameter; check whether it is executable according to the magic number of the file and the length of the segment;
* The initialization operation before running the new file on the current calling process -- point to the i-node of the new executable file; reset the signal processing handle; set the local descriptor base address and segment length according to the header information; set the parameter and environment parameter page pointer; modify the contents of each field of the process.
* Replace the return address of the original call execve() program on the stack with the new executable running address and run the newly loaded executable program.

During the execution of execve(), the kernel clears the page directory and page table entries of the original program copied by fork() and releases the corresponding pages. The kernel only re-sets the information in the process structure for the newly loaded program code, and requests and maps the memory pages occupied by the command line parameters and environment parameter blocks, and sets the code execution point. At this point, the kernel does not immediately load the code and data of the new program from the block device where the executable file is located. When execve() exits and returns, the new program starts executing, but the initial execution will definitely cause a page fault exception to occur. Because the code and data have not yet been read into memory from the block device. At this time, the page fault exception processing procedure requests a memory page (memory frame) for the new program in the main memory area according to the linear address causing the exception, and reads the specified page from the block device, and also set corresponding memory page directory entries and page table entries for the linear address. This method of loading executable files is called load on demand, as described in the memory management chapter.

In addition, since the new program is executed in the child process, the child process is the process of the new program, and the process ID of the new program is the process ID of the child process. Similarly, the properties of the child process become properties of the new program process, and the processing of the open file is related to the close on exec flag of each file descriptor, refer to description in the file linux/fs/fcntl.c. Each open file descriptor in the process has an close- on- execution flag. In the process control structure, the flag is represented by an unsigned long integer close\_on\_exec, each bit of which represents the flag for each file descriptor. If a file descriptor is set in the corresponding bit in close\_on\_exec, the descriptor will be closed when execve() is executed, otherwise the descriptor will always be open. Unless we use the file control function fcntl() to specifically set this flag, the kernel default operation will keep the descriptor open after execve() execution.

The meaning of the command line parameters and environment parameters is explained below. When a user types a command at the command prompt, the program specified to execute accepts the typed command line arguments from that command line. For example, when a user types the following file name list command:

ls

-

l /home/john/

The shell process creates a new process and executes the /bin/ls command there. The three parameters ls, -l, and /home/john/ on the command line when the /bin/ls executable is loaded will be inherited by the new process. In an environment that supports C, when calling the main function main() of the program, it takes two arguments.

int main(int argc, char \*argv[])

The first is the number of arguments on the command line when the program is executed, usually argc(argument count); the second is an array of pointers to the string arguments (argv -- argument vector). Each string represents a parameter, and the end of the argv array always ends with a null. Usually, argv[0] is the name of the program being executed, so the value of argc is at least 1. For the above example, argc=3, argv[0], argv[1], and argv[2] are 'ls', '-l', and '/home/john/', respectively, and argv[3] = NULL, as shown in Figure 12-30.
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\

0
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argv

Figure 12-30 Command line argument pointer array argv[]

Main() also has an optional third parameter that contains environment variable parameters that are used to customize the environment settings of the executable and provide environment setting parameter values for it. It is also an array of pointers to string arguments and ends with NULL, except that they are environment variable values. When a program needs to explicitly use an environment variables, main() can be declared as:

int main(int argc, char \*argv[], char \*envp[])

The environment string is in the form:

VAR\_NAME=somevalue

Where VAR\_NAME represents the name of an environment variable, and the string after the equal sign represents the value assigned to this environment variable. At the command line prompt, type the shell internal command 'set' to display a list of environment parameters in the current environment. Command line parameters and environment strings are placed at the top of the user stack in the program memory area before the program begins execution, as explained below.

The execve() function has a lot of processing operations on command line arguments and environment space. The parameters and environment space of each process or task can have a total of MAX\_ARG\_PAGES pages, and the total size can reach 128kB bytes. The way data is stored in this space is similar to the stack operation, where parameters or environment variable strings are stored backwards from the end of the assumed 128kB space. Initially, the program defines an offset value p in the space pointing to the end of the space (128kB-4 bytes). This offset will fall back as the data is stored, as shown in Figure 12-31. As can be seen from the figure, p clearly indicates how much free space is left in the current parameter environment space. The copy\_string() function is used to copy command line arguments and environment strings from the user memory space to the kernel free page. When analyzing copy\_string(), we can refer to this figure.
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Figure 12-31 Parameter and environment variable string space

After copy\_string() is executed, the kernel code will adjusts p to be the parameter and environment variable pointers from the beginning of the process's logical address space, as shown in Figure 12-32. The method is to subtract the size occupied by the parameters and environment variables (128KB - p) from the maximum logical space size of 64MB occupied by a process. The left part of p1 will also use the create\_tables() function to hold a pointer table of parameters and environment variables, and p1 will be adjusted to the left again to point to the beginning of the pointer table. Then the resulting pointer is page aligned, and finally the initial stack pointer sp is obtained.
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Figure 12-32 Method for converting p to the initial stack pointer

The create\_tables() function is used to create an environment and parameter variable pointer table in the new program stack based on the given current stack pointer value p and the parameter variable value argc and the number of environment variables envc, and return the adjusted stack pointer value. Then the pointer is page aligned, and finally the initial stack pointer sp is obtained. The form of the stack pointer table after creation is shown in Figure 12-33.
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Figure 12-33 Schematic diagram of the pointer table in the new program stack

When the function do\_execve() returns last, it replaces the code pointer eip on the stack of the original call system interrupt program with the code entry point pointing to the new executable program, and replaces the stack pointer with the stack pointer esp of the new execution file. Thereafter, the return instruction of this system-call will eventually pop up the data in the stack and cause the CPU to execute the new executable file, as shown in Figure 12-34.
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Figure 12-34 Changes in the esp and eip in the stack during loading a execution file

The left half of the figure is the case when the process logic 64MB space still contains the original execution program; the right half is the case when the original execution code and data are released and the stack and code pointers are updated. The shaded (color) section of the figure contains code or data information. The start\_code in the process task structure is the address in the linear space of the CPU, and the remaining variable values are the addresses in the process logical space.

### 12.15.2 Code annotation

Program 12-14 linux/fs/exec.c

1. /\*
2. \* linux/fs/exec.c
3. \*
4. \* (C) 1991 Linus Torvalds
5. \*/

6

1. /\*
2. \* #!-checking implemented by tytso.
3. \*/

10

1. /\*
2. \* Demand-loading implemented 01.12.91 - no need to read anything but
3. \* the header into memory. The inode of the executable is put into 14 \* "current->executable", and page faults do the actual loading. Clean.
4. \*
5. \* Once more I can proudly say that linux stood up to being changed: it 17 \* was less than 2 hours work to get demand-loading completely implemented.

18 \*/ 19

// <signal.h> Signal header file. Define signal symbol constants, signal structures, and signal // manipulation function prototypes.

// <errno.h> Error number header file. Contains various error numbers in the system.

// <string.h> String header file. Defines some embedded functions about string operations. // <sys/stat.h> File status header file. Contains file or file system state structures stat{} // and constants.

// <a.out.h> The a.out header file defines the a.out executable file format and some macros.

// <linux/fs.h> File system header file. Define the file table structure (file,buffer\_head, // m\_inode, etc.).

// <linux/sched.h> The scheduler header file defines the task structure task\_struct, the data // of the initial task 0, and some embedded assembly function macro statements about the // descriptor parameter settings and acquisition.

// <linux/kernel.h> Kernel header file. Contains prototype definitions of some of the commonly // used functions of the kernel.

// <linux/mm.h> Memory management header file. Contains page size definitions and some page // release function prototypes.

// <asm/segment.h> Segment operation header file. An embedded assembly function is defined for // segment register operations.

20 #include <signal.h> 21 #include <errno.h>

1. #include <string.h>
2. #include <sys/stat.h>
3. #include <a.out.h>

25

1. #include <linux/fs.h>
2. #include <linux/sched.h>
3. #include <linux/kernel.h>
4. #include <linux/mm.h>
5. #include <asm/segment.h>

31

1. extern int sys\_exit(int exit\_code); // kernel/exit.c, line 365.
2. extern int sys\_close(int fd); // fs/open.c, line 219.

34

1. /\*
2. \* MAX\_ARG\_PAGES defines the number of pages allocated for arguments 37 \* and envelope for the new program. 32 should suffice, this gives 38 \* a maximum env+arg of 128kB !
3. \*/
4. #define MAX\_ARG\_PAGES 32

41

//// Use the library file.

// Parameters: library - the name of the library file.

// Select a library file for the process and replace the i-node field of the current library // file of the process with the i-node of the library file specified here. If the given library // of the parameter is empty, the current library file of the process is released.

// Returns: 0 if successful, otherwise returns an error code.

1. int sys\_uselib(const char \* library)
2. {
3. struct m\_inode \* inode;
4. unsigned long base;

46

// First determine if the current process is a normal process. This is done by looking at the

// size of the current process space, because the space size of the normal process is set to

// TASK\_SIZE (64MB). Therefore, if the size of the process logical address space is not equal // to TASK\_SIZE, an error code (invalid parameter) is returned, otherwise the library file inode // is taken. If the library file name pointer is empty, set the inode equal to NULL.

1. if (get\_limit(0x17) != TASK\_SIZE)
2. return -EINVAL;
3. if (library) {
4. if (!(inode=namei(library))) /\* get library inode \*/
5. return -ENOENT;
6. } else
7. inode = NULL;
8. /\* we should check filetypes (headers etc), but we don't \*/

// Then put back the process original library file i-node, and preset the process library i-node

// field to be null. Then get the location of the library code of the process, and release the

// page table of the original library code and the memory page occupied. Finally, let the process

// library i-node field point to the new library i-node and return 0 (success). Similar to loading

// an executable file, the actual library code will be loaded into memory when it is actually // used. In addition, the library file code is placed at the end of the process space, the size // is a multiple of 4MB, see the linux/sched.h file.

1. iput(current->library);
2. current->library = NULL;
3. base = get\_base(current->ldt[2]);
4. base += LIBRARY\_OFFSET; // linux/sched.h, line 26.
5. free\_page\_tables(base,LIBRARY\_SIZE);
6. current->library = inode;
7. return 0;
8. }

63

1. /\*
2. \* create\_tables() parses the env- and arg-strings in new user 66 \* memory and creates the pointer tables from them, and puts their 67 \* addresses on the "stack", returning the new stack pointer value.
3. \*/

//// Create a parameter and environment variable pointer table in the new task stack.

// See Figure 12-31 through Figure 12-33 above.

// Parameters: p - the parameter and environment information offset pointer in the data segment; // argc - the number of parameters; envc - the number of environment variables.

// This function returns the stack pointer.

1. static unsigned long \* create\_tables(char \* p,int argc,int envc)
2. {
3. unsigned long \*argv,\*envp;
4. unsigned long \* sp;

73

// The stack pointer is addressed with a 4-byte boundary, so here we need to make sp a multiple

// of 4. At this point sp is at the end of the parameter environment table. Then we first move

// sp down (low address direction), empty the space occupied by the environment variable pointers

// on the stack, and let the environment pointer envp point to it. One more place here is used

// to store a NULL value at the end. Move sp down again, leaving room for the command line argument

// pointer and pointing the argv pointer to it. Similarly, a more reserved location is used

// to hold a NULL value. At this point sp points to the beginning of the parameter pointer block,

// and then we push the environment parameter block pointer envp and the command line parameter // block pointer, as well as the number of command line parameters, onto the stack.Note that // the following pointer plus 1 operation causes sp to increment 4 bytes.

1. sp = (unsigned long \*) (0xfffffffc & (unsigned long) p);
2. sp -= envc+1; // That is sp = sp - (envc+1);
3. envp = sp;
4. sp -= argc+1;
5. argv = sp;
6. put\_fs\_long((unsigned long)envp,--sp); // put in user space.
7. put\_fs\_long((unsigned long)argv,--sp);
8. put\_fs\_long((unsigned long)argc,--sp);

// Then put the pointers of the command line and the pointers of the environment variables into // the corresponding places reserved above, and finally place a NULL pointer.

1. while (argc-->0) {
2. put\_fs\_long((unsigned long) p,argv++);
3. while (get\_fs\_byte(p++)) /\* nothing \*/ ; // p points to next param string.
4. }
5. put\_fs\_long(0,argv);
6. while (envc-->0) {
7. put\_fs\_long((unsigned long) p,envp++);
8. while (get\_fs\_byte(p++)) /\* nothing \*/ ; // p points to next param string.
9. }
10. put\_fs\_long(0,envp);
11. return sp; // returns the current new stack pointer constructed. 93 }

94

1. /\*
2. \* count() counts the number of arguments/envelopes
3. \*/

//// Count the number of parameters.

// Parameters: argv - an array of parameter pointers, the last pointer is NULL.

// Counts the number of pointers in the pointer array, and then returns the count value.

1. static int count(char \*\* argv)
2. {
3. int i=0;
4. char \*\* tmp;

102

1. if (tmp = argv)
2. while (get\_fs\_long((unsigned long \*) (tmp++))) 105 i++;

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEEAAAAmCAYAAACbBvanAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAALiMAAC4jAXilP3YAAAODSURBVGhD7Zk9jtYwEIaTr4c9AD8HgI4CgWgBUdBxAmhokegRB6CgRULQgoAOCQko+atoYDkAcAGgT5h38trfJJtkHIcNi8gjzU6Sz57Y47E98RYrRVFST6Q+L1Vf82YmsFXviL0ff84mqI7Jn9PN9Z+2XVSnRMToHNDA6k5jR+WNyFde4zk6kEG0G2zBrkhd89k1FpyDvuRzYzQXa6N6xIekusHn8vtURyCitKOoe4UPiUab2FXb8o5ktLFiTEU8WN0TEe8GYzm0HPCCDztUt/j7BEegjcHmUJ0YEYgQieYk1LMMJxXxMowEyQGOTGlIeBfKe4TpqVEw4jTbdjg6mzCKkKmgsbERnWnQJUwLLeuMWhxhJ8xtFE+aEl3CCyFTQcdDXUTZGKkOC9MA4qFTGhHtDIDLLCdwJKBTiFNipDzWAC0j7cpnQ73PYMTKw7x5R+2x2yjUQ/0umP/lJd58oM5iIScUZ6kBO+diy9n6gQvU4Cd1Fks54Qw1+ELt8Z0anKS2nKAGPY7V3Q3bO2R0q13KCZbENaH4Rg0OUVusYwk6GzLR4pVMl6eUgSSqYSEnlOd4kctx6hF0x5GOljdFZB2p31I4VUqJJjgETppF7u4Q6uhK3jsae0E5W6+L/U23Pxl9lZ5vDyRH+M2Wz+bAOgHhjk6O5B/ouC2/5W+sCftAiZGXTo59Lm8eiAMeN9cov42Gf8QJYV4Pgc5tnvFmjJfU4CL1Uk6o7UqfwyfqIZ5QOyAaIkepF4uE1hxMZId6AC86PLY71lJO8BKfPmwy1JcWe9GRzFJOsFniEWoPmyBZJwbsMydq+thG0lJOeE4NUiPBlutb9KxjbdSkkhtJsz6lzYHMeC7fEMsOfCa3zhwmfErHOvFcYalIAPepgZMwtTI6SXX72HyUzkhaDLDIeSdQoJWo2e1yCnMiAcSDEmfkwilUO7Pbi80qU74J4iFuzm4VmO0E2+iB/B2pbyzjRAwIp0sq3rFdGISBd7voZyqNzDEU/7fQk+vrO7h2pB6GtuqMfD/E6JpyyKrGZSRUpKJd2MIL9X8RLOONggUO1PoQfOGFd4iT9dmUhgraVnucb9ql9mEX0jtwI/+L1LC8zZsUdmWxus7rBNDw4qoIjs6QE/wSeS/yUOxkptm6OF4WwZYZ0mLkE5Jsbe42tysrKysrKylwi8T++v+y5AfUAaUofgMYsE4IUcl7UgAAAABJRU5ErkJggg==)

1. return i;
2. }

109

1. /\*
2. \* 'copy\_string()' copies argument/envelope strings from user
3. \* memory to free pages in kernel mem. These are in a format ready 113 \* to be put directly into the top of new user memory.
4. \*
5. \* Modified by TYT, 11/24/91 to add the from\_kmem argument, which specifies 116 \* whether the string and the string array are from user or kernel segments:
6. \*
7. \* from\_kmem argv \* argv \*\*
8. \* 0 user space user space 120 \* 1 kernel space user space
9. \* 2 kernel space kernel space
10. \*
11. \* We do this by playing games with the fs segment register. Since it
12. \* it is expensive to load a segment register, we try to avoid calling 125 \* set\_fs() unless we absolutely have to.

126 \*/

//// Copy the parameter strings into the parameter and environment space of the process.

// Parameters: argc - the number of arguments to be added; argv - an array of argument pointers;

// page - an array of arguments to the environment space page pointer; p - an offset pointer // in the space of the arguments table, always pointing to the header of the copied string; // from\_kmem - the character string source flag.

// In the do\_execve() function, p is initialized to point to the last longword in the argument

// table (128kB) space, and the argument strings are reversely copied to it in the stack operation

// mode. Therefore, the p pointer will gradually decrease as the copy information increases, // and always points to the head of the parameter string. The string source flag from\_kmem should // be a new parameter added by TYT(Tytso) to give execve() the ability to execute script files. // When execve() does not have the ability to run script files, all parameter strings will be // in the user data space.

// Returns: the current head pointer of the argument/environment space, or 0 if error.

1. static unsigned long copy\_strings(int argc,char \*\* argv,unsigned long \*page,
2. unsigned long p, int from\_kmem)
3. {
4. char \*tmp, \*pag;
5. int len, offset = 0;
6. unsigned long old\_fs, new\_fs;

133

// First, the current segment register DS (pointing to the kernel data segment) and FS (user // data segment) values are taken and stored in the variables new\_fs and old\_fs, respectively.

// If the string and its pointers are in kernel space, set fs to point to kernel space.

1. if (!p)
2. return 0; /\* bullet-proofing \*/ // offset pointer verification
3. new\_fs = get\_ds();
4. old\_fs = get\_fs();
5. if (from\_kmem==2) // string and string pointers all in kernel space.
6. set\_fs(new\_fs);

// Then loop through the parameters, start copying backwards from the last parameter, and copy

// to the specified offset address. In the loop, first take the current string pointer that

// needs to be copied. If the string is in user space and the string array (string pointer)

// is in kernel space, first set the FS segment register to point to the kernel data segment

// (DS), and restore the FS immediately after taking the string pointer tmp in the kernel data // space, otherwise the string pointer is directly taken from the user space to tmp without // modifying the FS value.

1. while (argc-- > 0) {
2. if (from\_kmem == 1) // FS points to kernel space if ponters in it.
3. set\_fs(new\_fs);
4. if (!(tmp = (char \*)get\_fs\_long(((unsigned long \*)argv)+argc)))
5. panic("argc is wrong");
6. if (from\_kmem == 1) // if string pointers in kernel.
7. set\_fs(old\_fs); // FS points back to user space.

// The string is then taken from the user space and the length len of the parameter string is

// calculated, after which tmp points to the end of the string. If the string length exceeds // the free length remaining in the parameter and environment space at this time, the space // is not enough. The FS segment register value is then restored (if changed) and returns 0.

// However, this shouldn't happened because the parameters/environment space are 128KB. 147 len=0; /\* remember zero-padding \*/ 148 do {

1. len++;
2. } while (get\_fs\_byte(tmp++));
3. if (p-len < 0) { /\* this shouldn't happen - 128kB \*/
4. set\_fs(old\_fs);
5. return 0;
6. }

// Then we reversely copy the string char by char to the end of the parameter and environment

// space. In the process of looping through the characters of a string, we first need to determine

// whether there is a memory page at the corresponding position in the parameter and environment

// space. If it does not exist, first apply for a page of memory. The 'offset' is used as the

// current pointer offset value in a page. Since the offset variable 'offset' is initialized // to 0 at the beginning of this function, the following check for '(offset-1 < 0)' is definitely // true, so that 'offset' is re-set to the current p pointer within the page range.

1. while (len) {
2. --p; --tmp; --len;
3. if (--offset < 0) {
4. offset = p % PAGE\_SIZE;
5. if (from\_kmem==2) // If string in kernel space, 160 set\_fs(old\_fs); // FS points back to user space.

// If the string space page pointer array item (page[p/PAGE\_SIZE]) is zero, it means that the

// space memory page where the p pointer is located does not exist yet, then you need to apply // for a free memory page and fill the page pointer into the array. At the same time, we also // make the page pointer pag point to the new page. Returns 0 if no free page is available.

161 if (!(pag = (char \*) page[p/PAGE\_SIZE]) && 162 !(pag = (char \*) page[p/PAGE\_SIZE] =

1. (unsigned long \*) get\_free\_page()))
2. return 0;
3. if (from\_kmem==2) // If string in kernel space, 166 set\_fs(new\_fs); // FS points to kernel space.

167

1. }

// Then copy one byte of the string from the FS segment to the offset of the parameter and

// environment space in the memory page 'pag'.

1. \*(pag + offset) = get\_fs\_byte(tmp);
2. } 171 }

// Finally, if the string and string array are in kernel space, the original value of the FS // segment register is restored, and then the header offset of the copied parameter in parameter // and environment space is returned.

1. if (from\_kmem==2)
2. set\_fs(old\_fs);
3. return p;
4. }

176

//// Modify the local descriptor table of the task.

// Modify the segment base address and length limit of the descriptor in the local descriptor // table LDT, and place the parameter and environment space page at the end of the data segment. // Parameters: text\_size - the length limit of the code segment given by the a\_text field in // the file header; page - an array of parameters and environment space page pointers.

// Returns: the data segment limit value (64MB).

177 static unsigned long change\_ldt(unsigned long text\_size,unsigned long \* page) 178 {

1. unsigned long code\_limit,data\_limit,code\_base,data\_base;
2. int i; 181

// First set the code and data segment length limit to 64MB, and then take the code segment

// base address in the code segment descriptor in the LDT of the current process. The code segment

// base address is the same as the data segment base address. These new values are then used

// to re-set the base and segment lengths in the code segment and data segment descriptors in

// the LDT. Please note here that since the code and data segment base address of the new program

// being loaded is the same as the original program, there is no need to repeat them. That is, // the two statements on the lines 186, 188 that set the base address of the segment are redundant // and can be omitted.

1. code\_limit = TASK\_SIZE;
2. data\_limit = TASK\_SIZE;
3. code\_base = get\_base(current->ldt[1]); // include/linux/sched.h, line 277
4. data\_base = code\_base;
5. set\_base(current->ldt[1],code\_base);
6. set\_limit(current->ldt[1],code\_limit); 188 set\_base(current->ldt[2],data\_base);
7. set\_limit(current->ldt[2],data\_limit);
8. /\* make sure fs points to the NEW data segment \*/

// The selector of the local table data segment descriptor (0x17) is put in the FS register,

// that is, by default, the FS points to the task data segment. Then put pages with data stored

// in parameter and environment space (up to MAX\_ARG\_PAGES page, 128kB) at the end of the data

// segment. The method is: from the beginning of AA, put it backwards page by page. The method

// is: From the beginning of the library code location of the process space, put backwards into

// the segment page by page. The library file code occupies the end of the process space and // is a multiple of 4MB. The function put\_dirty\_page() is used to map physical pages into the // process logic space. See the mm/memory.c file.

1. \_\_asm\_\_("pushl $0x17\n\tpop %%fs"::);
2. data\_base += data\_limit - LIBRARY\_SIZE;
3. for (i=MAX\_ARG\_PAGES-1 ; i>=0 ; i--) {
4. data\_base -= PAGE\_SIZE;
5. if (page[i]) // put the page if exists.
6. put\_dirty\_page(page[i],data\_base);
7. }
8. return data\_limit; // return the length limit of data segment(64MB). 199 }

200

1. /\*
2. \* 'do\_execve()' executes a new program.
3. \*
4. \* NOTE! We leave 4MB free at the top of the data-area for a loadable 205 \* library.

206 \*/

//// Load and execute other programs. Called in execve() system-call.

// This is a function called by the system call interrupt (int 0x80), function number \_\_NR\_execve.

// The argument of the function is the value that is gradually pushed onto the stack after // the system-call is executed until the function is called (kernel/system\_call.s, line 217). // These values (in system\_call.s file) include:

// (1) The edx, ecx, and ebx register values pushed onto the stack on line 89--91 correspond

// to \*\*envp, \*\*argv, and \*filename, respectively; (2) The return address (tmp) of the function

// pushed onto the stack when the sys\_execve function in sys\_call\_table is called on line 99; // (3) On line 216, the program code pointer eip that calls the system interrupt that is pushed // onto the stack before calling this function do\_execve().

// Parameters: eip - the program code pointer to call the system interrupt;

// tmp - the return address of the system interrupt when calling \_sys\_execve, not used;

// filename - the pointer to the executable file name;

// argv - a pointer to an array of command line argument pointers; // envp - a pointer to an array of environment variable pointers.

// Returns: if successful, it does not return; otherwise sets the error code and returns -1.

1. int do\_execve(unsigned long \* eip,long tmp,char \* filename,
2. char \*\* argv, char \*\* envp)
3. {

// The meaning of some of the following local variables is as follows:

// Line 213 - An array of arguments & environmental string (A&E) space page pointers. // Line 217 - A flag to control if we will execute a shell script file.

// Line 218 - A integer used to point to the tail of arguments & environmental space.

1. struct m\_inode \* inode;
2. struct buffer\_head \* bh;
3. struct exec ex;
4. unsigned long page[MAX\_ARG\_PAGES]; // array of page pointers in A&E space.
5. int i,argc,envc;
6. int e\_uid, e\_gid; // effective user and group ID.
7. int retval;
8. int sh\_bang = 0; // control if we execute script file.
9. unsigned long p=PAGE\_SIZE\*MAX\_ARG\_PAGES-4; // p points to the end of the A&E space.
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// Before we officially set up the environment for the execution files, let's do some preparatory

// work. The kernel prepares 128KB (32 pages) of space to store command line arguments and

// environment string variables for the executable file. The previous line sets p to be initially // placed at the last long word of the 128KB space. During the initialization parameter and // environment space operations, p will be used to indicate the current location in 128KB space.

// In addition, the parameter eip[1] is the original user program code segment register CS value

// that calls this system call, and the segment selector must of course be the code segment

// selector (0x000f) of the current task. If it is not the value, CS can only be the selector

// 0x0008 of the kernel code segment. But this is absolutely not allowed, because the kernel

// code is resident and cannot be replaced. Therefore, the following is based on the value of

// eip[1] to confirm whether it is normal. Then we initialize the 128KB arguments & environment

// string space, clear all bytes, and get the i-node of the execution file. Then according to // the function parameters, calculate the number of command line parameters argc and the number // of environment strings envc. In addition, the executable file must be a regular file.

1. if ((0xffff & eip[1]) != 0x000f)
2. panic("execve called from supervisor mode");
3. for (i=0 ; i<MAX\_ARG\_PAGES ; i++) /\* clear page-table \*/
4. page[i]=0;
5. if (!(inode=namei(filename))) /\* get executables inode \*/
6. return -ENOENT;
7. argc = count(argv); // The number of command line arguments.
8. envc = count(envp); // The number of environment variables.
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1. restart\_interp:
2. if (!S\_ISREG(inode->i\_mode)) { /\* must be regular file \*/
3. retval = -EACCES;
4. goto exec\_error2; // if not regular file, jump to line 376.
5. }

// Then we check whether the current process has the right to run the specified executable file,

// that is, according to the mode in the execution file i-node, to see if the process has the

// permission to execute it. We first check to see if the "set-user\_id" flag and the

// "set-group-id" flag are set in the mode. These two flags are mainly used to enable general // users to execute programs of privileged users (such as super user root), such as passwd,

// which changes the password. If the set-user-id flag is set, the euid of the subsequent

// execution process is set to the user ID of the execution file, otherwise it is set to the

// euid of the current process. If the execution file set-group-id is set, the effective group

// ID (egid) of the execution process is set to the group ID of the execution file, otherwise // it is set to the egid of the current process. Here, the two determined values are temporarily // stored in the variables e\_uid and e\_gid.

1. i = inode->i\_mode;
2. e\_uid = (i & S\_ISUID) ? inode->i\_uid : current->euid; 236 e\_gid = (i & S\_ISGID) ? inode->i\_gid : current->egid;

// Now compare the euid and egid of the process with the access mode of the executable file.

// If the execution file belongs to the user running the process, the file mode value is shifted

// to the right by 6 bits, and the lowest 3 bits are the access permission flags of the file

// owner. Otherwise, if the execution file belongs to the same group as the user of the current

// process, the attribute is shifted to the right by 3 bits, so that the lowest 3 bits are the // access permission flags of the execution file group. Otherwise, the lowest 3 bits of the // mode at this time are the permissions of other users to access the executable file.

// Then we determine whether the current process has permission to run the executable file based

// on the lowest 3-bit value. If the selected user does not have the right to run the file (bit

// 0 is the execution permission), and the other users do not have any rights, or the current

// process user is not the super user, it indicates that the current process does not have the // authority to run the executable file. Then set the unexecutable error code, and jump to

// exec\_error2 to do the exit processing.

237 if (current->euid == inode->i\_uid) 238 i >>= 6;

1. else if (in\_group\_p(inode->i\_gid))
2. i >>= 3;
3. if (!(i & 1) &&
4. !((inode->i\_mode & 0111) && suser())) {
5. retval = -ENOEXEC;
6. goto exec\_error2;
7. }

// If the code can be executed here, this means that the current process has permission to run

// the specified executable file. So from here we need to extract the data from the execution

// file header and analyze and set the runtime environment based on the information, or run // another shell program to execute this script file. First, the first block of the execution // file is read into the buffer block, and the buffer block data is copied into the ex structure. // If the first two bytes of the execution file are the characters '#!', it is a script file.

// If we want to run a script file, we need to execute an interpreter for it (such as a shell

// program). Usually the first line of the script file is "#!/bin/bash", which specifies the

// interpreter needed to run the script file. The running method is to take the interpreter

// name and the following parameters (if any) from the first line of the script file, and then // put these parameters and the script file (the executable file) name into the interpreter's // command line arguments space.

// Before that, we of course need to put the original command line parameters and environment

// strings specified by the function into the 128KB space, and the command line parameters

// established here are placed in front of them (because they are reversed). Finally, let the

// kernel execute the interpreter of the script file. Then, after setting the parameters such // as the script file name, the i-node of the interpreter is taken out and jumped to line 229

// to execute the interpreter. Since we need to jump to the executed code line 229, we need

// to set a flag sh\_bang that prohibits the execution of the following script processing code

// again after confirming and processing the script file. In the code that follows, this flag // is also used to indicate that we have set the command line arguments for the executable file, // and no need to repeat such settings.

1. if (!(bh = bread(inode->i\_dev,inode->i\_zone[0]))) {
2. retval = -EACCES;
3. goto exec\_error2;
4. }
5. ex = \*((struct exec \*) bh->b\_data); /\* read exec-header \*/
6. if ((bh->b\_data[0] == '#') && (bh->b\_data[1] == '!') && (!sh\_bang)) {
7. /\*
8. \* This section does the #! interpretation.
9. \* Sorta complicated, but hopefully it will work. -TYT
10. \*/

256

1. char buf[128], \*cp, \*interp, \*i\_name, \*i\_arg;
2. unsigned long old\_fs;
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// From here on, we extract the interpreter name and its parameters from the script file, and

// put the interpreter name, its parameters, and script file name into the environment parameter

// block. First copy the string after the character '#!' on the first line of the script file

// into the buffer buf, which contains the script interpreter name (for example /bin/sh), and // possibly several parameters of the interpreter. Then process the contents of buf: replace // the first newline with NULL and remove the space tab.

1. strncpy(buf, bh->b\_data+2, 127);
2. brelse(bh); // release the buffer block.
3. iput(inode); // put back the i-node of the script file.
4. buf[127] = '\0';
5. if (cp = strchr(buf, '\n')) {
6. \*cp = '\0'; // delete the space, tabs.
7. for (cp = buf; (\*cp == ' ') || (\*cp == '\t'); cp++);
8. }
9. if (!cp || \*cp == '\0') { // if the line contains nothing, error!
10. retval = -ENOEXEC; /\* No interpreter name found \*/
11. goto exec\_error1;
12. }

// At this point, we get a line of content (string) starting with the name of the script

// interpreter. The line is analyzed below. First we get the first string, which should be the // interpreter name, at which point i\_name points to the name. If there are characters after // the interpreter name, they should be the argument string, so that i\_arg points to the string.

1. interp = i\_name = cp;
2. i\_arg = 0;
3. for ( ; \*cp && (\*cp != ' ') && (\*cp != '\t'); cp++) {
4. if (\*cp == '/')
5. i\_name = cp+1;
6. }
7. if (\*cp) {
8. \*cp++ = '\0'; // add a NULL to the end of interpreter name.
9. i\_arg = cp; // i\_arg points to the arguments.
10. }
11. /\*
12. \* OK, we've parsed out the interpreter name and 284 \* (optional) argument.

285 \*/

// Now we need to put the parsed interpreter name i\_name, its parameter i\_arg and script file

// name as parameters into the interpreter's environment and parameter block. But first we need

// to put some of the original argument and environment strings provided by the function first,

// and then put the contents of the first line parsed here. For example, if the command line

// is "example.sh -arg1 -arg2", that is, the execution file is a script file. If the first line // of content is "#!/bin/bash -iarg1 -iarg2", then after placing the parameters in the first // line here, the new command line looks like this:

// "bash -iarg1 -iarg2 example.sh -arg1 -arg2"

// Here we set the sh\_bang flag, and then put the original parameters and environment strings

// provided by the function parameters into the space. The number of environment strings and

// arguments are envc and argc-1 respectively. One of the original arguments that are not copied // is the original executable file name, which is the name of the script file here, and will // be handled below.

// Please pay attention here! The pointer p gradually moves toward the small address as the

// copy information increases, so after the two copy string functions are executed, the

// environment string block is located above the program command line argument string block,

// and p points to the first of the program argument string. In addition, the last parameter // (0) of copy\_strings() indicates that the parameter string is in user space.

1. if (sh\_bang++ == 0) {
2. p = copy\_strings(envc, envp, page, p, 0);
3. p = copy\_strings(--argc, argv+1, page, p, 0);
4. }
5. /\*
6. \* Splice in (1) the interpreter's name for argv[0]
7. \* (2) (optional) argument to interpreter
8. \* (3) filename of shell script
9. \*
10. \* This is done in reverse order, because of how the 296 \* user environment and arguments are stored.
11. \*/

// Next we reverse copy the script file name, interpreter parameters, and interpreter file names

// into the arguments and environment space. If an error occurs, the error code is set and jump

// to exec\_error1. In addition, since the script file name provided by this function parameter

// is in user space, the pointer to the script file name given to copy\_strings() is in kernel

// space, so the last parameter of this copy string function (string source flag) needs to be // Set to 1. If the string is in kernel space, the last parameter of copy\_strings() needs to // be set to 2, as shown in lines 301 and 304 below.

1. p = copy\_strings(1, &filename, page, p, 1);
2. argc++;
3. if (i\_arg) { // copy multiple arguments of the interpreter.
4. p = copy\_strings(1, &i\_arg, page, p, 2);
5. argc++;
6. }
7. p = copy\_strings(1, &i\_name, page, p, 2);
8. argc++;
9. if (!p) {
10. retval = -ENOMEM;
11. goto exec\_error1;
12. }
13. /\*
14. \* OK, now restart the process with the interpreter's inode.
15. \*/

// Finally, we get the i-node pointer of the interpreter and then jump to line 229 to execute // the interpreter. In order to get the i-node of the interpreter, we need to use the namei() // function, but the parameters (filename) used by the function are obtained from the user data

// space, that is, from the space pointed to by the segment register FS. So before calling the // namei() function, we need to temporarily let FS point to the kernel data space so that the

// function can get the name of the interpreter from kernel space and restore the default settings // of FS after namei() returns. Then jump to restart\_interp (line 229) to reprocess the new // executable file -- the script file's interpreter.

1. old\_fs = get\_fs();
2. set\_fs(get\_ds());
3. if (!(inode=namei(interp))) { /\* get executables inode \*/
4. set\_fs(old\_fs);
5. retval = -ENOENT;
6. goto exec\_error1;
7. }
8. set\_fs(old\_fs);
9. goto restart\_interp;
10. }

// At this point, the execution file header structure data in the buffer block has been copied

// to ex. So we release the buffer block first and start checking the execution header information

// in ex. For this kernel, it only supports the ZMAGIC executable file format, and the execution

// file code is executed from logical address 0, so execution files containing code or data

// relocation information are not supported. Of course, if the executable file is too large

// or the executable file is incomplete, then we can't run it. Therefore, the program will not

// be executed for the following situations: The executable file is not an executable file

// (ZMAGIC), or the code and data relocation portion is not equal to 0, or (code section + data // section + heap) is longer than 50MB, or the execution file size is less than (code section // + data section + symbol table + execution header).

1. brelse(bh);
2. if (N\_MAGIC(ex) != ZMAGIC || ex.a\_trsize || ex.a\_drsize ||
3. ex.a\_text+ex.a\_data+ex.a\_bss>0x3000000 ||
4. inode->i\_size < ex.a\_text+ex.a\_data+ex.a\_syms+N\_TXTOFF(ex)) {
5. retval = -ENOEXEC;
6. goto exec\_error2;
7. }

// In addition, if the code at the beginning of the execution file is not located at the boundary

// of a page (1024 bytes), it cannot be executed. Because the demand paging technique requires // that the contents of the executable file be loaded in page units, the code and data in the // executable file image are required to start at the page boundary.

1. if (N\_TXTOFF(ex) != BLOCK\_SIZE) {
2. printk("%s: N\_TXTOFF != BLOCK\_SIZE. See a.out.h.", filename);
3. retval = -ENOEXEC;
4. goto exec\_error2;
5. }

// If the sh\_bang flag is not set, copy the specified number of command line arguments and

// environment strings into the parameter and environment space. If the sh\_bang flag is already

// set, it means that the script interpreter will be run, and the environment variable page

// has been copied, no need to copy again. Similarly, if sh\_bang is not set and needs to be

// copied, then the pointer p gradually moves toward the small address as the copy information

// increases. Therefore, after the two copy string functions are executed, the environment string

// block is located above the program argument string block, and p points to the first argument

// string of the program. In fact, p is the offset value in the 128KB parameter and environment // space, So if p=0, it means that the environment variable and the parameter space page are // already full.

1. if (!sh\_bang) {
2. p = copy\_strings(envc,envp,page,p,0);
3. p = copy\_strings(argc,argv,page,p,0);
4. if (!p) {
5. retval = -ENOMEM;
6. goto exec\_error2;
7. }
8. }
9. /\* OK, This is the point of no return \*/
10. /\* note that current->library stays unchanged by an exec \*/

// In the previous section, we set the command line arguments and environment space for running

// the execution file according to the information provided by the function parameters, but

// we have not done any substantive work for it, that is, we have not done the initialization

// of process task structure, creating the page table, and etc. Now let's do the job. Since

// the execution file directly uses the "body" of the current process, that is, the current

// process will be transformed into a process that executes the file, we need to first release

// some system resources occupied by the current process, including closing the specified open

// file and releasing occupied page table and memory pages, etc. Then, according to the execution

// file header structure, the content of the descriptor in the local descriptor table LDT used

// by the current process is modified, the length limit of the code segment and the data segment

// descriptor is re-set, and the e\_uid and e\_gid obtained are used to set the related fields

// in the process task. Finally, the return address eip[] of the program that executes this // system call is pointed to the beginning of the code in the execution file. This way, when // the system-call exits and returns, it will run the code of the new executable file.

// Note that although the new executable file code and data have not yet been loaded into memory

// from the file, its parameters and environment blocks have used get\_free\_page() in

// copy\_strings() to get the physical memory page to hold the data, and used put\_page() in

// change\_ldt() to store the data at the end of the process logic space. In addition, in

// create\_tables(), a page fault exception is also caused by storing arguments and environment // pointer tables on the user stack, so that the memory manager also maps physical memory pages // for the user stack space.

//

// Here we first put back the i-node of the process's original execution program, and let the

// process executable field point to the i-node of the new executable file. Then reset all signal

// processing handles of the original process, but there is no need to reset for the SIG\_IGN // handle. Then according to the close\_on\_exec bitmap flag, close the specified open file and // reset the flag.

1. if (current->executable)
2. iput(current->executable);
3. current->executable = inode;
4. current->signal = 0;
5. for (i=0 ; i<32 ; i++) {
6. current->sigaction[i].sa\_mask = 0;
7. current->sigaction[i].sa\_flags = 0;
8. if (current->sigaction[i].sa\_handler != SIG\_IGN)
9. current->sigaction[i].sa\_handler = NULL;
10. }
11. for (i=0 ; i<NR\_OPEN ; i++)
12. if ((current->close\_on\_exec>>i)&1)
13. sys\_close(i);
14. current->close\_on\_exec = 0;

// Then, according to the base address and the length limit specified by the current process,

// the physical memory page and the page table itself specified by the page table corresponding // to the code and data segment of the original program are released. At this moment, the new

// execution file does not occupy any pages in the main memory area, so the page fault abort

// will occur when the processor actually runs the new execution file code. The memory management

// program then performs page fault processing to apply for a memory page and set related page

// table entries for the new execution file, and reads the relevant execution file page into // the memory. Also, if the "last task used coprocessor" points to the current process, it is // set to be NULL and the used math flag is reset.

1. free\_page\_tables(get\_base(current->ldt[1]),get\_limit(0x0f));
2. free\_page\_tables(get\_base(current->ldt[2]),get\_limit(0x17));
3. if (last\_task\_used\_math == current)
4. last\_task\_used\_math = NULL;
5. current->used\_math = 0;

// Then we modify the descriptor base address and the segment length in the LDT according to

// the code length field a\_text in the new execution header structure, and place the 128KB

// arguments and environment space page at the end of the data segment. After executing the

// following statement, p is now changed to be the offset starting at the beginning of the data

// segment, but still points to the beginning of the data in the arguments and environment space,

// that is, p has been converted to be the stack pointer value. Then call the internal function // create\_tables() to create an environment and parameter variable pointer table in the stack // space for the program's main() as parameters and return the stack pointer.

1. p += change\_ldt(ex.a\_text,page);
2. p -= LIBRARY\_SIZE + MAX\_ARG\_PAGES\*PAGE\_SIZE;
3. p = (unsigned long) create\_tables((char \*)p,argc,envc);

// Then modify the process field values to become the information of the new executable file.

// That is, the process task structure code tail field end\_code is equal to the code segment

// length a\_text of the execution file; the data tail field end\_data is equal to the code segment

// length of the execution file plus the data segment length (a\_data + a\_text); and the process

// heap end field brk = a\_text + a\_data + a\_bss. Brk is used to indicate the end position of // the current data segment (including the uninitialized portion) of the process, and the kernel // specifies the starting position of the allocation when allocating memory for the process. // Then set the process stack start field to the page where the stack pointer is located, and // re-set the effective user id and effective group id of the process.

1. current->brk = ex.a\_bss +
2. (current->end\_data = ex.a\_data +
3. (current->end\_code = ex.a\_text));
4. current->start\_stack = p & 0xfffff000;
5. current->suid = current->euid = e\_uid;
6. current->sgid = current->egid = e\_gid;

// Eventually, the program pointer that originally invoked the system-call interrupt is replaced

// with the code pointer on the stack to point to the entry point of the new executable, and

// the stack pointer is replaced with the stack pointer of the new execution file. Thereafter,

// the return instruction will pop up the data on the stack and cause the CPU to execute the // new execution file, so it will not return to the program that originally called the system // interrupt.

1. eip[0] = ex.a\_entry; /\* eip, magic happens :-) \*/
2. eip[3] = p; /\* stack pointer \*/ 375 return 0;
3. exec\_error2:
4. iput(inode); // put back the i-node. 378 exec\_error1:
5. for (i=0 ; i<MAX\_ARG\_PAGES ; i++)
6. free\_page(page[i]); // release memory pages if error occurs.
7. return(retval); // return error code.
8. }

383

## 12.16 stat.c

### 12.16.1 Function

The stat.c program implements the system-call functions stat() and fstat() for obtaining file status information, and stores the obtained information in the user buffer. The file status information is stored in the stat structure as shown below, where all field information can be obtained from the i-node of the file. Stat() uses the file name to get the information, and fstat() uses the file handle (descriptor) to get the information. Please refer to the file include/sys/stat.h.

|  |  |  |  |
| --- | --- | --- | --- |
| // File status structure. All fields are available from the file's i-node structure.   1. struct stat { 2. dev\_t st\_dev; // device number that contains the file. | | | |
| 8 | ino\_t | st\_ino; | // file i-node number. |
| 9 | umode\_t | st\_mode; | // file type and mode. |
| 10 | nlink\_t | st\_nlink; | // number of links to the file. |
| 11 | uid\_t | st\_uid; | // user identification number of the file. |
| 12 | gid\_t | st\_gid; // group number of the file. | |
| 13 | dev\_t | st\_rdev; // device number (if the file is a char or block device file). | |
| 14 | off\_t | st\_size; // file size (bytes) if the file is a regular file. | |
| 15 | time\_t | st\_atime; | // last access time. |
| 16 | time\_t | st\_mtime; | // last modified time. |
| 17  18 }; | time\_t | st\_ctime; | // i-node last changed time. |
| 12.16.2 | **Code annotation**  Program 12-15 linux/fs/stat.c | | |

1. /\*
2. \* linux/fs/stat.c
3. \*
4. \* (C) 1991 Linus Torvalds
5. \*/

6

// <errno.h> Error number header file. Contains various error numbers in the system. // <sys/stat.h> File status header file. Contains file or file system state structures stat{} // and constants.

// <linux/fs.h> File system header file. Define the file table structure (file, buffer\_head, // m\_inode, etc.).

// <linux/sched.h> The scheduler header file defines the task structure task\_struct, the data // of the initial task 0, and some embedded assembly function macro statements about the // descriptor parameter settings and acquisition.

// <linux/kernel.h> Kernel header file. Contains prototype definitions of some of the commonly // used functions of the kernel.

// <asm/segment.h> Segment operation header file. An embedded assembly function is defined for // segment register operations.

1. #include <errno.h>
2. #include <sys/stat.h> 9
3. #include <linux/fs.h>
4. #include <linux/sched.h>
5. #include <linux/kernel.h>
6. #include <asm/segment.h>

14

//// Use the i-node to get file status information.

// The parameter inode is the file i-node, and the statbuf is the stat file state structure // pointer in the user data space, which is used to store the obtained state information.

1. static void cp\_stat(struct m\_inode \* inode, struct stat \* statbuf)
2. {
3. struct stat tmp;
4. int i; 19

// First verify (or allocate) enough memory space to store the data, and then temporarily copy // the information on the corresponding file i-node to tmp. Finally, these status information // is copied into the user buffer.

1. verify\_area(statbuf,sizeof (struct stat));
2. tmp.st\_dev = inode->i\_dev; // device number that contains the file.
3. tmp.st\_ino = inode->i\_num; // file i-node number.
4. tmp.st\_mode = inode->i\_mode; // file type and mode.
5. tmp.st\_nlink = inode->i\_nlinks; // number of links to the file.
6. tmp.st\_uid = inode->i\_uid; // user id.
7. tmp.st\_gid = inode->i\_gid; // group id.
8. tmp.st\_rdev = inode->i\_zone[0]; // device no.(if the file is a char/block file).
9. tmp.st\_size = inode->i\_size; // file size (bytes).
10. tmp.st\_atime = inode->i\_atime; // last access time.
11. tmp.st\_mtime = inode->i\_mtime; // last modified time. 31 tmp.st\_ctime = inode->i\_ctime; // i-node last changed time. 32 for (i=0 ; i<sizeof (tmp) ; i++)

33 put\_fs\_byte(((char \*) &tmp)[i],i + (char \*) statbuf); 34 }

35

//// File status system-call function.

// Get related file status information according to the given file name.

// The parameter statbuf is the user buffer pointer for storing state information.

// Returns 0 if successful, and returns an error code if an error occurs.

1. int sys\_stat(char \* filename, struct stat \* statbuf)
2. {
3. struct m\_inode \* inode;

39

// First, find the corresponding i-node according to the file name, then copy the file state // information on the i-node into the user buffer, and finally put back the i-node.

1. if (!(inode=namei(filename)))
2. return -ENOENT;
3. cp\_stat(inode,statbuf);
4. iput(inode);
5. return 0;
6. }

46

//// Symbolic link file status system-call function.

// Get related file status information according to the given file name. If there is a symbolic // link file name in the file path name, the status information of the symbol file itself is // taken, and the link is not followed.

// The parameter statbuf is the user buffer pointer for storing file status information.

// Returns 0 if successful, and returns an error code if an error occurs.

1. int sys\_lstat(char \* filename, struct stat \* statbuf)
2. {
3. struct m\_inode \* inode;

50

// First find the corresponding i-node according to the file name. If it is a symbolic link // file, it does not follow the link. The file status information on the i-node is then copied // into the user buffer, and the i-node is put back.

1. if (!(inode = lnamei(filename))) // get the i-node without following the link.
2. return -ENOENT;
3. cp\_stat(inode,statbuf);
4. iput(inode);
5. return 0;
6. }

57

//// Use the file handle to get the file state.

// Get status information about the file based on the given file handle.

// The parameter fd is the handle (descriptor) of the specified file, and the statbuf is the // user buffer pointer that holds the status information.

// Returns 0 if successful, and returns an error code if an error occurs.

1. int sys\_fstat(unsigned int fd, struct stat \* statbuf)
2. {
3. struct file \* f;
4. struct m\_inode \* inode;

62

// First take the file structure corresponding to the file handle, and then get the i-node of // the file. The file status information on the i-node is then copied into the user buffer.

// If the file handle value is greater than the maximum number of files that can be opened by // a program NR\_OPEN, or the file structure pointer of the handle is NULL, or the i-node field // of the corresponding file structure is NULL, an error occurs and an error code is returned.

1. if (fd >= NR\_OPEN || !(f=current->filp[fd]) || !(inode=f->f\_inode))
2. return -EBADF;
3. cp\_stat(inode,statbuf);
4. return 0;
5. }

68

//// Read symbolic link file system-call.

// This function reads the contents of the symbolic link file (that is, the pathname string // of the file pointed to by the symbolic link) and places it in the user buffer. If the buffer // is too small, the contents of the symbolic link will be truncated.

// Parameters: path is the symbolic link file path name; buf is the user buffer; bufsiz is the // buffer length.

// Returns: the number of characters in the buffer if successful, or error code if it fails.

1. int sys\_readlink(const char \* path, char \* buf, int bufsiz)
2. {
3. struct m\_inode \* inode;
4. struct buffer\_head \* bh;
5. int i;
6. char c; 75

// First check and verify the validity of the function parameters and adjust them. The user // buffer size bufsi must be between 1 and 1023. Then get the i-node of the symbolic link file // and read the first block of data content of the file. Then put back the i-node.

1. if (bufsiz <= 0)
2. return -EBADF; 78 if (bufsiz > 1023)
3. bufsiz = 1023;
4. verify\_area(buf,bufsiz);
5. if (!(inode = lnamei(path)))
6. return -ENOENT;
7. if (inode->i\_zone[0])
8. bh = bread(inode->i\_dev, inode->i\_zone[0]);
9. else
10. bh = NULL;
11. iput(inode);

// If the file data content is successfully read, the most bufsiz characters are copied from // the file into the user buffer , and NULL characters are not copied. Finally release the buffer // block and return the number of bytes copied.

1. if (!bh)
2. return 0;
3. i = 0;
4. while (i<bufsiz && (c = bh->b\_data[i])) {
5. i++;
6. put\_fs\_byte(c,buf++);
7. }
8. brelse(bh);
9. return i;
10. }
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## 12.17 fcntl.c

### 12.17.1 Function

The fcntl.c program implements the file control system call fcntl(), and the two file handle (descriptor) duplication system-calls dup() and dup2().Dup2() specifies the minimum value of the new handle, while dup() returns the unused handle with the smallest current value. Fcntl() is used to modify the state of an opened file, or to copy a file handle. Handle duplication operations are primarily used for standard input/output redirection and pipe operations of files. Some of the constant symbols used in this program are defined in the include/fcntl.h file. It is recommended that you also refer to this header file when reading this program. The new file handle returned by the functions dup() and dup2() will use the same file table entry as the original handle being copied or duplicated. For example, when a process does not open any other file, if you use the dup() or dup2() function but specify a new handle of 3, the file handles after the function is executed are shown in Figure 12-35.
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Figure 12-35 File structures after executing dup(1) or dup2(1,3) function

In addition, it can be seen from the internal function dupfd() in this program that for the file handle newly created by dup() or dup2() function, the flag close\_on\_exec will be cleared, that is, when the exec() class function is run, it will not close the file handle created with dup().

The fcntl() function, which was adopted by AT&T's System III, is mainly used to modify the properties of an open file. It integrates four functionalities in the function with the control command cmd in the parameter: ·cmd = F\_DUPFD, duplicate the file handle. At this time, the return value of fcntl() is a new file handle whose value is greater than or equal to the value specified by the third parameter. The newly created file handle will use the same file entry as the original handle, but its execution close flag bit will be reset. For this command, the function dup(fd) is equivalent to fcntl(fd, F\_DUPFD, 0); and the function dup2(fd, newfd) is equivalent to the statements "close(newfd); fcntl(fd, F\_DUPFD, newfd); ”

·cmd = F\_GETFD or F\_SETFD。These two commands are used to read or set the corresponding bits in the flag close\_on\_exec of the file handle. When setting is flag, the third argument of the function is the new bit value of the flag.

·cmd = F\_GETFL or F\_SETFL. These two commands are used to read or set file operations and access flags, respectively. These flags are RDONLY, O\_WRONLY, O\_RDWR, O\_APPEND, and O\_NONBLOCK.

For details, see the include/fcntl.h file. When setting the operation, the third parameter of the function is the new value of the file operation and access flags, and only the O\_APPEND and O\_NONBLOCK flags can be changed.

·cmd = F\_GETLK, F\_SETLK or F\_SETLKW. These commands are used to read or set the file lock flag, but the file record lock function is not implemented in the Linux 0.12 kernel.

### 12.17.2 Code annotation

Program 12-16 linux/fs/fcntl.c

1 /\*

1. \* linux/fs/fcntl.c
2. \*
3. \* (C) 1991 Linus Torvalds
4. \*/

6

// <string.h> String header file. Defines some embedded functions about string operations.

// <errno.h> Error number header file. Contains various error numbers in the system.

// <sys/types.h> Type header file. The basic system data types are defined.

// <linux/sched.h> The scheduler header file defines the task structure task\_struct, the data // of the initial task 0, and some embedded assembly function macro statements about the // descriptor parameter settings and acquisition.

// <linux/kernel.h> Kernel header file. Contains prototype definitions of some of the commonly // used functions of the kernel.

// <asm/segment.h> Segment operation header file. An embedded assembly function is defined for // segment register operations.

// <fcntl.h> File control header file. The definition of the operation control constant symbol // used for the file and its descriptors.

// <sys/stat.h> File status header file. Contains file or file system state structures stat{} // and constants.

1. #include <string.h>
2. #include <errno.h>
3. #include <linux/sched.h>
4. #include <linux/kernel.h>
5. #include <asm/segment.h>
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1. #include <fcntl.h>
2. #include <sys/stat.h>

15

16 extern int sys\_close(int fd); // close file system-call. (fs/open.c, 219) 17

//// Duplicate the file handle (file descriptor).

// The parameter fd is the file handle to be duplicated, and arg specifies the minimum number // of the new file handle.

// Returns a new file handle or an error code.

1. static int dupfd(unsigned int fd, unsigned int arg)
2. {

// The function first checks the validity of the function parameters. If the file handle value

// is greater than the maximum number of open files NR\_OPEN for a program, or if the file structure

// of the handle does not exist, an error code is returned; If the specified new handle value

// arg is greater than the maximum number of open files, an error code is also returned. Note // that the file handle is actually the file structure pointer array item index number.

1. if (fd >= NR\_OPEN || !current->filp[fd])
2. return -EBADF;
3. if (arg >= NR\_OPEN)
4. return -EINVAL;

// Then we look in the process's file structure pointer array for an entry with an index number // equal to or greater than arg and not yet used. If the new handle found is greater than the // maximum number of open files NR\_OPEN (ie, there are no free items), an error code is returned.

1. while (arg < NR\_OPEN)
2. if (current->filp[arg])
3. arg++; 27 else
4. break;
5. if (arg >= NR\_OPEN)
6. return -EMFILE;

// Otherwise, for the found idle item (handle), the corresponding bit of the handle is reset

// in the flag close\_on\_exec. That is, when you run the exec() class function, the handle created

// with dup() will not be closed. The file structure pointer is then made equal to the pointer // to the original handle fd, and the file reference count is incremented by one. Finally, the // new file handle arg is returned.

1. current->close\_on\_exec &= ~(1<<arg);
2. (current->filp[arg] = current->filp[fd])->f\_count++;
3. return arg;
4. }

35

//// Duplicate the file handle system-call2.

// Duplicate the given file handle oldfd, the new file handle value is equal to newfd. If newfd // is already open, close it first.

// Parameters: oldfd -- the original file handle; newfd - the new file handle.

// Returns the new file handle.

1. int sys\_dup2(unsigned int oldfd, unsigned int newfd)
2. {
3. sys\_close(newfd); // closed the newfd first if already opened.
4. return dupfd(oldfd,newfd); // duplicate and return the new handle. 40 }

41

//// Duplicate the file handle system-call.

// Duplicate the given file handle oldfd, the value of the new handle will be the current smallest // unused handle value.

// Parameters: fildes -- the file handle to be duplicated. // Returns the new file handle.

1. int sys\_dup(unsigned int fildes)
2. {
3. return dupfd(fildes,0);
4. }

46

//// The file control system-call.

// The parameter fd is the file handle; cmd is the control command (see include/fcntl.h, lines

// 23-30); arg has different meanings for different commands. For the duplicate handle command

// F\_DUPFD, arg is the minimum value that can be taken for a new file handle; for the set file // operation and the access flag command F\_SETFL, arg is the new file operation and access mode. // For the file lock commands F\_GETLK, F\_SETLK, and F\_SETLKW, arg is a pointer to the flock // structure. However, the file locking function is not implemented in this kernel.

// Returns: If an error occurs, all operations return -1. If successful, F\_DUPFD returns a new // file handle; F\_GETFD returns the flag close\_on\_exec of the file handle; F\_GETFL returns the // file operation and access flags.

1. int sys\_fcntl(unsigned int fd, unsigned int cmd, unsigned long arg)
2. {
3. struct file \* filp;

50

// First check the validity of the given file handle, and then we will deal with them according

// to different commands cmd. If the file handle value is greater than the maximum number of // open files NR\_OPEN for a process, or if the file structure pointer for the handle is NULL, // an error code is returned.

1. if (fd >= NR\_OPEN || !(filp = current->filp[fd]))
2. return -EBADF;

12.18 ioctl.c

1. switch (cmd) {
2. case F\_DUPFD: // duplicate file handle.
3. return dupfd(fd,arg);
4. case F\_GETFD: // get the close\_on\_exec flag bit for the file.
5. return (current->close\_on\_exec>>fd)&1;
6. case F\_SETFD: // set/reset close\_on\_exec flag. set if arg is 1.
7. if (arg&1)
8. current->close\_on\_exec |= (1<<fd);
9. else
10. current->close\_on\_exec &= ~(1<<fd);
11. return 0;
12. case F\_GETFL: // get the file status flag and access mode.
13. return filp->f\_flags;
14. case F\_SETFL: // set status and access mode (append, non-block).
15. filp->f\_flags &= ~(O\_APPEND | O\_NONBLOCK);
16. filp->f\_flags |= arg & (O\_APPEND | O\_NONBLOCK);
17. return 0;
18. case F\_GETLK: case F\_SETLK: case F\_SETLKW: // not implemented. 71 return -1;
19. default:
20. return -1;
21. }
22. }
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## 12.18 ioctl.c

### 12.18.1 Function

The ioctl.c program implements the input/output control system-call ioctl().The ioctl() function can be thought of as an interface control function for each specific device driver. This function will call the IO control function in the driver of the device file specified by the file handle, mainly calling the tty\_ioctl() function of the tty character device to control the I/O of the terminal. The tty device properties can usually be set in the user program when using the termios related function defined by the POSIX.1 standard, see the last part of the include/termios.h file. Those functions (such as tcflow()) are implemented in the compiled library libc.a, and the ioctl() function in the program is still executed through the system-call.

### 12.18.2 Code annotation

Program 12-17 linux/fs/ioctl.c

1. /\*
2. \* linux/fs/ioctl.c
3. \*
4. \* (C) 1991 Linus Torvalds
5. \*/

6

// <string.h> String header file. Defines some embedded functions about string operations. // <errno.h> Error number header file. Contains various error numbers in the system.

12.18 ioctl.c

// <sys/stat.h> File status header file. Contains file or file system state structures stat{} // and constants.

// <linux/sched.h> The scheduler header file defines the task structure task\_struct, the data // of the initial task 0, and some embedded assembly function macro statements about the // descriptor parameter settings and acquisition.

1. #include <string.h>
2. #include <errno.h>
3. #include <sys/stat.h>

10

11 #include <linux/sched.h>

12

13 extern int tty\_ioctl(int dev, int cmd, int arg); // chr\_drv/tty\_ioctl.c, line 133. 14 extern int pipe\_ioctl(struct m\_inode \*pino, int cmd, int arg); // fs/pipe.c, line 118.

15

// Define the input and output control (ioctl) function pointer type.

16 typedef int (\*ioctl\_ptr)(int dev,int cmd,int arg);

17

// Get the number of device types in the system.

18 #define NRDEVS ((sizeof (ioctl\_table))/(sizeof (ioctl\_ptr)))

19

// Ioctl operation function pointer table.

1. static ioctl\_ptr ioctl\_table[]={
2. NULL, /\* nodev \*/
3. NULL, /\* /dev/mem \*/
4. NULL, /\* /dev/fd \*/
5. NULL, /\* /dev/hd \*/
6. tty\_ioctl, /\* /dev/ttyx \*/
7. tty\_ioctl, /\* /dev/tty \*/
8. NULL, /\* /dev/lp \*/
9. NULL}; /\* named pipes \*/

29

30

//// The input and output control system-call.

// The function first determines whether the file descriptor given by the parameter is valid, // then checks the file type according to the file mode in the i-node, and invokes the relevant // io processing function according to the specific file type.

// Parameters: fd - file descriptor (handle); cmd - command code; arg - parameter.

// Returns: 0 if successful, otherwise returns an error code. 31 int sys\_ioctl(unsigned int fd, unsigned int cmd, unsigned long arg)

1. {
2. struct file \* filp;
3. int dev,mode; 35

// First determine the validity of the given file handle. If the file handle exceeds the number

// of openable files, or the file structure pointer of the corresponding handle is NULL, the

// error code is returned. If the file structure corresponds to the pipe i node, then we need

// to determine whether to execute the pipe IO according to whether the process has the right // to operate the pipe. Pipe\_ioctl() is called if there is permission to execute, otherwise // an invalid file error code is returned.

1. if (fd >= NR\_OPEN || !(filp = current->filp[fd]))
2. return -EBADF;
3. if (filp->f\_inode->i\_pipe)
4. return (filp->f\_mode&1)?pipe\_ioctl(filp->f\_inode,cmd,arg):-EBADF;

// For other types of files, we take the mode of the corresponding file and determine the type

// of the file accordingly. If the file is neither a character device file nor a block device

// file, an error code is returned. If it is a character or block device file, the device number // is taken from the i-node of the file. If the device number is greater than the number of // devices in the system, an error number is returned.

1. mode=filp->f\_inode->i\_mode;
2. if (!S\_ISCHR(mode) && !S\_ISBLK(mode))
3. return -EINVAL;
4. dev = filp->f\_inode->i\_zone[0]; // device no. for device type file.
5. if (MAJOR(dev) >= NRDEVS)
6. return -ENODEV;

// Then, according to the IO control table ioctl\_table, the ioctl function pointer of the // corresponding device is found, and the function is called. If the device does not have a // corresponding function in the table, an error code is returned.

1. if (!ioctl\_table[MAJOR(dev)])
2. return -ENOTTY;
3. return ioctl\_table[MAJOR(dev)](dev,cmd,arg);
4. }

50

## 12.19 select.c

### 12.19.1 Function

Linux programmers often find it necessary to use multiple file descriptors at the same time to access I/O devices where the data stream is intermittently transmitted. If we only use multiple read(), write() calls to handle this situation, then one of the calls may block and let the program wait on a file descriptor. At the same time, other file descriptors may be able to read/write, but they are not processed in time.

There are many ways to solve this problem. One way is to set up a process for each file descriptor that needs to be accessed at the same time. However, this method requires coordination of communication between these processes, so this method is more complicated. Another method is to set all file descriptors to a non-blocking form, and cyclically detect whether each file descriptor has data readable or writable in the program. However, because this loop detection method consumes a lot of processor time, this method is not recommended in multitasking operating systems. The third method is to use asynchronous I/O technology. The principle is to let the kernel use signals to notify the process when a descriptor can be accessed. Since there is only one such "notification" signal for each process, if multiple file descriptors are used, it is still necessary to set each file descriptor to a non-blocking state, and when receiving such a signal, it is necessary to to test each descriptor to determine which one is ready.

Another good way to do this is to use the select()(sys\_select()) function in the selcet.c program to handle this situation. The select() function originally appeared in the BSD 4.2 operating system and can be used in operating systems that support the BSD Socket network programming. It is mainly used to handle situations where multiple file descriptors (or socket handles) need to be accessed efficiently at the same time. The main working principle of this function is to let the kernel monitor multiple file descriptors provided by the user at the same time. If the state of the file descriptor has not changed, let the calling process go to sleep state; if one of the descriptors is ready to be accessed, This function returns to the process and tells the process which

descriptor or descriptors are ready.

The select() function prototype is defined on line 277 of the include/unistd.h file, as shown below:

int select(int width, fd\_set \* readfds, fd\_set \* writefds, fd\_set \* exceptfds, struct timeval \* timeout);

This function uses 5 parameters. The first parameter width is the value of the largest descriptor in the three descriptor sets given later plus one. This value is actually the range of values for the kernel code to check the number of descriptors. The next three parameters are pointers to the file descriptor set type fd\_set, which point to the read operation descriptor set readfds, the write operation descriptor set writefds, and the descriptor set exceptfds where the exception condition occurs. Any of these 3 pointers can be NULL, indicating that we don't care about the corresponding set. If all three pointers are NULL, then the select() function can be used as a more accurate timer (the sleep() function can only provide second-level precision).

The file descriptor set type fd\_set is defined in the include/sys/types.h file and is defined as an unsigned long word. Each bit of it represents a file descriptor, and the offset position value of the bit in the long word is the value of the file descriptor, as shown in the upper half of Figure 12-36.
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Figure 12-36 File descriptor set represents one descriptor per bit

If we are concerned with the descriptor fd3 of the read operation, then we need to set fd3 (bit 4) in the readfds set to 1; if we need to monitor the file descriptor fd1 that performs the write operation, we need to set fd1 in the writefds set to 1. If fd3 is the largest descriptor value in all descriptor sets, then the first parameter width is equal to 4. To facilitate the operation of the fd\_set type variable, the Linux system provides four macros as shown below, defined in the file include/sys/time.h. They are used to clear a descriptor set, set/reset/detect a bit of a given descriptor in a descriptor set.

#define FD\_ZERO(fdsetp) (\*(fdsetp) = 0) // zero all bits of descriptor set. #define FD\_SET(fd,fdsetp) (\*(fdsetp) |= (1 << (fd))) // set the bit of the descriptor.

#define FD\_CLR(fd,fdsetp) (\*(fdsetp) &= ~(1 << (fd))) // reset the bit of the descriptor.

#define FD\_ISSET(fd,fdsetp) ((\*(fdsetp) >> fd) & 1) // test the bit of the descriptor.

After declaring a descriptor set variable, the user program should first clear it with FD\_ZERO() and then use FD\_SET() or FD\_CLR() to set/reset the bit corresponding to the specified descriptor. FD\_ISSET is used to test whether the specified bit of the descriptor set is still set when select() returns. When select() returns, the bits still set in the three descriptor sets indicate that the corresponding file descriptor is ready (read, write, or exception). Note that these macros need to use the descriptor set pointer as the second argument.

The last parameter of the select() function, timeout, is used to specify the maximum amount of time that a process will expect to wait for select() before any descriptor is ready. It is a pointer to the structure of type timeval (defined in the include/sys/time.h file), as shown below.

struct timeval { long tv\_sec; /\* seconds \*/ long tv\_usec; /\* microseconds \*/ };

When the parameter timeout pointer is NULL, it means that we will wait indefinitely until one of the descriptors specified in the descriptor set is ready to operate. However, if the process receives a signal, the wait process will be interrupted, and select() will return -1, and the global variable errno will be set to EINTR. When the timeout pointer is not NULL, but the value of both fields in the structure is 0, it means no waiting. At this point the select() function can be used to test the state of all specified descriptors and return immediately. When at least one of the two time field values is not 0, the select() function waits for a while before returning. If a descriptor is ready during the wait period, it returns directly, and at this time the two time field values are modified to indicate the remaining wait time value. If no descriptor is ready within the set time, select() returns 0. In addition, it can be interrupted by the signal during the waiting period and returns -1. In general, when select() returns -1, it indicates an error; when select() returns a value of 0, it means that no descriptor is ready under the specified conditions; when select() returns a positive value, it indicates the number of file descriptors that are ready for access in the descriptor set. At this time, the descriptor corresponding to the bit still set in the three descriptor sets is the ready descriptor.

Since the Linux 0.12 kernel only provides system calls with up to 3 parameters, and select() has 5 parameters, when the user program calls the select() function, the select() in the library file (for example, libc.a) will pass the address of the first parameter as a pointer to the system-call sys\_select() in the kernel. and the system-call will treat the pointer of the first argument as a "buffer" pointer holding all the arguments. It will first break the parameters in the "buffer" and then call the do\_select() function to handle them. Then, when do\_select() returns, the result is written to the user data "buffer". The following is the source code implementation of the select() function in the libc library of the Linux 0.1x system.

1. #define \_\_LIBRARY\_\_
2. #include <sys/time.h>
3. #include <unistd.h>

04

05 int select(int nd, fd\_set \* in, fd\_set \* out, fd\_set \* ex, struct timeval \* tv) 06 {

// First define the return result variable \_\_res, and define the register variable \_\_fooebx // as a pointer to the first parameter. Then use the system-call inline assembly code, set // eax = select system-call function number; ebx is the first parameter nd pointer.

1. long \_\_res;
2. register long \_\_fooebx \_\_asm\_\_ ("bx") = (long) &nd;
3. \_\_asm\_\_ volatile ("int $0x80"
4. : "=a" (\_\_res)
5. : "0" (\_\_NR\_select),"r" (\_\_fooebx));

// Finally, if the return value is greater than or equal to 0, the value is returned, otherwise // the global error number variable errno is set and then -1 is returned.

1. if (\_\_res >= 0)
2. return (int) \_\_res;
3. errno = -\_\_res;
4. return -1;
5. }

In fact, the select.c program is more complicated. As Mr. Linus said in the 27th line of the program: "If you understand what I'm doing here, then you understand how the Linux sleep/wakeup mechanism works." Similar to the kernel/sched.c program, the main difficulty in this program is the understanding of the add\_wait() and free\_wait() functions. In order to understand the working principle of these two functions, we can refer to the sleep\_on() function in the sched.c program, because these functions all involve the processing of the task waiting queue of a certain resource. Below we first explain the main working principle of the sys\_select() system-call, and then detail how the select() handles the wait queues.

The code in the sys\_select() function is mainly responsible for parameter copying and conversion before and after the select() function, and the main work of the select() operation is done in the do\_select() function. Do\_select() will first check the validity of each descriptor in the file descriptor set, then call the function check\_XX() of the relevant descriptor set to check each descriptor, and also count the number of descriptors currently ready in the descriptor set. If any of the descriptors are ready, the function will return immediately, otherwise the process will invoke the add\_wait() function to insert the current task into the corresponding wait queue and enter the sleep state in the do\_select() function. If the process continues to run after a timeout has elapsed or because a process on the wait queue where a descriptor is located is awakened, the process will again check to see if a descriptor is ready. The do\_select() function uses the free\_wait() function to wake up the waiting tasks (if any) already on the queue before executing the repeat check operation.

The select.c program uses a wait table wait\_table while processing the descriptor wait process, as shown in lines 37-45 in the program and Figure 12-37 below. The wait\_table of type select\_table contains a valid item count field nr and an array entry[NR\_OPEN \* 3], each array item is a wait\_entry structure. The valid entry field nr of wait\_table records the number of wait\_entry entries waiting for the descriptor in the descriptor set to wait on the associated wait queue. The wait\_entry structure contains two fields, where the wait\_address pointer field is used to point to the task wait queue header corresponding to the descriptor currently being processed, and the old\_task field is used to point to the wait task that the wait queue header pointer originally points to.
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Figure 12-37 Wait table structure diagram

The wait table operates using the add\_wait() and free\_wait() functions. When a descriptor is not ready, add\_wait() is used to add the current process to the task wait queue corresponding to the descriptor. Before adding an item to the wait list, it first searches for the wait queue header pointer field in the wait table that has the same wait item that you want to add. If it already exists, it will not be added to the wait table and will return directly (that is, only one waiting item will be inserted in the different waiting queue), otherwise the wait\_address field of the wait table item points to the waiting queue head pointer, and the old\_task field points to the task that the queue head pointer originally pointed to. Then let the wait queue head pointer point to the current task. Finally, the valid item count value nr of the wait table is incremented by one.

For example, for a descriptor whose read buffer queue is empty and waiting for the terminal tty to input characters, the corresponding terminal's read buffer queue 'secondary' is provided with a task wait queue header pointer proc\_list that waits for a readable character in the buffer queue (see tty queue structure in file include/linux/tty.h, line 26 ). When no characters in the buffer secondary can be read, the select.c program will add the current task to the wait table using the add\_wait() function. It will make the wait\_entry field wait\_address = proc\_list and let the field old\_task point to the task that proc\_list originally pointed to. If proc\_list did not originally point to any task, then old\_task=NULL. Then let proc\_list point to the current task. This process is shown in Figure 12-38. In the figure, (a) shows the original task waiting for the queue head pointer before calling the add\_wait() function, and (b) shows the form of waiting for the entry after executing add\_wait(). Note that only one wait\_entry entry in the wait table is shown in the figure.
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Figure 12-38 Add one wait item to the wait table

If the waiting tasks already in the waiting queue are inserted because the sleep\_on() function is called, and after we insert the current task calling the select function into the waiting queue, another process inserts itself using the sleep\_on() function. At this moment, the structure of the entire waiting queue is shown in Figure 12-39.
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Figure 12-39 A new waiting task is inserted in the waiting queue

As can be seen from the figure, the wait table entry old\_task pointer field is exactly the same as the tmp pointer in the sleep\_on() function, and the wait\_address field is only used for select to prevent the addition of an entry with the same wait queue pointer in the wait table wait\_table. Therefore, when using the free\_wait() function to clear items in the wait table, the algorithm used in free\_wait() is exactly the same as in the sleep\_on() function when the task is woken up.

When the waiting resource is available, for example, a character has been entered in the buffer secondary of the tty read buffer queue, the task pointed to by the head pointer in the waiting queue will be woken up. The task will then wake up the task pointed to by its tmp pointer. When the task executing select() is woken up, it immediately executes the free\_wait() function (see line 204 of the code). If the task is waking up and waiting queue head pointer is pointing to this task (\*wait\_address == current), then the free\_wait() function will immediately wake up the subsequent tasks pointed to by old\_task. It can be seen that the functionality of free\_wait() is exactly the same as the code of sleep\_on() waking up tasks. If the task executing the select function is awakened and another process calls the sleep\_on() function and sleeps on the wait queue, then the wait queue head pointer does not point to the current process (\*wait\_address != current) Then we need to wake up these tasks first. The operation method is to set the task pointed to by the queue head to the ready state (state = 0) and set itself to the non-interruptible wait state. That is, the task itself has to wait for these subsequent queued tasks to be awakened to start execution, then wakes up itself. Then re-execute the scheduler.

Also note that since select() implemented in the Linux kernel will modify (decrement) the field values in the structure pointed to by timeout during the run to reflect the remaining wait time, and the select() implementation in many other operating systems does not do this, so this will cause Linux programs that access the timeout structure value during select() runs into problems. Similarly, programs that do not initialize the timeout in the loop and use the select() function multiple times will encounter problems if they are ported to a Linux system. So when select() returns, the structure pointed to by timeout should be considered to be in an uninitialized state.

### 12.19.2 Code annotation

Program 12-18 linux/fs/select.c

1. /\*
2. \* This file contains the procedures for the handling of select
3. \*
4. \* Created for Linux based loosely upon Mathius Lattner's minix 5 \* patches by Peter MacDonald. Heavily edited by Linus.

6 \*/ 7

// <linux/fs.h> File system header file. Define the file table structure (file, buffer\_head, // m\_inode, etc.).

// <linux/kernel.h> Kernel header file. Contains prototype definitions of some of the commonly // used functions of the kernel.

// <linux/tty.h> The tty header file defines parameters and constants for tty\_io, serial // communication.

// <linux/sched.h> The scheduler header file defines the task structure task\_struct, the data // of the initial task 0, and some embedded assembly function macro statements about the // descriptor parameter settings and acquisition.

// <asm/segment.h> Segment operation header file. An embedded assembly function is defined for // segment register operations.

// <asm/system.h> System header file. An embedded assembly macro that defines or modifies // descriptors/interrupt gates, etc. is defined.

// <sys/stat.h> File status header file. Contains file or file system state structures stat{} // and constants.

// <sys/types.h> Type header file. The basic system data types are defined.

// <string.h> String header file. Defines some embedded functions about string operations.

// <const.h> The constant file currently defines only the flags of i\_mode field in the i-node.

// <errno.h> Error number header file. Contains various error numbers in the system.

// <sys/time.h> The timeval structure and the itimerval structure are defined.

// <signal.h> Signal header file. Define signal symbol constants, signal structures, and signal // manipulation function prototypes.

1. #include <linux/fs.h>
2. #include <linux/kernel.h>
3. #include <linux/tty.h>
4. #include <linux/sched.h> 12
5. #include <asm/segment.h>
6. #include <asm/system.h>

15

1. #include <sys/stat.h>
2. #include <sys/types.h>
3. #include <string.h>
4. #include <const.h>
5. #include <errno.h>
6. #include <sys/time.h>
7. #include <signal.h>

23

1. /\*
2. \* Ok, Peter made a complicated, but straightforward multiple\_wait() function.
3. \* I have rewritten this, taking some shortcuts: This code may not be easy to
4. \* follow, but it should be free of race-conditions, and it's practical. If you
5. \* understand what I'm doing here, then you understand how the linux sleep/wakeup 29 \* mechanism works.
6. \*
7. \* Two very simple procedures, add\_wait() and free\_wait() make all the work. We
8. \* have to have interrupts disabled throughout the select, but that's not really 33 \* such a loss: sleeping automatically frees interrupts when we aren't in this 34 \* task.

35 \*/

// Note that each process has its own EFLAGS flag register.

36

1. typedef struct {
2. struct task\_struct \* old\_task;
3. struct task\_struct \*\* wait\_address;
4. } wait\_entry;

41

1. typedef struct {
2. int nr;
3. wait\_entry entry[NR\_OPEN\*3];
4. } select\_table;

46

//// Adding the wait queue to the wait table.

// Add the wait queue pointer of the not ready descriptor to the wait\_table. The parameter

// \*wait\_address is the wait queue header pointer associated with the descriptor. For example, // the wait queue head pointer of the tty read buffer queue is proc\_list. The parameter p is // a pointer to the wait table structure defined in do\_select().

47 static void add\_wait(struct task\_struct \*\* wait\_address, select\_table \* p) 48 {

49 int i; 50

// First check if the descriptor has a corresponding wait queue, and if not, return. Then in

// the wait table, search for the queue pointer given by the parameter to see if it has already

// been set in the wait table. If it was, the code will return immediately. This check is mainly

// for pipe file descriptors. For example, if a pipe is waiting to be read, it must be able // to write immediately.

1. if (!wait\_address)
2. return;
3. for (i = 0 ; i < p->nr ; i++)
4. if (p->entry[i].wait\_address == wait\_address)
5. return;

// Then we store the header pointer of the descriptor's wait queue in wait\_table, and let the

// old\_task field of the wait table entry points to the task pointed to by the wait queue header // pointer (NULL if none), then let the wait queue header points to the current task. Finally, // the wait table item count value nr is incremented by 1.

1. p->entry[p->nr].wait\_address = wait\_address;
2. p->entry[p->nr].old\_task = \* wait\_address;
3. \*wait\_address = current;
4. p->nr++;
5. }

61

//// Free each wait queue in the wait table.

// The parameter p is a pointer to the wait table structure. This function (line 204, 207) is

// called when the current process is woken up in the do\_select() function, and is used to wake // up other tasks in the wait table that are on each wait queue. It is almost identical to the // second half of the sleep\_on() function in kernel/sched.c, see the description of it.

1. static void free\_wait(select\_table \* p)
2. {
3. int i;
4. struct task\_struct \*\* tpp;

66

// If the wait queue header of the entries in the wait table (total nr entry) indicates that

// there are other wait tasks added later (for example, other processes call the sleep\_on()

// function and sleep on the wait queue), then the queue header does not point to the current

// process, then we need to wake up these tasks first. The operation method is to set the task

// pointed to by the queue header to the ready state (state = 0), and set itself to the // non-interruptible waiting state, that is, to wait for these subsequent queued tasks to be // awakened and execute again to wake up this task. So re-execute the scheduler.

1. for (i = 0; i < p->nr ; i++) {
2. tpp = p->entry[i].wait\_address;
3. while (\*tpp && \*tpp != current) {
4. (\*tpp)->state = 0;
5. current->state = TASK\_UNINTERRUPTIBLE;
6. schedule();
7. }

// Execution here, indicating that the wait queue header field wait\_address in the current entry

// of the wait table points to the current task. If it is NULL, it indicates that there is a

// problem with the schedule code, and a warning message is displayed. Then we let the wait

// queue header point to the task that entered the queue before us (line 76). If the head pointer

// does point to a task instead of NULL at this time, then there is still a task in the queue // (\*tpp is not empty), so the task is set to the ready state and wakes up. Finally, we set // the item count field nr of the wait list to zero and clear the wait table.

1. if (!\*tpp)
2. printk("free\_wait: NULL");
3. if (\*tpp = p->entry[i].old\_task)
4. (\*\*tpp).state = 0;
5. }
6. p->nr = 0;
7. }

81

//// Get the tty according to the i-node.

// Check if the file is a character terminal device file according to the i-node. If it is, // return its tty structure pointer, otherwise it returns NULL.

1. static struct tty\_struct \* get\_tty(struct m\_inode \* inode)
2. {
3. int major, minor;

85

// Returns NULL if it is not a character device file, or NULL if the major device number is // not 5 (control terminal) or 4.

1. if (!S\_ISCHR(inode->i\_mode))
2. return NULL;
3. if ((major = MAJOR(inode->i\_zone[0])) != 5 && major != 4)
4. return NULL;

// If the major device number is 5, then the tty field of the process is its terminal device // number, otherwise it is equal to the minor device number of the character device number.

// If the terminal device number is less than 0, it indicates that the process has no control // terminal, or does not use the terminal, so it returns NULL, otherwise it returns the

// corresponding tty structure pointer.

1. if (major == 5)
2. minor = current->tty;
3. else
4. minor = MINOR(inode->i\_zone[0]);
5. if (minor < 0)
6. return NULL;
7. return TTY\_TABLE(minor);
8. }

98

1. /\*
2. \* The check\_XX functions check out a file. We know it's either
3. \* a pipe, a character device or a fifo (fifo's not implemented)
4. \*/

//// Check read in ready.

// Check if the read file operation is ready, that is, whether the terminal read buffer queue // secondary has characters to read, or whether the pipe file is not empty.

// The parameter wait is the wait table pointer; the inode is the file i-node pointer. // Returns 1 if the descriptor can be read, otherwise returns 0. 103 static int check\_in(select\_table \* wait, struct m\_inode \* inode)

1. {
2. struct tty\_struct \* tty;

106

// First, according to the inode, call get\_tty() to check if the file is a tty terminal (character)

// device file. If yes, check if there is any character in the secondary read buffer queue in

// the terminal, and return 1 if there is one. If secondary is empty at this time, the current

// task is added to the secondary wait queue proc\_list and returns 0. If it is a pipe file,

// check if there is any character in the current pipe, if it is, return 1; if not (pipe empty),

// add the current task to the waiting queue of the pipe i-node and return 0. Note that the

// PIPE\_EMPTY() macro uses the current head and tail pointer position of the pipe to determine // if the pipe is empty. The i\_zone[0] and i\_zone[1] fields of the pipe i-node store the current // head and tail pointers of the pipe.

1. if (tty = get\_tty(inode))
2. if (!EMPTY(tty->secondary))
3. return 1;
4. else
5. add\_wait(&tty->secondary->proc\_list, wait);
6. else if (inode->i\_pipe)
7. if (!PIPE\_EMPTY(\*inode))
8. return 1;
9. else
10. add\_wait(&inode->i\_wait, wait);
11. return 0;
12. }

119

//// Check write out ready.

// Check whether the file write operation is ready, that is, whether there is any free location // in the terminal write buffer queue write\_q, or whether the pipe file is not full.

// The parameter wait is the wait table pointer; the inode is the file i-node pointer. // Returns 1 if the descriptor can be written, otherwise returns 0.

1. static int check\_out(select\_table \* wait, struct m\_inode \* inode)
2. {
3. struct tty\_struct \* tty;

123

// First, according to the i-node, call get\_tty() to check if the file is a tty terminal

// (character) device file. If yes, check if there is space in the write buffer queue write\_q

// to write. If there is, return 1 if there is no empty space, then add the current task to

// the wait queue proc\_list of write\_q and return 0. If it is a pipe file, it is judged whether

// there is free space in the pipeline to write characters. If there is one, it returns 1; if // not (the pipeline is full), the current task is added to the waiting queue of the pipeline // i-node and returns 0.

1. if (tty = get\_tty(inode))
2. if (!FULL(tty->write\_q))
3. return 1;
4. else
5. add\_wait(&tty->write\_q->proc\_list, wait);
6. else if (inode->i\_pipe)
7. if (!PIPE\_FULL(\*inode))
8. return 1;
9. else
10. add\_wait(&inode->i\_wait, wait);
11. return 0;
12. }

136

//// Check abnormal state.

// Check if the file is in an abnormal state. For terminal device files, the kernel always returns // 0. For pipe files, return 1 if one or both of the two pipe descriptors have been closed at // this time, otherwise add the current task to the wait queue of the i-node and return 0.

// The parameter wait is the wait table pointer; the inode is the file i-node pointer.

// Returns 1 if an exception condition occurs, otherwise returns 0. 137 static int check\_ex(select\_table \* wait, struct m\_inode \* inode)

1. {
2. struct tty\_struct \* tty;

140

1. if (tty = get\_tty(inode))
2. if (!FULL(tty->write\_q))
3. return 0;
4. else
5. return 0;
6. else if (inode->i\_pipe)
7. if (inode->i\_count < 2)
8. return 1;
9. else
10. add\_wait(&inode->i\_wait,wait);
11. return 0;
12. }

153

//// select() internal function.

// do\_select() is the actual handler for the kernel to execute the select() system-call. The

// function first checks the validity of each descriptor in the descriptor set, and then calls

// the function check\_XX() to check the descriptor of each descriptor set, and counts the number

// of descriptors currently ready in the descriptor set. If any of the descriptors are ready,

// the function will return immediately, otherwise the process will go to sleep, and the process // will continue running after the timeout expires or because the process on the waiting queue // where a descriptor is located is awakened.

1. int do\_select(fd\_set in, fd\_set out, fd\_set ex,
2. fd\_set \*inp, fd\_set \*outp, fd\_set \*exp)
3. {
4. int count; // the number of ready descriptors
5. select\_table wait\_table;
6. int i;
7. fd\_set mask;

161

// First, the three descriptor sets are ORed, and the effective descriptor bit mask in the

// descriptor set is obtained in the mask. It then loops through the current process to see

// if each descriptor is valid and included in the descriptor set. In the loop, each time a

// descriptor is judged, the mask is shifted to the right by 1 bit. Therefore, based on the

// least significant bit of the mask, we can determine whether the corresponding descriptor

// is in the descriptor set given by the user. A valid descriptor should be a pipe file descriptor, // either a character device file descriptor or a FIFO descriptor, and the rest of the types // return an EBADF error as an invalid descriptor.

1. mask = in | out | ex;
2. for (i = 0 ; i < NR\_OPEN ; i++,mask >>= 1) {
3. if (!(mask & 1)) // not in the descriptor set.
4. continue;
5. if (!current->filp[i]) // file not opened.
6. return -EBADF;
7. if (!current->filp[i]->f\_inode) // file i-node is null.
8. return -EBADF;
9. if (current->filp[i]->f\_inode->i\_pipe) // valid: a pipe file.
10. continue;
11. if (S\_ISCHR(current->filp[i]->f\_inode->i\_mode)) // valid: a char dev file.
12. continue;
13. if (S\_ISFIFO(current->filp[i]->f\_inode->i\_mode)) // valid: a FIFO file.
14. continue;
15. return -EBADF; // all the rest are invalid.
16. }

// Let's start by looping to see if each descriptor in the three descriptor sets is ready

// (operational). At this point the 'mask' is used as the mask for the descriptor currently

// being processed. The three functions check\_in(), check\_out(), and check\_ex() in the loop // are used to determine whether the descriptor is ready for read in, write out or in abnormal

// condition. If a descriptor is ready to operate, the corresponding bit is set in the relevant // descriptor set, and the count number of counts of the ready descriptor is incremented by // one. On line 183, the statement "mask += mask" is equivalent to "mask << 1".

1. repeat:
2. wait\_table.nr = 0;
3. \*inp = \*outp = \*exp = 0;
4. count = 0;
5. mask = 1;
6. for (i = 0 ; i < NR\_OPEN ; i++, mask += mask) {

// If the descriptor checked at this time is in the read operation descriptor set, and the // descriptor is ready for a read operation, the corresponding bit in the descriptor set is // set to 1, and the count of ready descriptors is incremented by one.

1. if (mask & in)
2. if (check\_in(&wait\_table,current->filp[i]->f\_inode)) {
3. \*inp |= mask; // set the bit in the set.
4. count++; // ready number.
5. }

// If the descriptor checked at this time is in the write operation descriptor set, and the // descriptor is ready for a write operation, the corresponding bit in the descriptor set is // set to 1, and the count of ready descriptors is incremented by one.

1. if (mask & out)
2. if (check\_out(&wait\_table,current->filp[i]->f\_inode)) {
3. \*outp |= mask;
4. count++;
5. }

// If the descriptor checked at this time is in the abnormal descriptor set, and the descriptor // is in abnormal condition,the corresponding bit in the ex descriptor set is set to 1, and // the count of abnormal descriptors is incremented by one.

1. if (mask & ex)
2. if (check\_ex(&wait\_table,current->filp[i]->f\_inode)) {
3. \*exp |= mask;
4. count++;
5. }
6. }

// After all the descriptors of the process have been checked, if there is no ready descriptor

// (count==0), and the process does not receive any non-blocking signal, and there are waiting // descriptors at this time, or if the wait time has not expired, then we set the current process // state to interruptable sleep state, and then execute the scheduler to perform other tasks.

// When the kernel schedules this task again, it will call free\_wait() to wake up the tasks // before and after the task on the relevant waiting queue, then jump to the repeat label (line // 178) and re-detect whether there are descriptors we are concerned about.

1. if (!(current->signal & ~current->blocked) &&
2. (wait\_table.nr || current->timeout) && !count) {
3. current->state = TASK\_INTERRUPTIBLE;
4. schedule();
5. free\_wait(&wait\_table); // the task is awakened and returned to here.
6. goto repeat;
7. }

// If count is not equal to 0 at this time, or if a signal is received, or the wait time is // up and there is no descriptor to wait for, then we call free\_wait() to wake up the task on // the wait queue and then return the number of ready descriptors.

1. free\_wait(&wait\_table);
2. return count;
3. }

210

1. /\*
2. \* Note that we cannot return -ERESTARTSYS, as we change our input
3. \* parameters. Sad, but there you are. We could do some tweaking in 214 \* the library function ...

215 \*/ // The parameter \*timeout is changed during processing.

//// select() system-call function.

// The code in this function is mainly responsible for parameter copying and conversion before

// and after the select() function operation. The main job of select() is done by the do\_select()

// function. Sys\_select() will first decompose and copy the parameters of the select() function

// from the user data space into the kernel space according to the buffer pointer given by the // parameter, then set the waiting timeout value, and then call do\_select(). After returning, // the result will be copied back into the user space.

// The parameter buffer points to the first parameter of the select() function in the user area.

// If the return value is less than 0, an error occurs during execution; if the return value // is equal to 0, it means that no descriptor is ready for operation within the specified waiting // time; if the return value is greater than 0, it indicates the number of ready descriptors.

1. int sys\_select( unsigned long \*buffer )
2. {
3. /\* Perform the select(nd, in, out, ex, tv) system call. \*/

// First define several local variables that are used to decompose the select() function

// arguments passed by the pointer arguments.

1. int i;
2. fd\_set res\_in, in = 0, \*inp; // read in fd set.
3. fd\_set res\_out, out = 0, \*outp; // write out fd set.
4. fd\_set res\_ex, ex = 0, \*exp; // abnormal fd set.
5. fd\_set mask; // descriptor value range (nd) mask code.
6. struct timeval \*tvp; // wait time structure pointer.
7. unsigned long timeout;

226

// Then, the parameters are isolated and copied from the user data area into the local pointer

// variables, and three descriptor sets in (read), out (write), and ex (exception or abnormal)

// are respectively obtained according to whether the descriptor set pointer is valid. Where

// mask is also a descriptor set variable. Based on the maximum descriptor value +1 in the three

// descriptor sets (ie, the value of the first parameter nd), it is set to the mask of all // descriptors of interest to the user program. For example, if nd = 4, then mask = 0b00001111 // (32 bits total).

227 mask = ~((~0) << get\_fs\_long(buffer++)); 228 inp = (fd\_set \*) get\_fs\_long(buffer++);

1. outp = (fd\_set \*) get\_fs\_long(buffer++);
2. exp = (fd\_set \*) get\_fs\_long(buffer++);
3. tvp = (struct timeval \*) get\_fs\_long(buffer);

232

1. if (inp) // read in set.
2. in = mask & get\_fs\_long(inp);
3. if (outp) // write out set.
4. out = mask & get\_fs\_long(outp);
5. if (exp) // abnormal set.
6. ex = mask & get\_fs\_long(exp);

// Next we try to take the wait (sleep) time value 'timeout' from the time structure. First,

// the 'timeout' is initialized to the maximum (infinite) value, and then the time value in // the time structure is obtained from the user space, and the current tick value jiffies of

// the system is converted and added to it, and finally the time ticking value 'timeout' that

// needs to wait is obtained. We use this value to set the delay that the current process needs

// to wait. In addition, the tv\_usec field on line 241 is a microsecond value. Dividing it by // 1000000 gives the corresponding number of seconds, and multiplies it by the system ticks // per second HZ, which converts tv\_usec into a tick value.

1. timeout = 0xffffffff;
2. if (tvp) {
3. timeout = get\_fs\_long((unsigned long \*)&tvp->tv\_usec)/(1000000/HZ);
4. timeout += get\_fs\_long((unsigned long \*)&tvp->tv\_sec) \* HZ;
5. timeout += jiffies;
6. }
7. current->timeout = timeout; // set ticks that the current process need delay.

// The main work of the select() is done in function do\_select().The code after calling this

// function is used to copy the processing result into the user data area and return it to the // user. To avoid race conditions, you need to disable the interrupt before calling do\_select() // and then enable it after the function returns.

// If after the do\_select() returns, the process's wait delay field timeout is still greater

// than the current system timing tick value jiffies, indicating that there is descriptors ready

// before the timeout. So here we will record the time value remaining until the timeout, and

// then we will return this value to the user. If the process's wait delay field timeout is // already less than or equal to the current system jiffies, it means that do\_select() may be // returned due to a timeout, so the remaining time value is set to zero. 246 cli(); // disable int.

1. i = do\_select(in, out, ex, &res\_in, &res\_out, &res\_ex);
2. if (current->timeout > jiffies)
3. timeout = current->timeout - jiffies;
4. else
5. timeout = 0;
6. sti(); // enable int.

// Next we clear the timeout field of the process. If the number of ready descriptors returned // by do\_select() is less than 0, it indicates an execution error, so the error number is returned.

// Then we write the processed descriptor set content and the delay time structure content back

// to the user buffer space. When writing the time structure content, it is also necessary to // convert the remaining delay time represented by the tick time unit into seconds and microsecond // values.

1. current->timeout = 0;
2. if (i < 0)
3. return i;
4. if (inp) {
5. verify\_area(inp, 4);
6. put\_fs\_long(res\_in,inp); // readable descriptor set.
7. }
8. if (outp) {
9. verify\_area(outp,4);
10. put\_fs\_long(res\_out,outp); // writable descriptor set.
11. }
12. if (exp) {
13. verify\_area(exp,4);
14. put\_fs\_long(res\_ex,exp); // abnormal descriptor set.
15. }
16. if (tvp) {
17. verify\_area(tvp, sizeof(\*tvp));

12.20 Summary

1. put\_fs\_long(timeout/HZ, (unsigned long \*) &tvp->tv\_sec); // seconds.
2. timeout %= HZ;
3. timeout \*= (1000000/HZ);
4. put\_fs\_long(timeout, (unsigned long \*) &tvp->tv\_usec); // microseconds.
5. }

// If there is no ready descriptor available at this time and a non-blocking signal is received, // the interrupted error number is returned. Otherwise, the number of the ready descriptors // is returned.

1. if (!i && (current->signal & ~current->blocked))
2. return -EINTR;
3. return i;
4. }
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## 12.20 Summary

In this chapter, we first give and explain the structure and composition of the MINIX file system, and describe the directory structure, directory entries, and file path name structures in the file system. After that, the structure and usage of the high-speed buffer (buffer cache) in Linux are explained in detail, and the way in which other programs in the kernel access the block device by using the buffer block is explained. Then from the implementation of the file system code, the program code is detailed in three aspects: the underlying general file system functions, the file access operation code, and the file access and control system-call interfaces.

The next chapter mainly describes the specific method and code implementation of Linux using the segmentation and paging functionalities provided by Intel 80X86 to manage memory. It also explains the principle and implementation of the copy-on-write mechanism and the demond loading mechanism.